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Abstract

Agile software development projects rely on the diversity of team members’ expertise. This expertise, however, is not adequate on its own: it is important to leverage available expertise through expertise coordination. Expertise coordination requires team members to rely on each other for recognizing who has particular expertise, when and where they are needed, and how to access the expertise effectively. Agile teams also need to rely on outside expertise such as user experience designers, architects, and database administrators. This thesis presents a theory of expertise coordination in Agile Software Development projects. We employed semi-structured interviews, observations, and document analysis in a Grounded Theory study involving 48 Agile practitioners and external specialists. This study discovered three main categories of expertise coordination: processes of expertise coordination, strategies of managing external expertise, and management roles in supporting expertise coordination. The theory provides a new insight into how Agile teams coordinate internal and external expertise, how they utilize external specialists and outsourcers’ expertise, and how management can support expertise coordination.
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Introduction

Agile Software Development projects emphasize effective teamwork by concentrating on people. People are the most important factor in determining the success of Agile Software Development projects [39, 59]. Agile methods are designed to capitalize on every individual’s expertise, but to produce a quality software product, the presence of expertise is not sufficient [54]; it is important to leverage the available expertise through expertise coordination.

Expertise coordination refers to how team members depend on each other to manage and utilize their expertise. Expertise coordination requires a team to recognize who has particular expertise, when and where that expertise is needed, and how to access the expertise effectively in a timely manner [54].

A number of researchers have studied coordination in the Agile Software Development context [146, 149, 167, 169, 194, 205]. Most studies emphasize determining the Agile practices and artefacts that have a significant influence in achieving coordination. A few empirical studies, however, focus on developing a coordination theory. Strode and Huff [205] propose a
theoretical model of coordination in Agile Software Development projects which represents the components of coordination effectiveness. Strode and Huff reveal that expertise is one of the coordination components in Agile Software Development.

Specific to expertise coordination, Maruping et al. [133] focus on how expertise coordination and Extreme Programming (XP) practices interact to affect performance in Agile Software Development projects. Maruping’s study reveal that there was a significant interaction between XP practices and expertise coordination. The findings indicate that expertise coordination exists in Agile Software Development projects. Along with Strode’s study, Maruping and her colleagues’ study has also provided a motivation to explore expertise coordination in Agile Software Development projects in-depth.

An Agile team is a cross-functional team that includes all the expertise necessary for every phase involved in developing software [207]. In order to have all the expertise needed, it is not feasible for all individuals with relevant expertise to be part of a team [194]. In certain circumstances, Agile teams need to rely on other expertise which is located outside the team, such as user experience designers and database administrators [194]. This is a point where expertise coordination is vital to manage expertise dependency between Agile teams and roles outside Agile teams and where a further investigation is needed. Therefore, this study aims to explore how to manage and utilize internal and external expertise in Agile teams through expertise coordination.

Even though many studies emphasize coordination in Agile teams, there is a paucity of empirical studies that focus on expertise coordination. Abrahamsson et al.[1] suggest further research is needed to explore the human resource dependencies faced by Agile teams, including expertise. There is clearly a need to conceptualize and theorize the underpinnings of expertise coordination from an Agile Software Development perspective.
1.1 Research Objectives

The aim of this study is to build a theory of expertise coordination in Agile Software Development projects, which is guided by three research questions:

- **How is expertise coordinated in Agile Software Development projects?** This question attempts to understand the expertise coordination process that should be carried out by Agile team members in managing expertise dependencies.

- **What are the strategies used in coordinating expertise outside Agile teams?** This question attempts to identify strategies used in coordinating expertise outside Agile teams.

- **What are management strategies support expertise coordination in Agile Software Development projects?** This question attempts to determine the roles of management in supporting expertise coordination in Agile Software Development projects.

1.2 Structure of the Thesis

The remainder of this thesis consists of the following chapters:

- **Chapter 2: Literature Review** – This chapter presents the theoretical underpinnings of the study, including expertise coordination in general, from the software development perspective, and in the context of Agile Software Development. This chapter also reviews studies of expertise coordination.

- **Chapter 3: Research Methodology** – This chapter provides a justification of Grounded Theory as a research method for this study, and a description of how we carried out this study by employing
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Grounded Theory. This chapter describes how the data was collected and analyzed using the Grounded Theory.

• **Chapter 4 : The Theory of Expertise Coordination** – This chapter presents the key contribution of this study: expertise coordination in Agile Software Development projects, introduces emergent categories and relationships, and presents the theory boundaries that are reflected by its emergent categories and relationships.

• **Chapter 5 : Expertise Coordination Processes** – This chapter presents the expertise coordination process in Agile Software Development projects.

• **Chapter 6 : Coordinating Expertise Outside Agile teams** – This chapter describes how Agile teams coordinate outside expertise through strategies to manage external expertise.

• **Chapter 7 : Management Support** – This chapter describes how management support influences expertise coordination in Agile Software Development projects.

• **Chapter 8 : Discussion** – This chapter reviews the research findings and then describes the relationships between categories that lead to the emergent theory. This chapter then provides a detailed explanation of how the results relate to both theoretical foundations and the existing literature, and describes how we evaluate and validate the emergent theory.

• **Chapter 9 : Conclusion** – This chapter summarizes the contributions of this study to theory and practice, discusses the limitations of this study and of the emergent theory, and outlines several suggestions for future work.
This chapter reviews the literature on expertise coordination in general, then continues with an explanation of expertise coordination from the software development perspective. Since this research is carried out in the context of Agile Software Development, this chapter also presents an overview of Agile Software Development. Finally, this chapter explains expertise coordination in Agile Software Development projects.

2.1 Expertise Coordination

Engaging in expertise coordination research requires a researcher to clearly understand the basis of expertise coordination. Before defining expertise coordination, two fundamental concepts of expertise and coordination are discussed in this section.

Expertise refers to skills and knowledge that are retained by individuals to produce an outstanding performance [147], plus the ability of a person to generate knowledge in solving specific problems [79, 104]. Based on
this definition of expertise, skills and knowledge are the main elements of expertise. A skill is an ability to perform a specific task, while knowledge consists of the information needed for the skill [27].

Experts and highly skilled staff possess expertise, and their expertise is not based on the amount of knowledge and skills accumulated in a specific domain, but rather on their interactions in utilizing that expertise [186]. Besides individual skills and knowledge, the construct of expertise consists of how experts interact with others in demonstrating and sharing their expertise. This is the point where coordination is essential to support varied skills and expertise levels, particularly at team levels.

There are a variety of definitions of ‘coordination’ terms proposed by scholars. Table 2.1 depicts selection of ‘coordination’ definitions from different research fields. Most ‘coordination’ definitions, however, indicate commonalities as follows:

- an ability to organize and structure transactions between interdependent components, such as tasks, people, and resources.

- an ability to working together with a common understanding to achieve shared goals.

Coordination can be seen through the dependencies between people who work together with a common understanding to build software efficiently [102]. Strode et al. [204] propose the existence of implicit coordination, which encompasses five components: ‘Know why’, ‘Know what is going on and when’, ‘Know what to do and when’, ‘Know who is doing what’, and ‘Know who knows what’. The last component, ‘Know who knows what’ indicates expertise as a coordination component. Expertise is prevalent in team knowledge and, to be applied in projects, the expertise must be managed effectively through expertise coordination.

Expertise coordination is defined as “the management of knowledge and skills dependencies” [54]. This definition indicates how team members should depend on each other in managing and utilizing their expertise resources.
Table 2.1: Several Definitions of ‘Coordination’.

<table>
<thead>
<tr>
<th>Author</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Faraj and Xia [55]</td>
<td>Coordination is about the integration of organizational work under conditions of task interdependence and uncertainty</td>
</tr>
<tr>
<td>Quinn and Dutton [170]</td>
<td>Coordination is the process through which people arrange actions in ways that they believe will enable them to accomplish their goals</td>
</tr>
<tr>
<td>Argote [11]</td>
<td>Coordination involves fitting together the activities of organization members, and the need for it arises from the interdependent nature of the activities that organization members perform</td>
</tr>
<tr>
<td>Kraut and Streeter [102]</td>
<td>Different people working on a common project agree to a common definition of what they are building, share information, and mesh their activities</td>
</tr>
<tr>
<td>Van de Ven et al. [216]</td>
<td>The integration or linking together of different parts of an organization to accomplish a collective set of tasks</td>
</tr>
<tr>
<td>Kotlarsky et al. [101]</td>
<td>Coordination is then perceived as a problem of sharing, integrating, creating, transforming, and transferring knowledge</td>
</tr>
<tr>
<td>Malone [130]</td>
<td>When multiple actors pursue goals together, they have to do things to organize themselves that a single actor pursuing the same goals would not have to do. We call these extra organizing activities coordination</td>
</tr>
<tr>
<td>Malone and Crowston [129]</td>
<td>Coordination is the managing of dependencies between activities</td>
</tr>
</tbody>
</table>
Expertise coordination requires the team to recognize who has particular expertise, when and where they are needed, and how to access the expertise effectively [54]. Therefore, it is important to identify who has particular expertise and recognize the need for the expertise. The identified expertise then can be identified and accessed when needed in a timely manner. At this point, appropriate mechanisms are vital to enable the expertise to be accessed effectively.

In order to utilize expertise, Garrett and his colleagues [61] have presented a set of descriptions of expertise, which consist of the following dimensions:

- **Expertise** - understanding knowledge in a specific area by answering 'what' and 'how' something works in a specific knowledge domain;

- **Situational context expertise** - recognizing environmental and situational demands by answering 'when', 'where', and 'why' particular knowledge and skills are relevant;

- **Interface tool expertise** - utilising a specific interface tool to apply a particular subject-matter expertise;

- **Expert identification expertise** - knowing who has a particular expertise area and level;

- **Communication expertise** - transmitting knowledge effectively via appropriate media;

- **Information flow path expertise** - knowing when a communication path is available within a specific task and situational context.

These six dimensions are used to coordinate expertise at both individual and/or team levels [61]. Every individual should clearly define their subject matter expertise and situational context expertise, in order to know what their skills are and when and where the skills can be applied in accomplishing tasks. As social connection is an integral part of a team,
every individual should be aware of other expertise areas and levels. This enables the process of transmitting expertise to others by knowing the source of available and relevant expertise.

Strode [205] summarizes coordination in several categories based on organisation theory, coordination theory, information projects, teamwork, and Agile Software Development. Table 2.2 depicts coordination categories which are adapted from Strode [205].

Strode [205] categorizes expertise coordination under cognitive coordination. Cognitive coordination occurs when team members perform tasks and need to understand other team members, and to adjust their behaviour in order to cope with others [176]. Teamwork and collaboration are basic requirements that lead to cognitive coordination. Cognitive coordination is often known as implicit coordination, since the coordination relies on tacit knowledge without emphasizing explicit knowledge. Shared mental models [117], collective mind [45], and expertise coordination [54] are classified under cognitive coordination as they are forms of implicit coordination.

Other coordination categories, however, indirectly exhibit expertise coordination such as relational coordination. Relational coordination involves human interrelationships and is defined as “frequent, timely, problem-solving communication” [174]. Expertise coordination involves interdependencies between team members in managing expertise resources and this can be categorized under relational coordination.

Expertise coordination has been studied in a variety of research domains such as in software development [54, 133, 195], banking [100], flight reservations [10], event response [28], emergency medical response units [55], and emergent groups responding to disasters [128]. Each study emphasizes different aspects of expertise coordination, and the research methods vary depending upon the research objectives.

Kotlarsky et al. [100] investigated the role of ‘codification’ in coordinating expertise between client, staff, and onsite and offshore vendor personnel in a large-scale outsourcing contract. Codification is important to
Table 2.2: Categories of Coordination Adapted from Strode [205].

<table>
<thead>
<tr>
<th>Coordination Category</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Structural coordination</td>
<td>Formal coordination structures (hierarchies, roles, and responsibilities) [101, 143, 216]</td>
</tr>
<tr>
<td></td>
<td>Example: impersonal mode (rules and procedures) and mutual adjustment (group or personal meetings)</td>
</tr>
<tr>
<td>Technological coordination</td>
<td>Coordination achieved by using software tools [16]</td>
</tr>
<tr>
<td></td>
<td>Example: social network applications, and email</td>
</tr>
<tr>
<td>Spatial coordination</td>
<td>Coordination achieved through team settings [127, 194]</td>
</tr>
<tr>
<td></td>
<td>Example: co-located teams and open workspace</td>
</tr>
<tr>
<td>Cognitive coordination</td>
<td>Coordination achieved when team members anticipate actions, needs, and understand others implicitly [45, 54, 117, 176, 228]</td>
</tr>
<tr>
<td></td>
<td>Example: shared mental models, a collective mind, and expertise coordination</td>
</tr>
<tr>
<td>Relational coordination</td>
<td>Coordination achieved by human interrelationships and focuses on problem solving [65, 174]</td>
</tr>
<tr>
<td></td>
<td>Example: Face-to-face communication, regular meetings</td>
</tr>
<tr>
<td>Coordination by artefacts</td>
<td>Coordination achieved through existing artefacts’ solving [129, 194, 174]</td>
</tr>
<tr>
<td></td>
<td>Example: whiteboards, and index cards</td>
</tr>
<tr>
<td>Coordination by activities</td>
<td>Coordination achieved through Agile practices [148, 194]</td>
</tr>
<tr>
<td></td>
<td>Example: stand-up meeting, refactoring, and collective ownership</td>
</tr>
</tbody>
</table>
support expertise coordination, which enables the process of externalizing expertise in explicit form, as well as storing and transferring expertise [231]. The contribution of Kotlarsky et al.’s study is the extension of ‘codification’ theory, which explicitly demonstrates the role of ‘codification’ in supporting expertise coordination through two codification practices: knowledge codification, and codification of the knower.

Expertise coordination involves socially shared cognitive processes to enable the knowledge and skills dependencies [54]. Transactive Memory Systems (TMS) provide a dynamic of human connection which fosters socially shared cognitive processes [6]. TMS exists when two or more people interact cooperatively in storing, retrieving, and communicating information [226]. Wegner [226] conceived the term of TMS, which focuses on integrating and utilizing expertise in order to optimize the value of members’ knowledge [118].

In order to improve disaster response, Majchrzak et al. [128] used Transactive Memory Systems (TMS) theories to coordinate knowledge, people, resources, tasks, and technology efficiently. TMS is a theory of knowledge coordination which describes interconnected individual memory systems in sharing knowledge [227]. TMS occurs through shared mental models, which consists of a directory of who knows what and a process of encoding and retrieving information.

As the effects of TMS on emergent response groups were different from stable groups, Majchzak et al. [128] found the need to extend TMS to deal with coordinating knowledge without a shared mental model, since emergent response groups posed challenges in managing the roles involved. The shared mental model was replaced with community developed narratives to describe the events or scenarios involved in knowledge coordination.

On the other hand, Akgun and his colleagues [5] determined the antecedents and consequences of TMS in new product development projects. TMS assists new product development projects which indirectly tends to support expertise coordination as follows:
• Reducing the cognitive load in remembering each member’s expertise.

• Accessing a pool of expertise.

• Facilitating the process of sharing tacit knowledge of different domains.

• Allocating resources according to member expertise.

The findings of Akgun et al.’s study [5] reveal that TMS relies on team stability, team members’ familiarity, and interpersonal trust. This study also indicates the positive impact of TMS on team learning, speed-to-market, and success of new product development.

Fast-response organizations face coordination challenges to operate under high uncertainty conditions and fast decision making [55]. Faraj and Xiao [55] used these challenges as a motivation to investigate coordination practices of medical trauma centres. The expertise coordination practices represent practices used to manage knowledge and skills dependencies as follows:

• Reliance on protocol - to structure interactions and manage resources and expertise dependencies.

• Plug and play teaming - to manage patient knowledge and expertise interdependencies when new patients are brought in.

• Communities of practice - to manage staffing interdependencies and the learning process.

• Knowledge sharing - to ensure knowledge is shared without error.

The research on expertise coordination is summarized in Table 2.3. The next subsection discusses expertise coordination in the software development context.
### Table 2.3: Examples of Expertise Coordination Research

<table>
<thead>
<tr>
<th>Researcher</th>
<th>Research Domain</th>
<th>Research Objectives</th>
<th>Research Findings</th>
</tr>
</thead>
<tbody>
<tr>
<td>Kotlansky et al. [100]</td>
<td>Banking</td>
<td>To examine the role of ‘codification’ in coordinating expertise between client, staff, and onsite and offshore specialists.</td>
<td>Reconceptualised the ‘codification’ term.</td>
</tr>
<tr>
<td>Majchrzak et al. [128]</td>
<td>Emergent groups responding to disasters Domain</td>
<td>To extend the roles of TMS</td>
<td>Proposed TMS extension for coordinating expertise in emergent response groups.</td>
</tr>
<tr>
<td>Faraj and Xiao [55]</td>
<td>Fast-response organizations Domain</td>
<td>To develop expertise coordination practices</td>
<td>Proposed 4 practices in managing expertise dependencies: reliance on protocol, plug and play teaming, communities of practice, and knowledge sharing.</td>
</tr>
<tr>
<td>Akgun et al.’s [5]</td>
<td>New product developments Domain</td>
<td>To determine the antecedents and consequences on the TMS</td>
<td>Revealed antecedents of TMS (team stability, team member familiarity, and interpersonal trust ) and consequences of TMS (team learning, speed-to-market, and new product success).</td>
</tr>
</tbody>
</table>
2.2 Expertise Coordination in Software Development

Software development projects rely on expertise in producing quality software products [180, 229]. Expertise is a critical resource and it is important to ensure the presence of sufficient knowledge and skills for software development teams [54]. In producing a quality software product, the presence of expertise is not adequate on its own [54]; rather it is important to leverage the available expertise through expertise coordination.

Faraj and Sproull [54] embarked on an expertise coordination study specifically in the software development context. Faraj and Sproull affirm the importance of expertise coordination in leveraging potential expertise [54]. Their findings reveal that there is a strong relationship between expertise coordination and team performance. Team performance does not just depend on the available expertise, but also on how team members depend on each other in utilizing that expertise effectively.

Team members divide the cognitive labour for their tasks with individual specialization in different domains [226]. Team members are responsible for possessing relevant expertise for their tasks. This is a point where TMS are needed to enable team members to rely on each other in sharing and utilizing their expertise resources [226]. The successful TMS rely on the ability of team members to identify and recognize the knowledge possessed by other and access the particular expertise.

Based on TMS, Faraj and Sproull [54] assert three processes of expertise coordination: locating expertise, recognizing expertise, and retrieving expertise.

Locating expertise requires knowing the area of expertise of other team members. Knowing “who knows what” leads to identifying who has particular expertise [54]. Team members should have meta-knowledge of the available expertise in their team. Every team needs to develop a common language for describing tasks and roles that lead to the location of expertise.
This is supported by Sandra and her colleagues [62] who claim that every team member should have awareness of others’ expertise, particularly the relevant expertise to perform tasks. Knowing where to get an answer for solving a problem assists team members in determining their peers’ expertise [54].

After locating expertise, it is important to recognize the necessity of the identified expertise [54]. Recognizing expertise involves a process to identify where and when the available expertise is needed [54]. There is no point having massive expertise available if team members fail to recognize the condition for the necessity of the expertise.

Ultimately, expertise coordination enables team members to retrieve existing expertise to solve ad-hoc problems. Each team member should know an effective way to access relevant expertise in a timely manner [54]. Integrating informal interaction and problem solving tends to bring the right expertise when it is needed. Instead of verbal communication, informal interaction also involves nonverbal communication such as eye contact, body gestures, and facial expressions to strengthen the expertise retrieving process [87].

These processes represent general activities involved in managing expertise resources effectively, which are not to be executed in a rigid sequence. Faraj and Sproull [54] propose three criteria of expertise coordination processes:

- distributed - to manage dispersed expertise among team members
- heedful - to manage overlapping tasks knowledge among team members
- emergent - to manage unspecified solutions for ad-hoc problems through effective interactions.

Lewis [118] affirms that the expertise coordination study by Faraj and Sproull [54] is similar to TMS, particularly in locating expertise. Faraj and
Sproull’s study emphasizes locating expertise rather than how to coordinate the expertise. There is no discussion on the mode or medium to coordinate the expertise. They suggest that further investigation is needed to explore expertise coordination processes.

Specifically in software development projects, Faraj and Sproull affirm that expertise coordination has a positive impact on team performance. Referring to Faraj and Sproull’s study, Shim et al. [195] conducted research on expertise coordination by examining expertise coordination mediating between user-information system coproduction and development project outcomes. Coproduction involves user participation in the software system development since their domain knowledge is essential for effective software development. Coproduction requires integration of users’ and developers’ expertise in producing desired software project outcomes. Besides providing software system requirements, users also have responsibility to collaborate with developers in developing the software. Hence, coproduction requires effective expertise coordination to locate and apply expertise through the software project development.

2.3 Agile Software Development

In the early 1960s, the software engineering community faced a software development crisis when focusing on large and long-lived software projects [197]. In order to produce better software, project planning, formalised quality assurance, and controlled and rigorous software development processes were thought essential through ‘heavyweight’ methods [2, 13, 155, 197].

Dissatisfaction with heavyweight approaches led to the evolution of ‘lightweight’ software development approaches known as Agile Software Development. In February 2000, Kent Beck and several software leaders proposed Agile Software Development with the following ‘lightweight’ characteristics [59]:

“We want to restore a balance. We embrace modelling, but not in
order to file some diagram in a dusty corporate repository. We embrace documentation, but not hundreds of pages of never-maintained and rarely-used tomes. We plan, but recognize the limits of planning in a turbulent environment.“.

Agile Software Development is a group of software development methods that promote iterative and incremental development [108]. The Agile Manifesto defines Agile Software Development with the following four core values [59]:

- **Individuals and iterations over processes and tools.**
- **Working software over comprehensive documentation.**
- **Customer collaboration over contract negotiation.**
- **Responding to change over following a plan.**

The first core value states that people are the most important factor rather than processes and tools. Agile Software Development emphasizes people by concentrating on competency development [39]. This value encourages Agile team members to interact and collaborate together in developing software [39]. Many studies have carried out human and social aspects specifically in the Agile Software Development context [83, 179, 194, 205, 232].

The second core value indicates that delivering a working software product is a priority in Agile Software Development teams, rather than presenting a pile of documents to customers [59]. Agile Software Development emphasizes the actual software implementation, and produces documents that only necessary to serve the design and the deployment of the working product.

The third core value emphasizes customer involvement. In the Agile approach, on-going and regular meetings with customers are considered essential to capture requirements. A contract is useful for determining the
condition and boundaries of Agile Software Development [59], but relying on a contract does not guarantee the delivery of software that fulfils the customer’s needs without regular customer involvement.

The last core value affirms that Agile teams need to adapt and respond to changing requests. Customers have a right to give feedback to improve a software product.

Behind the Agile manifesto there are 12 principles that underpin the common practices in Agile Software Development [59]. The principles act as guidelines for implementing Agile Software Development projects. These Agile principles are as follows:

- Our highest priority is to satisfy the customer through early and continuous delivery of valuable software.

- Welcome changing requirements, even late in development. Agile processes harness change for the customer’s competitive advantage.

- Deliver working software frequently, from a couple of weeks to a couple of months, with a preference for the shorter timescale.

- Business people and developers must work together daily throughout the project.

- Build projects around motivated individuals. Give them the environment and support they need, and trust them to get the job done.

- The most efficient and effective method of conveying information to and within a development team is face-to-face conversation.

- Working software is the primary measure of progress.

- Agile processes promote sustainable development. The sponsors, developers, and users should be able to maintain a constant pace indefinitely.

- Continuous attention to technical excellence and good design enhances agility.
• Simplicity is essential – the art of maximizing the amount of work not done.

• The best architectures, requirements, and designs emerge from self-organizing teams.

• At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behaviour accordingly.

There are a variety of Agile methods such as Extreme Programming (XP) [19], Scrum [187, 207], Lean Development [168], Adaptive Software Development (ASD) [82], Dynamic Systems Development Methodologies (DSDM) [199], FDD (Feature Driven Development)[163], and Crystal family [38]. Scrum and XP are considered to be the most widely adopted Agile methods [219] and are discussed in detail in the next subsections.

### 2.3.1 Scrum

Scrum is an iterative and incremental Agile method for managing software development projects [187]. This Agile method was developed by Sutherland in 1993 and two years later officially formalized by Schwaber [207]. The name ‘Scrum’ was inherited from the groundbreaking paper ‘The New Product Development Game’ by Takeuchi and Nonaka in 1986 [210].

Scrum implements iterations called sprints to structure the development cycles [187]. Each iteration can be up to four weeks. Sprints are time-boxed, which means the team has a fixed start and end date to make a commitment for completing the sprint goal. If the team is unable to accomplish the goal, there is no extension allowed. Furthermore, additional functionalities cannot be added during sprints.

Each sprint requires three primary roles [187]:

• Product owner – A product owner is a customer representative. The product owner needs to identify the product backlog that consists of software features. The product backlog needs to be prioritized by the product owner.
• Scrum team – A team consists of between six and eight people. Every team needs to do all relevant tasks including planning, analysis, programming, and testing the software product.

• Scrum master – A Scrum master serves the team as a mentor to guide, facilitate, and educate the team members in applying Scrum practices. The Scrum master is responsible for coordinating and conducting Scrum meetings such as sprint planning meetings, daily stand-up meetings, sprint reviews, and sprint retrospectives.

During sprint planning, the Scrum team and the product owner review the product backlog facilitated by the Scrum master. The Scrum team selects work items from the prioritized product backlog. The selected items form sprint backlogs.

Once the sprint has started, Scrum team members attend daily stand-up meetings. A stand-up meeting is a daily meeting and is conducted within 15 minutes or less. The purposes of daily stand-up meetings are to coordinate tasks among team members and provide a medium for communication [187, 115]. This meeting gives opportunities for Scrum team members to report three important issues as follows [187, 207]:

• What they did since the last meeting.

• What they plan to do by the next meeting.

• What obstacles they had faced in finishing their tasks.

At the end of each sprint, there are two main ‘ceremonies’: sprint review and sprint retrospective [207]. A sprint review provides a platform to inspect what has been done during the sprint. During the sprint review, the team needs to demonstrate the product increment to the following parties [187]:

• Management - to see the progress of the team with the resources provided.
• Customers - to see what the team has built according to their needs

• Product owner - to see how much functionality has been built

A sprint review meeting might be attended by other team members or parties to see the product increment from many different perspectives [187]. For instance, developers tend to see what the team was able to do with the available technology. Based on the product demonstration, they can gain a similar understanding on the status of the product backlogs, which indirectly leads to identifying drawbacks that need to be fixed. They can then make decisions on how to fix the drawbacks and what to do next.

While a sprint review focuses on the product, a sprint retrospective reviews the process of development. The sprint retrospective is used to identify tasks or activities that did not run smoothly and discuss how to improve performance. Instead of running one retrospective at the end of a project, Scrum teams are able to reflect upon the current software processes immediately after each sprint review and define recommendations for improvement [103].

2.3.2 Extreme Programming (XP)

XP was introduced by Kent Beck [19] in 2001 and emphasizes short iterations. The word “Programming” in its name indicates that XP focuses on programming tasks rather than on management practices [115]. XP introduces strict coding practices to ensure the development of a quality software product [115].

XP originally had four values; one more was added later [20]. The five values are as follows [20]:

• Communication – XP promotes continual communication among all team members including customers, managers, and development teams. Maximizing communication is important to disseminate knowledge and form a mutual understanding among team members.
• Simplicity – XP encourages starting with simple design and coding, and provides space for adding additional features. Simplicity values avoiding complicated solutions and embellishing when needed.

• Feedback – XP encourages Agile team members to get feedback from the customer, peers, and the system. Early, frequent, and clear feedback is vital to improve the software development product.

• Courage – From an XP perspective, courage refers to persistence in addressing any issues that arise or affect the selected task.

• Respect – XP encourages the Agile team members to respect each other as well as respecting themselves. Self-respect requires striving to develop quality work.

XP promotes 12 practices in developing software as follows [19, 122]:

• Planning game – The planning game is a planning process in XP, which determines the scope of each iteration by defining the requirements, activities, and tasks. User requirements are presented as user stories in index cards. The cards are placed on a wall to display task visibility and reflect progress.

• Pair-programming – Pair-programming involves two team members working together on the same task from design to testing.

• Small release – XP focuses on delivering incremental functionality based iterations.

• Collective ownership – Every team member has the right and responsibility to modify the code at any time, and add software functionality as well. Team members are also responsible for committing all changes to the code repository.

• Simple design – XP promotes simple design and solutions rather than complex solutions.
- Refactoring – In order to improve the software, programmers can modify the code without changing the code’s behaviour.

- Continuous integration – XP encourages programmers to integrate the software quickly to avoid conflicts later.

- Metaphor – Metaphor assists Agile team members and customers to understand the whole picture of software development.

- Testing – Programmers do their own unit testing and customers need to participate in acceptance testing. Testing is a way to gain feedback in improving the software deliverables.

- Coding standards – Coding standards provide consistency to improve communication among team members.

- 40-hour week – In order to maintain productivity, no one in an Agile team can work more than 40 hours per week. Agile team members can work overtime only when it is effective.

- On-site customer – An XP team consists of five to ten programmers and a customer representative. Customers are integral parts of XP teams and must be readily accessible to answer any questions that arise from programmers.

Since Scrum focuses on management practices, some Agile practitioners adopt a hybrid Agile method by integrating XP and Scrum [151]. This is clearly stated in the "7th Annual state of Agile development" [219], in which Scrum and XP hybrid was found to be the second most popular Agile method.
2.3.3 Expertise Coordination through Agile Practices and Artefacts

According to Strode [205], expertise coordination can be categorized under coordination by artefacts and coordination by activities (refer to Table 2.2). Several studies have shown that Agile practices and Agile artefacts have positive impacts on coordination [133, 194, 205]. As expertise is one of the coordination components, the importance of expertise coordination also can be seen through Agile values and practices. Table 2.4 summarizes how expertise coordination would appear to be relevant in Agile Software Development.

Face-to-face communication is the most efficient and effective way to convey information among Agile team members [59]. Agile teams predominantly rely on tacit knowledge through face-to-face communication [179, 194]. Tacit knowledge is knowledge that is very hard to codify or extract compared to explicit knowledge [57, 63]. As knowledge is a part of expertise, expertise coordination is a prevalent mechanism to manage tacit knowledge dependencies, particularly to retrieve the tacit knowledge effectively.

Agile Software Development focuses on producing a working software product rather than comprehensive documentation [20]. As a result, less documentation is produced since more time is spent on delivering working software, which impacts the organizational memory in Agile teams. In order to support the organizational memory, Agile methods shift the organizational memory from external to tacit knowledge by replacing documents with informal communication [37]. This is a point where expertise coordination is vital to strengthen communication in supporting the organizational memory in Agile teams.

Agile Software Development emphasizes active customer involvement, particularly in providing and prioritizing user requirements, and in refining product features [72, 131]. Collaboration between customers and the soft-
Table 2.4: Expertise Coordination through Agile Values and Practices.

<table>
<thead>
<tr>
<th>Agile values/ practices</th>
<th>Expertise coordination</th>
</tr>
</thead>
<tbody>
<tr>
<td>emphasizing face-to-face communication [59].</td>
<td>to manage tacit knowledge dependencies [179, 194].</td>
</tr>
<tr>
<td>producing a working software product rather than comprehensive documentation [20]</td>
<td>to support the organizational memory [37]</td>
</tr>
<tr>
<td>emphasizing active customers’ involvement [72, 131]</td>
<td>to transfer software domain knowledge and customers’ expertise into software development teams [33, 195]</td>
</tr>
<tr>
<td>coping with unpredictable changes of requirements [19]</td>
<td>to identify the right expertise to deal with software change requests [19]</td>
</tr>
<tr>
<td>cross-functional teams [207]</td>
<td>to manage expertise outside Agile teams and assist the growth of a ”T-shaped person” [83, 88, 194]</td>
</tr>
<tr>
<td>self-organizing teams [81]</td>
<td>to identify and quantify the level of team members’ expertise in selecting tasks [83]</td>
</tr>
</tbody>
</table>

Software development team is vital to disseminate software domain knowledge [33, 195]. In order to capture user requirements, an effective mechanism is needed to enable customers to transfer their domain knowledge and merge with the expertise of the software development team. Shim et al. [195] affirm the need for expertise coordination in strengthening knowledge transfer between customers and software development teams.

Agile Software Development encourages the delegation of authority to Agile teams in dealing with requests for changes [19]. The delegation of authority includes decisions in identifying the right person to make software changes based on the customers’ requests [19]. Identifying the
right expertise through expertise coordination helps teams respond to changing user requirements effectively.

Agile Software Development promotes cross-functional teams which include all the expertise necessary for every phase of developing software [207]. In certain circumstances, Agile teams need to rely on other expertise which is located outside the team such as user experience designers and database administrators [194]. Expertise coordination is vital to manage expertise dependency between Agile teams and roles outside the teams.

A cross-functional team needs all team members to understand each others’ role and participate beyond their area of expertise [83]. They do not just rely on their expertise in choosing tasks, but also tend to perform other tasks when needed. This requires Agile team members to learn about others’ expertise. Each Agile team member needs to be a multi-skilled person, which is commonly known as a "T-shaped person" [24, 95]. A "T-shaped person" possesses a deep vertical skill in a specialized area, as well broad skills in other areas of expertise. Figure 2.1 illustrates a group of T-shaped people in an Agile team, where each member complements one another by broadly knowing others’ skills. The effective way to become a "T-shaped people" is by engaging in a new task, which requires new knowledge and skills. Collaborating with peers could lead Agile members to learn quickly from other team members [88].

Figure 2.1: “T-Shaped Person” in an Agile Team Adapted from Clokie [36].
There are several reasons for building an Agile team with "T-shaped person". The main reason is to ensure Agile teams mutually adapt to the immediate needs of the software development [9]. For example, if a software tester has a large workload, he or she could be assisted by an experienced business analyst to prevent a bottleneck. At the same time, if a software developer faces a problem in debugging, he or she could ask for assistance from other team members. Expertise coordination is needed since Agile team members depend on other team members’ expertise in accomplishing the team’s tasks.

Besides cross-functional teams, Agile teams are expected to be self-organizing. A self-organizing team provides flexibility and authority for Agile team members to organize their own work [81], and practices self-assignment in delegating tasks. This means that every team member has freedom in selecting their tasks. Selecting tasks is based on the task’s priority estimation and individuals’ capabilities [81]. Hoda et al. [83] reveal that some team members choose a task by considering others’ capabilities and avoiding the selection of tasks based on ease of implementation. The finding indicates that expertise coordination is needed for a self-organizing team to identify individual capabilities and levels of expertise.

2.4 Expertise Coordination in Agile Software Development

A number of researchers have studied coordination in Agile Software Development. Research has recognized coordination as a crucial aspect of Agile Software Development [84, 86, 144, 149, 169, 194]. For instance, Moe et al. [149] concede that coordination is a critical success factor for achieving Agile team effectiveness.

Through a Grounded Theory study, Hoda et al. [84] identify the role of coordinator in Agile teams. A coordinator is responsible for coordinating
the interaction and collaboration with teams and customer, particularly when dealing with software change requests. This finding clearly affirms coordination as a crucial aspect of Agile Software Development which leads to the need of a ‘coordinator’ role.

Pries-Heje and Pries-Heje [169] posit coordination as one of the Scrum mechanisms that lead to successful Scrum. Through a longitudinal case study of Agile software projects based in Denmark and India, they found that Scrum provides a framework that supports coordination in Agile teams through Product Backlogs and Sprint Backlogs.

Cao and Ramesh [29] used the existing theory of coordination to examine the consistency between coordination mechanisms of Agile methods and coordination mechanisms proposed by Van de Ven et al. [216]. Their findings reveal there is a consistency between coordination modes from organization theory and Agile practices in small projects. As Agile methods emphasize small and medium-sized projects, Coa and Ramesh [29] propose implications for coordination practices that are different from traditional development.

Coordination is more challenging in distributed Agile Software Development than in co-located development [86]. Distance is a fundamental barrier in coordinating distributed software development [78]. Hole [86] carried out a study to understand how distributed Agile Software Development projects coordinate their work. Hole proposes several approaches to distributed Scrum, and also indicates that geographical transparency is essential for supporting mutual adjustment.

In the context of Agile Global Software Development, Li and Maedche [119] conducted a case study to examine which situational factors influence the formation of effective coordination strategies. Based on the coordination theory proposed by several researchers including Faraj and Sproull [55], they developed a deeper understanding of effective coordination strategies in Agile Global Software Development. Their main findings indicate that there is a consistency between situational factors in conventional and Agile
Global Software Development.

Besides team and project levels, coordination should be taken into account at the inter-team level. Paasivaara and her colleagues [162] focused on how to achieve inter-team coordination in large-scale Agile projects. They propose additional principles which to implement Scrum-of-Scrum meetings in order to ensure successful inter-team coordination.

Effective coordination, communication and collaboration often gain attention in Agile research [144, 167, 194]. Mishra and Mishra [144] investigated how the physical environment and Agile artefacts such as half-height cubicles and status boards play an important role in supporting coordination, communication, and collaboration. They report that half-height cubicles allow Agile team members to be aware of the status of inter-related tasks in teams with information provided by a status board. The status board enables Agile teams to clearly define tasks at the team and project level, and coordinate their tasks.

For the same purpose, Sharp and Robinson selected story cards and walls to investigate how these Agile artefacts facilitate the team’s collaboration, communication, and coordination activities. Besides Agile artefacts, Sharp and Robinson [194] claim that Agile practices such as planning games, daily stand-up meetings, and pair-programming also have a positive impact on coordination.

Pikkarean and her colleagues [167] applied coordination theory by Malone and Crowston [129] to analyse the impacts of XP and Scrum practices used in communication. Their study indicates that Agile practices used in software development teams have a positive impact on communication. One surprising point arising from this study is that XP practices such as pair-programming and continuous integration do not affect team coordination.

Most studies emphasize determining the Agile practices and artefacts that have a significant influence in achieving coordination. A few empirical studies, however, focus on developing a coordination theory. Strode [205] proposes a theoretical model of coordination in the Agile Software Develop-
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ment context. The theoretical model includes a coordination effectiveness part, which represents the components of coordination effectiveness. There are several coordination effectiveness components such as "know who knows what" that will determine who has which sort of expertise. Besides tasks and processes, Strode et al. [205] indicate that expertise is one of the which coordination components in Agile Software Development.

Yu and Petter [233] affirm the functionality of Agile practices in coordinating expertise. Yu and Petter [233] used a shared mental model to examine how Scrum and XP practices (system metaphor, stand-up meeting, and on-site customer) improve collaboration within software development teams. A shared mental model is related to a team’s interaction and coordination including roles, knowledge and skills interdependencies. Their findings indicate that effective use of Agile practices tend to improve the quality of communication and coordination, which enable Agile team members to have a clear picture of each member’s roles and expertise.

Specific to expertise coordination, Maruping et al. [133] focus on how expertise coordination and Extreme Programming (XP) practices interact to affect performance in Agile Software Development projects. Collective ownership and coding standards were selected to examine how XP enables Agile teams to coordinate expertise [133]. Collective ownership requires every team member to take ownership of the whole code by understanding others’ work, whereas coding standards lead to the development of similar mental structures on coding processes. Both practices facilitate collaboration and knowledge sharing between team members, which tends to influence the process of locating, recognizing, and accessing the right expertise. Maruping et al.’s study reveal that there is a significant interaction between XP practices and expertise coordination. These findings indicate that expertise coordination exists in Agile Software Development projects and this has provided motivation to explore this research area in depth.
This chapter describes the research methodology that we used to carry out this study. This study applied a qualitative research method to deal with a non-technical aspect of software engineering. Therefore, this chapter begins with an overview of qualitative research, then continues with a general explanation of common qualitative research paradigms: positivist, interpretivism, and critical theory. A general explanation of qualitative research methods follows. Grounded Theory was selected as a research method for this study, and the reasons underpinning the choice of Grounded Theory will be discussed next. Finally, this chapter thoroughly explains the Grounded Theory procedures that were employed in this study.

3.1 Qualitative Research

Qualitative research is an exploration in understanding social phenomena in depth [44, 48, 75, 166]. Qualitative research involves interpretation of human feelings, opinions, and experiences [44, 48, 75, 166]. Qualitative
researchers need to describe the research as it occurs in the research context without attempting to control or manipulate the subject matter [75]. In software engineering, qualitative research has been accepted, particularly in dealing with human factors research [111, 189]. This study focuses on understanding human thoughts, actions, and social interactions between Agile team members in coordinating their expertise, and expertise outside Agile teams as well; therefore, the qualitative approach is applicable for this study.

3.2 Qualitative Research Paradigms

Engaging in qualitative research requires researchers to clearly understand their research paradigms. Guba and Lincoln [74] define research paradigms as “basic belief system or worldview that guides the investigator”. A research paradigm represents a view for researchers to understand the nature of the research, a relationship between researchers and participants, and methods to extract and understand knowledge that is related to the research [74]. Research paradigms can be described through ontological, epistemological, and methodological ‘lenses’ as below [44, 74]:

- **Ontological** – The participants’ view of the nature of reality.
- **Epistemological** – The relationship between the researcher and research subjects.
- **Methodological** – The process of research.

Three common research paradigms are considered in this study:

**Positivism**: A positivist view assumes that reality is factual and objective [161]. In order to understand phenomena, reality can be described by using independent measurable properties [74, 152]. A positivist researcher should not intervene in the phenomenon of interest [74]. The positivist
researcher attempts to test theory by verifying hypotheses [74]. A case study is an example of a research method within a positivist paradigm.

**Critical Theory**: A critical theory paradigm attempts to critique an existing social system or status quo [161]. Analyzing the participants’ views critically is important for the critical theory researcher, rather than simply accepting the participants’ view. A critical theory researcher tends to choose a long-term study such as ethnography.

**Interpretivism**: A interpretivist view assumes that reality is a social world [161]. The social world is reinforced through human action and interaction. Interpretivist research attempts to understand individuals’ meanings such as perceptions, feelings, and opinions within their social settings. A interpretivist researcher avoids imposing any predefined dependent and independent variables, and the researcher attempts to derive categories and themes that are closely relevant to the participants. Grounded Theory is an example of a research method within a interpretivist paradigm.

This study is based on the interpretivist paradigm for the following reasons:

- This study attempts to deal with human interaction in the Agile Software Development context. The aim of this study is to investigate how Agile team members depend on each other in utilizing their expertise.

- This study focuses on developing a theory, rather than verifying an existing theory.

### 3.3 Qualitative Research Methods

There are several qualitative research methods such as phenomenology, ethnography, case study, and Grounded Theory:
**Phenomenology:** Phenomenology focuses on the study of phenomena including events, situation, experiences, and concepts [44, 75]. Phenomenology requires the researcher to describe, explicate, and interpret the essence of phenomena [44, 166]. For instance, a phenomenological study could describe the experiences of consumers in using a new product. The researcher needs to collect data from persons who are experienced in using the product. The primary data collection for phenomenology is through interviews with the participants [44, 166]. The researcher is also able to use other techniques such as observations and documents for data collection [44].

**Ethnography:** Ethnography is appropriate when describing and interpreting a group that shares the same culture [44, 75]. Ethnography emphasizes the naturalistic, which involves observation of individuals or group behaviour in a natural context. An example of an ethnographic study is the exploration of the values, beliefs, and assumptions that shape and sustain Agile practices [193]. In order to carry out this type of study, the researcher acts as an observer by engaging in day-to-day activities such as attending Agile meetings, pair-programming, and having lunch together. This research method is time-consuming because sometimes the researcher tends to spend long periods of time immersing themselves in the research field [75].

**Case Study:** A case study is appropriate for exploring issues or problems in depth through one or more cases within a context [44, 75]. This research method focuses on the event, activity, or programme rather than an individual [44, 75]. An example of case study is the exploration of impacts of pair-programming on the software product quality. In order to carry out this study, a researcher may use more than one software company as cases. In conducting the case study research, multiple data collection methods can be applied including observations, interviews, documents, and artifacts.
**Grounded Theory:** Grounded Theory consists of systematic guidelines for developing a theory ‘grounded’ in data [71]. This research method focuses on a process, action, or interaction among individuals [44]. The primary data collection technique is an interview with research participants [23, 44]. The researcher is also able to use other techniques such as observations, fieldnotes, and document analysis, depending on the topics and research objectives.

Grounded Theory is applicable as a research method for this study due to the following reasons:

- Grounded Theory has commanded attention and is widely used as a research method for developing a theory in many fields of study including software engineering [3, 51, 85, 224].

- Grounded Theory is appropriate for exploring human behaviour and social interactions [67]. This study focuses on how Agile team members rely on each other in coordinating their expertise including outside expertise, which involves human behaviours and interactions.

- Grounded Theory is appropriate to be used in areas that are under-explored which require further investigation [23]. Further investigation is needed to conceptualize and theorize about the underpinnings of expertise coordination on Agile Software Development perspectives.

- Grounded Theory is applicable for a study that emphasizes processes. Glaser and Strauss [71] argue that a basic social process is central and fundamental to Grounded Theory. The aim of this study is to explore the expertise coordination process for Agile Software Development projects, which is aligned with the characteristics of Grounded Theory.
3.4 Grounded Theory

Glaser and Strauss define Grounded Theory as "the discovery of theory from data systematically obtained from social research" [71]. Grounded Theory is an inductive research method that aims to infer new theories from observed data. A theory consists of general explanation of a process, an action, or an interaction shaped by the views of participants [66, 203]. As theory-building, Grounded Theory facilitates a substantive theory to emerge naturally from 'grounded' data within a specific area of enquiry.

There are several distinctive characteristics of Grounded Theory as follows:

- The main purpose of Grounded Theory is to develop a theory of processes or actions [66, 203].

- The theory should emerge naturally from data without forcing the data to fit preconceived ideas [71]. Researchers need to maintain an open mind without any pre-existing theoretical expectation [67].

- Grounded Theory invokes iterative strategies of going back and forth between data collection and analysis by using a constant comparison method [71].

- Theoretical sampling is important to determine the future data based on the current data analysis [71].

- Memoing is an integral part of Grounded Theory to formulate the flow and process that are being seen by researchers [66].

Glaser and Corbin [71] developed Grounded theory in the 1960s while studying death and dying in hospital. Based on observations of how dying occurred in a different hospital settings, they produced theoretical analyses by using a systematic research method. Through the research method, they advocated developing a theory from 'grounded' qualitative data rather
3.4. GROUNDED THEORY

than testing hypotheses from existing theories. They finally entitled their innovative research method Grounded Theory.

Strauss and Corbin, however, proposed another variation of Grounded Theory in 1990. Consequently, this led to the emergence of two variations of the Grounded Theory method: traditional Glaserian and evolved Straussian [23]. There are many disagreements between Glaserian and Straussian, as depicted in Table 3.1 [160, 202].

These divergences mean that researchers need to be aware of which variation of Grounded Theory they use in their research [41, 214]. This study mainly employed the Glaserian approach due to a simple and uncomplicated coding process. The coding process is the most crucial part in Grounded Theory. The good coding process should lead to the emergence of reliable theory.

Strauss and Corbin [203] propose a different variation of Grounded Theory by considering the application of Grounded Theory in an educational setting. In order to fulfill academic requirements, this study also employed a few suggestions from the Straussian approach: reviewing the literature at the early stage of a Grounded Theory study and formulating research questions.

As depicted in Figure 3.1, the following steps outline the general process of Grounded Theory for this study adapted from Hoda et al. [85]:

- Defining a research area
- Continuous data collection
- Continuous data analysis
- Evaluating the theory

3.4.1 Defining a Research Area

The Glaserian approach requires the researcher to maintain an open mind without any pre-existing theoretical expectations [67]. This is to ensure
Table 3.1: Major Differences between Glaserian and Straussian Approaches as Adapted from Onion [160] and Stol et al. [202].

<table>
<thead>
<tr>
<th>Glaserian</th>
<th>Straussian</th>
</tr>
</thead>
<tbody>
<tr>
<td>Beginning with an empty mind</td>
<td>Having a general idea of where to begin</td>
</tr>
<tr>
<td>Emerging theory, with neutral questions</td>
<td>Forcing the theory, with structured questions</td>
</tr>
<tr>
<td>Development of a conceptual theory</td>
<td>Conceptual description</td>
</tr>
<tr>
<td>Theoretical sensitivity comes from immersion in the data</td>
<td>Theoretical sensitivity comes from methods and tools</td>
</tr>
<tr>
<td>The theory is grounded in the data</td>
<td>The theory is interpreted by an observer</td>
</tr>
<tr>
<td>Basic Social Processes should be identified</td>
<td>Basic Social Processes need not be identified</td>
</tr>
<tr>
<td>Data reveals the theory</td>
<td>Data is structured to reveal the theory</td>
</tr>
<tr>
<td>Coding is less rigorous. Take care not to 'over-conceptualize', identify key points</td>
<td>Coding is more rigorous. Codes are derived from 'micro-analysis' which consists of analysis of data word-by-word</td>
</tr>
<tr>
<td>Open, selective, and theoretical coding</td>
<td>Open, axial, selective, and ‘coding for process’</td>
</tr>
<tr>
<td>Research questions should not be defined prior to data collection</td>
<td>Research questions may be defined upfront</td>
</tr>
<tr>
<td>An extensive literature review should be done after the theory is emerging</td>
<td>An extensive literature review is vital throughout the Grounded Theory processes</td>
</tr>
</tbody>
</table>
the emerging theory is based solely on observed data, without imposing any preconceived ideas from the literature. This does not mean that the researcher has to start research without prior knowledge or ignore the literature [206]. The literature review facilitates the Grounded Theory researcher to identify the area of study which is required for further investigation [23, 203].

Conducting a minor literature review assists us as researchers to identify an area of interest. This study began by exploring Agile Software Development practices and its implementations. Based on the literature review, expertise coordination was identified as an area requiring further investigation and we have decided to explore this area in depth.

In order to explore the research area in depth, it is possible to formulate research questions. Formulating research questions, however, is not an integral part of Grounded Theory. The research question assists researchers to
determine suitable methods of collecting data [31] and detail the emerging theory [44]. Researchers should construct the research questions broadly, in order to provide freedom and flexibility for the researcher to explore the research area in depth [200, 203].

Prior to conducting data collection, we formulated three broad research questions. As findings of this study were emerging, the research questions, however, have been amended or changed in order to reflect the emergent concepts as follows:

- **How is expertise coordinated in Agile Software Development projects?** This question attempts to understand the expertise coordination process that should be carried out by Agile team members in managing expertise dependencies.

- **What are the strategies used in coordinating expertise outside Agile teams?** This question attempts to identify strategies used in coordinating expertise outside Agile teams.

- **What management strategies support expertise coordination in Agile Software Development projects?** This question attempts to determine the roles of management in supporting expertise coordination in Agile Software Development projects.

### 3.4.2 Data Collection

Glaser and Strauss [71] emphasize the importance of collecting data with multiple methods, which promise the construction of a novel theory. Although interviews appear to be the primary data collection method [23, 44], researchers can employ other methods. This study employed interviews as the predominant source of data collection, in conjunction with observations and document analysis.

Before commencing data collection, we applied for approval from the Human Ethics Committee (HEC) of Victoria University. We had applied for
HEC approval for conducting interviews (refer to Appendix A). The HEC application has been amended twice, in order to include observations and document analysis in conjunction with the interviews (refer to Appendices B and C).

The purpose of HEC approval is to protect the rights of participants and researchers [140]. As researchers, we need to be aware of the ethical issues, particularly confidentiality, privacy, and anonymity of participants. It is important to ensure that there is no identification of participants such as a participant’s name, company, or the name of a specific project from the interview data. In order to protect the anonymity of the participants, we have assigned a number to each participant. As depicted in Table 3.2, each participant was labelled uniquely P1 to P48, in which letter ’P’ stands for participant.

According to Miles and Huberman [140], as a part of ethical issues, informed consent is essential for gaining permission before conducting data collection. Therefore each participant was provided with an overview of this study and how to conduct the data collection. This information assisted them to provide written consent for their participation in this study.

Interviews

This study employed semi-structured interviews with open-ended questions. Interviews involve direct contact between researchers and participants during data collection. This situation enables the researcher to gain a deeper understanding of participants’ concerns [31].

The participants for this study are Agile practitioners who engage in Agile Software Development projects. The Agile practitioners were recruited prior to conducting interviews. The process of recruiting participants and conducting interviews is described in the following subsections.
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Recruiting Participants  At the beginning, it was difficult to get Agile practitioners to participate in this study. We tried several ways to recruit participants. We started by searching for potential participants through recommendations from several former PhD students who were studying Agile Software Development. There was some frustration when one of the former PhD students mentioned that Agile practitioners were exhausted from many recent interviews by PhD students. This feedback, however, did not demotivate us to continue finding a way and opportunity to recruit participants for this study.

We started to recruit more participants after we joined the meetup group for the Agile Professionals Network branch in Wellington, New Zealand. Besides that, we used Agile conferences such as XP conferences, and Agile conferences based in New Zealand and the United States, as a platform to recruit more Agile practitioners. Attending Agile workshops, which were run by Agile training companies, was another avenue to identify and recruit potential participants in this study.

Semi-structured interviews were carried out with 48 Agile practitioners from different software organizations mainly based in New Zealand and the United States. The participants engage in different business domains such as education, finance, and human resources. This study was open to Agile practitioners who apply Agile practices in their software development projects even though there is no specific Agile method applied. Table 3.2 summarizes the details of participants involved in this study.

This study involved a broad range of Agile roles, such as developers, testers, and Agile coaches. This study also recruited external specialists such as Database Administrators and Architects, who are responsible for supporting Agile teams. In order to ensure coverage of the wide range of Agile roles, theoretical sampling was used by selecting subsequent participants for data collection based on existing data analysis [71]. Theoretical sampling ensures the comprehensive nature of data drawn from a broad range of participants. Different roles provide different insights and
perspectives of expertise coordination in the Agile Software Development context.

In Grounded Theory, there is no fixed sample size in recruiting participants [14]. The researcher continues to collect data until theoretical saturation has been reached, when no new data emerges [71]. Therefore, the number of participants depends on the emergent findings. In order to have wide coverage of phenomena studied, approximately 30 to 40 interviews are generally adequate to reach theoretical saturation [200]. We recruited 48 Agile practitioners, which is significantly more than the typical number of participants.

**Conducting Interviews** This study employed semi-structured interviews with a set of open-ended questions. These approaches provide rich data, which enabled us to gain insight into all aspects of the phenomena studied [142]. We constructed an interview guide, which consists of the following open-ended questions:

- The participant’s background, experiences, roles, and responsibilities in Agile Software Development projects.

- An overview of Agile software project development projects that participants have been involved in.

- The participant’s experiences in coordinating expertise in Agile Software Development projects.

- The participant’s practices that are required for coordinating expertise in Agile Software Development projects.

- Challenges and barriers in coordinating expertise in Agile Software Development teams.

- Solutions to overcome the challenges and barriers in coordinating expertise in Agile Software Development teams.
<table>
<thead>
<tr>
<th>Person</th>
<th>Location</th>
<th>Agile Role</th>
<th>Agile Methods</th>
<th>Project Domain</th>
<th>Project Duration</th>
<th>Team Size</th>
<th>Sprint</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>New Zealand</td>
<td>Developer</td>
<td>XP and Scrum</td>
<td>Mobile application</td>
<td>2 months</td>
<td>10 to 20</td>
<td>1 week</td>
</tr>
<tr>
<td>P2</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>XP, Scrum, Kanban</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
</tr>
<tr>
<td>P3</td>
<td>Australia</td>
<td>Agile Consultant</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
</tr>
<tr>
<td>P4</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>Scrum and XP</td>
<td>Education</td>
<td>1 year</td>
<td>6 to 7</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P5</td>
<td>New Zealand</td>
<td>Software Tester</td>
<td>Not disclosed</td>
<td>Printing</td>
<td>2 months</td>
<td>20</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P6</td>
<td>Australia</td>
<td>Team leader</td>
<td>Not disclosed</td>
<td>Accounting</td>
<td>2 years</td>
<td>7 to 10</td>
<td>3 weeks</td>
</tr>
<tr>
<td>P7</td>
<td>New Zealand</td>
<td>Agile Consultant</td>
<td>Scrum and Kanban</td>
<td>Financial</td>
<td>2 years</td>
<td>15</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P8</td>
<td>Australia</td>
<td>Agile Coach</td>
<td>Scrum, XP, Kanban, Lean</td>
<td>Human resources</td>
<td>3 years</td>
<td>9</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P9</td>
<td>New Zealand</td>
<td>Business Analyst</td>
<td>Not disclosed</td>
<td>IT, Human resources</td>
<td>1 year</td>
<td>16</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P10</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>Scrum and Kanban</td>
<td>Government application</td>
<td>1 and half year</td>
<td>16</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P11</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>Scrum and Kanban</td>
<td>Government application</td>
<td>Not disclosed</td>
<td>9</td>
<td>6 to 10</td>
</tr>
<tr>
<td>P12</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>Scrum and Kanban</td>
<td>Government application</td>
<td>Not disclosed</td>
<td>6 to 7</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P13</td>
<td>New Zealand</td>
<td>Tester</td>
<td>Scrum Education</td>
<td>1 and half year</td>
<td>2-10</td>
<td>2 weeks</td>
<td></td>
</tr>
<tr>
<td>P14</td>
<td>New Zealand</td>
<td>Developer</td>
<td>Scrum Education</td>
<td>1 and half year</td>
<td>16</td>
<td>2 weeks</td>
<td></td>
</tr>
</tbody>
</table>

Table 3.2: Summary of Research Participants and Agile Projects
<table>
<thead>
<tr>
<th>Person</th>
<th>Location</th>
<th>Agile Role</th>
<th>Agile Methods</th>
<th>Project Domain</th>
<th>Project Duration</th>
<th>Team Size</th>
<th>Sprint</th>
</tr>
</thead>
<tbody>
<tr>
<td>P20</td>
<td>New Zealand</td>
<td>User Experience Designer</td>
<td>Scrum</td>
<td>Not disclosed</td>
<td>less than a year</td>
<td>6 to 15</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P21</td>
<td>New Zealand</td>
<td>Agile Coach</td>
<td>Scrum and Kanban</td>
<td>Mobile Application</td>
<td>Not disclosed</td>
<td>2 to 5</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P22</td>
<td>New Zealand</td>
<td>Scrum Master</td>
<td>Scrum, Kanban, XP</td>
<td>Web-based Application</td>
<td>Not disclosed</td>
<td>6</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P23</td>
<td>New Zealand</td>
<td>Developer</td>
<td>Scrum and XP</td>
<td>Dataware house</td>
<td>2 to 3 years</td>
<td>5 to 9</td>
<td>4 weeks</td>
</tr>
<tr>
<td>P24</td>
<td>New Zealand</td>
<td>Scrum Master</td>
<td>Scrum and Kanban</td>
<td>Banking</td>
<td>Not disclosed</td>
<td>5 to 13</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P25</td>
<td>New Zealand</td>
<td>Developer</td>
<td>Scrum and Kanban</td>
<td>Financial</td>
<td>Not disclosed</td>
<td>3 to 10</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P26</td>
<td>New Zealand</td>
<td>Team Leader</td>
<td>Scrum and XP</td>
<td>Government Application</td>
<td>2 to 3 years</td>
<td>5 to 9</td>
<td>4 weeks</td>
</tr>
<tr>
<td>P27</td>
<td>New Zealand</td>
<td>Developer</td>
<td>Scrum and XP</td>
<td>Fishery</td>
<td>6 to 12 months</td>
<td>6</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P28</td>
<td>Sweden</td>
<td>Developer</td>
<td>Kanban</td>
<td>Telecommunication</td>
<td>Not disclosed</td>
<td>5 to 13</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P29</td>
<td>Denmark</td>
<td>Developer</td>
<td>Scrum</td>
<td>Medical</td>
<td>Not disclosed</td>
<td>10 to 12</td>
<td>4 weeks</td>
</tr>
<tr>
<td>P30</td>
<td>India</td>
<td>Business Analyst</td>
<td>Scrum and Kanban</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>15 to 20</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P31</td>
<td>Malaysia</td>
<td>Scrum Master</td>
<td>Scrum and Kanban</td>
<td>Broadcast</td>
<td>4 months</td>
<td>3</td>
<td>3 weeks</td>
</tr>
<tr>
<td>P32</td>
<td>Malaysia</td>
<td>Scrum Master</td>
<td>Scrum, Kanban, XP</td>
<td>Enterprise</td>
<td>Not disclosed</td>
<td>5 to 6</td>
<td>1 weeks</td>
</tr>
<tr>
<td>P33</td>
<td>Malaysia</td>
<td>Project Manager</td>
<td>Scrum and Kanban</td>
<td>Security Application</td>
<td>1 to 2 years</td>
<td>7 to 8</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P34</td>
<td>United States</td>
<td>Agile Coach</td>
<td>Scrum</td>
<td>Financial</td>
<td>3 months</td>
<td>6 to 7</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P35</td>
<td>United States</td>
<td>Developer</td>
<td>Scrum</td>
<td>Financial</td>
<td>8 to 9 months</td>
<td>8 to 9</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P36</td>
<td>United States</td>
<td>Developer</td>
<td>Scrum</td>
<td>E-commerce</td>
<td>1 to 6 months</td>
<td>6</td>
<td>2 weeks</td>
</tr>
<tr>
<td>P37</td>
<td>United States</td>
<td>DevOps</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
</tr>
<tr>
<td>P38</td>
<td>United States</td>
<td>User Experience Designer</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
</tr>
<tr>
<td>Person</td>
<td>Location</td>
<td>Agile Role</td>
<td>Project Domain</td>
<td>Project Duration</td>
<td>Team Size</td>
<td>Sprint Duration</td>
<td>Person</td>
</tr>
<tr>
<td>-----------------</td>
<td>----------</td>
<td>-----------------------------</td>
<td>-------------------------</td>
<td>------------------</td>
<td>-----------</td>
<td>-----------------</td>
<td>-----------------</td>
</tr>
<tr>
<td>P39</td>
<td>United States</td>
<td>Agile Coach</td>
<td>Scrum and XP</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P40</td>
</tr>
<tr>
<td>P41</td>
<td>United States</td>
<td>Agile Coach</td>
<td>Biotechnology</td>
<td>Not disclosed</td>
<td>6 to 8</td>
<td>2 weeks</td>
<td>P42</td>
</tr>
<tr>
<td>P43</td>
<td>Wellington</td>
<td>DevOps</td>
<td>E-commerce</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P44</td>
</tr>
<tr>
<td>P45</td>
<td>Wellington</td>
<td>Agile Coach</td>
<td>E-commerce</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P46</td>
</tr>
<tr>
<td>P47</td>
<td>Wellington</td>
<td>Developer</td>
<td>Scrum and Kanban</td>
<td>Not disclosed</td>
<td>3 months</td>
<td>4 weeks</td>
<td>P48</td>
</tr>
<tr>
<td>P49</td>
<td>Wellington</td>
<td>Agile Coach</td>
<td>Oil Retail</td>
<td>Not disclosed</td>
<td>3 months</td>
<td>4 weeks</td>
<td>P50</td>
</tr>
<tr>
<td>P51</td>
<td>Wellington</td>
<td>Tester</td>
<td>Scrum and Kanban</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P52</td>
</tr>
<tr>
<td>P53</td>
<td>Wellington</td>
<td>Tester</td>
<td>Scrum and Kanban</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P54</td>
</tr>
<tr>
<td>P55</td>
<td>Wellington</td>
<td>Testers</td>
<td>Scrum and Kanban</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>Not disclosed</td>
<td>P56</td>
</tr>
</tbody>
</table>

**Note:** Some values are not disclosed.
Open-ended questions, however, require more depth and lengthier explanation from participants. In order to have direct contact with participants, we chose one-to-one interviews, instead of telephone or focus group interviews. One-to-one interviews require participants who are actively willing to speak and share their ideas [44].

In conducting the semi-structured interviews, sometimes the researcher needs to reorder or modify the open-ended questions for further investigation [142]. This situation aligns with the theoretical sampling in Grounded Theory, which requires the researcher to decide what data should be collected next based on the current findings [66]. Therefore, we kept changing the questions depending on data analysis.

At the beginning of this study, we recruited participants from Agile meetups. At the start of each interview, we asked a few questions to confirm and ensure the participants were implementing the right Agile practices. We abandoned one interview after discovering the participant did not implement the right Agile practices.

Then, we asked general questions related to the topic of our study as stated in the interview guidelines. The open-ended questions work as a guideline and we were not restricted and rigid with the questions. During the interviews, we tried to adapt to participants’ ideas and thoughts, and kept asking questions to gain in-depth information. As this study progressed and required further investigation, we started to recruit Agile practitioners with specific Agile roles, including external specialists. At this stage, we asked more specific questions, and focused more on important aspects that emerged from our findings.

Each interview took approximately 45 to 60 minutes to complete. As the interviews were extremely time intensive, we used an audio recorder to record the interview data. Glaser [66] argues that recording is time consuming because the researcher tends to transcribe and analyze non-important parts of the data. In this study, however, we chose to record interviews to ensure no data was missed.
After the interviews, some participants were contacted through email or phone for further clarification on unclear, incomplete, and ambiguous interview data. We also obtained their feedback by forwarding our published conference papers that contained their interview quotes. These activities help establishing correctness of data interpretation [31].

Observations and Document Analysis

This study employed observations and document analysis in conjunction with interviews. Observations and document analysis are classified as secondary data collection methods of this study. The main purpose of these methods is to confirm the accuracy of data interviews and enhance the validity of data [96].

Observations  Observations provided a great opportunity to view the actual participants’ behaviour when they were engaging in Agile Software Development projects. Moreover, observations allowed us to gain a deeper understanding of the participants’ settings [98, 165]. The advantages of observations led us to identify new findings and also enable data triangulation.

At the beginning of this study, we intended to carry out observations at least at three different Agile Software Development companies. As it was difficult and challenging to get an Agile Software Development company to participate in this study, we managed to carry out observations at one company only, based in Wellington. Therefore, the observations were conducted after all interviews had been done.

In this thesis, we refer to the company as ‘company XYZ’ in order to protect the anonymity of the company. We had about six observational sessions over two months, observing two different Agile teams, who worked on different software development projects as summarized in Table 3.3.

Creswell [44] lists four types of observation engagement: complete participant, participant as observer, nonparticipant/observer as participant, and
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Table 3.3: Observations.

<table>
<thead>
<tr>
<th>Team</th>
<th>Project Domain</th>
<th>Team Size</th>
<th>Project Duration</th>
<th>Session</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>Metadata search tool and various front end applications</td>
<td>4 developers, 1 scrum master</td>
<td>5 years</td>
<td>Stand-up meeting, Sprint planning, Sprint review, Sprint retrospective</td>
</tr>
<tr>
<td>B</td>
<td>New corporate website</td>
<td>2 developers, 1 designer, 1 scrum master</td>
<td>12 weeks</td>
<td>Stand-up meeting, Sprint planning</td>
</tr>
</tbody>
</table>

complete observer. The observations of this study can be categorized as nonparticipant/observer as participant, where we were involved as outsiders without direct involvement in activities or participants. This enabled us to watch and take notes from a distance.

Observations required us to pay attention to participants, physical settings, interactions, and activities [44]. As this study focuses on expertise coordination, we made it a priority to observe how Agile team members interacted with each other in managing their expertise resources. We used Agile meetings such as daily stand-up meetings, sprint planning, and retrospectives to observe teams’ interactions and behaviours when locating, recognizing, and accessing expertise in teams.

Observations were recorded in the form of observation notes. During observations, we wrote down important incidents, behaviours, and experiences that related to phenomena studied. We developed full observation notes once integrated with our personal reflections, insights, and ideas.
Document Analysis

Document analysis is another alternative for Grounded Theory researchers to collect and elicit more data [31, 71]. Document analysis involves a process of reviewing or evaluating printed or electronic documents, that have been produced without researchers’ intervention [25]. Charmaz [31] identifies two different types of documents involved in providing enriched data into Grounded Theory study:

- Elicited document - requires participants to produce written materials such as daily logs, diaries, and journals in order to convey their views in the phenomena studied.

- Extant document - requires researchers to review existing documents such as meeting minutes, pictures, diagrams, and screen interfaces.

Extant documents were suitable for this study since we gained access to supporting documents such as Agile artefacts, management documents, screen interfaces, and pictures. Document analysis served as a complement to interviews and observations in order to support and confirm the interviews and observations data. We collected relevant documents during interviews and observation, including:

- Pictures of Agile meetings such as daily stand-up, sprint planning, retrospective and sprint review meetings.

- Pictures of Agile working spaces.

- A picture of tasks and role dependencies.

- A performance appraisal form.

- Screenshots of Wikis.

During analysis, we looked for consistency between interviews, documents, and observations. Sometimes, document analysis sparked new ideas that led to the emergence of new findings and further data collection.
3.4.3 Data Analysis

The difference between Grounded Theory and other qualitative methods is the continuous interplay between data collection and data analysis [42]. Glaser argues that separating data collection and data analysis prevents the emergence of theory [71]. Simultaneous data collection and analysis assisted us to find gaps or holes in data, and enabled us to go further and deeper in our phenomena studied. Thus, data analysis began as soon as the first interview had been carried out.

The term ‘coding’ is associated with Grounded Theory data analysis. Charmaz [31] defines coding as a pivotal link between collecting data and developing an emergent theory. Coding enables researchers to fracture data, group it into codes, and develop the hypothetical relationships between categories [66]. In this thesis, we use several terms that are related to the coding process. Table 3.4 depicts a glossary of coding terms that apply in our data analysis.

In order to understand the coding process, it is necessary for researchers to have a clear picture of abstraction levels of Grounded Theory. Figure 3.2 adapted from Hoda [83] summarizes the level of abstraction in Grounded Theory.

In this study, we employed three stages of coding proposed by Glaser and Corbin [71]: open coding, selective coding, and theoretical coding. Open coding and selective coding intend to produce substantive codes. Substantive codes are the emergent categories and properties that conceptualize the phenomena studied [66]. The purpose of theoretical coding is to generate theoretical codes, which conceptualize interrelation between substantive codes as hypotheses or emergent theory [66]. The following subsections describe each coding stage in detail.
Table 3.4: A Glossary of Coding Terminologies.

<table>
<thead>
<tr>
<th>Terminology</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data</td>
<td>Raw material collected through data collection such as interviews.</td>
</tr>
<tr>
<td>Key point</td>
<td>Relevant words or phrases that represent the concern of participants.</td>
</tr>
<tr>
<td>Code</td>
<td>A form of shorthand that researchers repeatedly use to identify conceptual re-occurrences and similarities in the patterns of participants’ experiences.</td>
</tr>
<tr>
<td>Concept</td>
<td>Collections of codes of similar content that allow the data to be grouped.</td>
</tr>
<tr>
<td>Category</td>
<td>A group of similar concepts that are used to generate a theory.</td>
</tr>
<tr>
<td>Core category</td>
<td>The main theme or concern of participants.</td>
</tr>
<tr>
<td>Properties</td>
<td>Characteristics that are common to all the concepts in a category.</td>
</tr>
<tr>
<td>Theory</td>
<td>An explanatory scheme comprising a set of concepts related to each other through logical patterns of connectivity.</td>
</tr>
<tr>
<td>Memoing</td>
<td>A fundamental analytical process in Grounded Theory research that involves the recording of processes, thoughts, feelings, ideas, and decisions in relation to a piece of research.</td>
</tr>
<tr>
<td>Constant Comparison</td>
<td>Data is compared with all existing concepts to form a category or to point to a new relation.</td>
</tr>
</tbody>
</table>
3.4.3.1 Open Coding

The aim of open coding is to generate an emergent set of concepts and properties, which leads to emergent categories [66]. Open coding required us to remain open without preconceived ideas in exploring whatever possibilities lead to the emergence of theory. During this process, we had to understand the data by attempting to answer the following questions proposed by Glaser [66]:

- “What is this study of?”
- ”What category does this incident indicate?”
- ”What is actually happening in the data?”
- ”From whose point of view?”
Open coding involves a process of examining the data, breaking up the data into segments and then attaching a label for each segment [200]. As line-by-line coding is a time-consuming and painstaking effort [66], we decided to use key point coding. We examined words, phrases, and sentences in order to collate key points [7]. Then we rephrased the key point with a meaningful label, which led to the formation of a code [7]. This step of coding excited the researchers because digging out new codes led to rich research findings.

Charmaz [31] suggests researchers identify events involved and code the events as actions. Therefore, we named the code with a gerund to represent the actions involved in this study. For example:

**Interview Transcript:** “We realized that we have many projects coming. So, it is important to get alignment between the project and people. When we started, we had 110 people, and now 200. It becomes harder to keep track of a lot of skills. So, this tool helps me to identify the skills.”- P11, Project Manager.

**Key point:** this tool helps me to identify the skills

**Code:** identifying expertise through an expertise directory

Many key points were generated through open coding. In order to easily distinguish and trace each key point, we used a unique identifier to represent each code as depicted in Figure 3.3. \( K_{P2} \) represents the first key point which belongs to Participant P2. Table 3.5 shows how we applied the unique identifier for each key point that led to the emergence of codes for Participant P16.

**Constant Comparison** In order to look for commonalities and differences, we used constant comparison to compare codes and codes, codes and concepts, and concepts and concepts [69]. Constant comparison is a central
process of Grounded Theory, which purposely intends to identify patterns and variations of codes, concepts, and categories [31, 203]. Through constant comparison, existing concepts, and categories can be enhanced or new concepts or categories formed [214].

We first used constant comparison to compare codes with one another for establishing uniformity between codes. Similar codes with common themes were grouped together and emerged as a concept. Table 3.6 depicts an example of codes that generated the concept using an expertise directory by using constant comparisons.

Many concepts emerged, and repeated constant comparison was undertaken by comparing new codes with emergent concepts. The challenge of constant comparison began at this point when the number of codes and concepts increased. Comparing each new code to all the existing codes required a supporting tool to organize the data. We decided to use NVivo as a data analysis tool to facilitate the process of constant comparison (see section 3.4.3.4).

Then, the process of constant comparison continued by comparing between concepts, and led to the emergence of categories. A category is a group of similar concepts that are used to generate a theory [71]. Eleven categories emerged from our data analysis:

- locating and recognizing expertise
- accessing expertise
### Table 3.5: Example of Key Points and Codes Extracted from Participant P16

<table>
<thead>
<tr>
<th>ID</th>
<th>Key Point</th>
<th>Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>K₁₆ 162</td>
<td>They are filling the gap, supporting each other and understanding other roles</td>
<td>Filling other roles</td>
</tr>
<tr>
<td>K₁₆ 166</td>
<td>We don’t know the people who will be in the project</td>
<td>Having no idea of team member’s expertise</td>
</tr>
<tr>
<td>K₁₆ 167</td>
<td>We can work well together and sit together, and we have to make sure we get the right people as a team</td>
<td>Having the right team members</td>
</tr>
<tr>
<td>K₁₆ 171</td>
<td>In skill matrix, how do you write yourself, in terms of number one or number two to number five</td>
<td>Updating an expertise directory</td>
</tr>
<tr>
<td>K₁₆ 174</td>
<td>I would not rather have someone who is absolutely fantastic in Java but they didn’t communicate or they didn’t care about testing</td>
<td>Preferring people skills over technical skills</td>
</tr>
<tr>
<td>K₁₆ 175</td>
<td>A capacity in there in picking up a new skill or a capacity there for picking up a new pattern</td>
<td>Learning continuously</td>
</tr>
<tr>
<td>K₁₆ 177</td>
<td>We kicked off the release planning inception meeting. We invited everybody. It is about the setting the vision, high level scope, and etc</td>
<td>Engaging all together at the beginning of project</td>
</tr>
<tr>
<td>K₁₆ 179</td>
<td>They don’t have the project’s visibility. They didn’t know when they are needed</td>
<td>Having ineffective communication</td>
</tr>
<tr>
<td>K₁₆ 189</td>
<td>If we get somebody else in, how could we extract the knowledge and learn from them? The skills set needs to be sustainable</td>
<td>Sustaining outside expertise</td>
</tr>
<tr>
<td>K₁₆ 191</td>
<td>They tried to get as many easy user stories as possible as they can, in order to make the matrix look good. It doesn’t force the whole team spirit</td>
<td>Gaming the system to fulfil an individual KPI</td>
</tr>
</tbody>
</table>
Table 3.6: An Example of the Concept *Using an Expertise Directory*.

<table>
<thead>
<tr>
<th>Codes</th>
<th>Sources</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gaining benefits through an expertise directory</td>
<td>P11, P18, P33</td>
</tr>
<tr>
<td>Updating the skill set</td>
<td>P2, P11, P16, P17, P18, P31, P33</td>
</tr>
<tr>
<td>Preferring other technique</td>
<td>P2, P39</td>
</tr>
<tr>
<td>Depending on organization’s needs</td>
<td>P11, P33</td>
</tr>
</tbody>
</table>

- planning ahead
- understanding Agile mindset
- ensuring consistency
- retaining external expertise
- keeping everyone on the same page
- treating outsourcers the same as in-house staff
- self-selecting teams
- reforming performance appraisal
- embracing an expertise sharing culture

Each category consists of concepts that relate to a common theme. For example, the category *locating and recognizing expertise* describes how Agile teams identify who has which sort of expertise, and when and who needs the expertise. Figure 3.4 shows how the category was formed based on underlying concepts: communicating frequently, working closely together, observing expertise, declaring self-identified expertise, earning certification, and using an expertise directory.
As we proceeded with constant comparison, a core category started to emerge. A core category is the highest level of data abstraction in Grounded Theory, which represents the main theme or concern of participants [66]. Glaser [66] argues that the core category must be central and related to many other categories and their properties. The core category is selected based on its frequent re-occurrence during coding.

Based on Glaser’s criteria in determining the core category [66], locating and recognizing expertise appeared to subsequently emerge as the core category. The core category locating and recognizing expertise is central and related to other categories, and has been discussed thoroughly in the theoretical coding subsection (refer to subsection 3.4.3.3).

Memoing  It is essential for Grounded Theory researchers to engage with memoing constantly through data analysis. Memoing is a core step of Grounded Theory that assists researchers in developing ideas. Glaser [66] defines memos as “the theorizing write-up of ideas about codes and their relationships as they strike the analyst while coding”. Memos consist of the researcher’s ideas that lead to developing categories necessary for the construction of theory. Memoing enables researchers to articulate the following aspects of theory development [66]:

Figure 3.4: The Emergence of the Category Locating and Recognizing Expertise from the Underlying Concepts.
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• "It raises the data to a conceptualization level."

• "It develops the properties of each category which begin to define it operationally."

• "It presents hypotheses about connections between categories and/or their properties."

• "It begins to integrate these connections with clusters of other categories to generate the theory."

• "It begins to locate the emerging theory with other theories with potentially more or less relevance."

Birks and Mills [23] list items that researchers can include in their memos:

• The researcher’s feelings and assumptions about research.

• The researcher’s philosophy and position in relation to research.

• Important points from papers, books, or any reading material.

• Potential problems or issues in relation to research.

• Codes, categories, and developing theories.

Memoing is a natural and spontaneous process without scheduling [66]. There is no rule on how to write a memo. It is up to researchers to put their ideas into memo without considering its presentation. Proper sentence construction is irrelevant when memoing.

We found memoing was not easy and required us to keep capturing thoughts, feelings, and analytic ideas related to the data. This process continued through the entire data analysis process. It was essential for us to keep up the momentum of writing memos.

Constant comparison leads to the need of memoing [66]. The outcome of constant comparison needs to be recorded and integrated with researchers’
ideas. Therefore, memoing is constantly continued at every stage of coding until the emergence of theory. This requires researchers to keep memoing and allows modification and refinement of memos.

We started memoing at this stage of coding purposely to integrate the constant comparison outcome with our ideas. Memoing enabled us to see the progress development of theory, the gaps in existing data analysis and new possible directions for the emerging theory. Figure 3.5 shows an extract of a concept memo for using an expertise directory.

3.4.3.2 Selective Coding

Researchers move to the next step, selective coding, after the core category has emerged [66, 67]. At this stage, the core category acts as a baseline for further data collection and analysis, as well as theoretical sampling [66, 67]. Once the core category *locating and recognizing expertise* emerged, we analysed data based on the emergent core category, which was coded selectively on categories that were related to the core category.

Memoing for this stage of coding became more focused and reflected the core categories [66]. Hence, memoing led researchers to identify gaps for theoretical sampling, which would probably require new data. Collecting data, however, must be conducted within the core categories context. We continued collecting data until no new data emerged, i.e until theoretical saturation.

3.4.3.3 Theoretical Coding

Theoretical coding is the final stage of coding, after theoretical saturation. Glaser [66] defines theoretical coding as "*a property of coding and constant comparative analysis that yields the conceptual relationship between categories and their properties as they emerge*". Theoretical coding generates theoretical codes, which conceptualize how substantive codes are related to each other as hypotheses, and then are integrated into a theory.
Some participants indicated that they prefer to use an expertise directory for identifying available expertise in teams. Through expertise directory, they are able to (P11, P18, P33):

a) select the right person for the next project - to ensure the right person is belong to the right project. - link to <self-selecting team>

b) identify the skills gap - find an internal expertise first. If not available, they might recruit a new staff or send someone who is interested or has a basic in the particular skill for attending training/seminar. - link to <accessing expertise>, <refocusing performance appraisal>

c) access team members' assistance for solving ad-hoc issues/problems - using the expertise directory to find someone with a particular area of expertise, including the level of expertise. - link to <embracing a sharing culture>

Even though an expertise directory provides benefits to management, as well as team members, several participants raised an issue of updating the skill set. Two different point of views in updating an expertise directory:

a) Positive - team members kept updating their skill sets in an expertise directory to ensure they will be called to join the other project, which is suited/aligned with their expertise. Management plays an important role to support and motivate them in using an expertise directory, updating the skill set as well (P11, P17, P31, P33).

b) Negative - updating the skill set put burden on Agile team members and management. Agile team members need to regularly update their skill set. Management needs to maintain the expertise directory or might assign someone to act as an administrator (P2, P16, P18).

Figure 3.5: An Extract from a Memo of Concept Using an Expertise Directory.

A theoretical code is a relational model which consists of all substantive codes (categories) related to the core category [80]. Through theoretical coding, we can determine the relationship between categories, and the core category as well. These relationships put the ‘fractured’ substantive codes together into a theory. The theoretical codes impose a framework of analysis within a new insight and broad picture [66]. Hence, theoretical
coding enhances the abstraction of data, which enables the data analysis to be more precise, coherent, and comprehensible [31].

In order to integrate substantive codes, Glaser [66] defines 18 theoretical coding families, which indicate specific distinct concepts. For example, the strategy family includes several concepts such as tactics, mechanisms, goals, and techniques. Glaser [70, 203] then enlarges several theoretical coding families and enhances the list of concepts.

At this stage of coding, sorting memos is essential. Sorting memos provides a visual insight into theoretical coding identifying logical interactions between substantive codes. The sorting process, however, should involve conceptual sorting instead of data sorting [66]. That is important to deeply understand all categories and have sensitivity in determining the relationships between categories. This leads to the emergent theoretical code and theory formulation, and ultimately assists in writing theory.

Sorting memos was done in this study by using the by-hand method instead of computer software program. Based on Glaser’s rules of memoing [66], we wrote memos on index cards with proper labels. We sorted the memos on a table by considering similarities, connections, and conceptual orderings. In order to clearly see the conceptual sorting, we constructed a diagram to visualize the sequencing of conceptual categories. According to Charmaz [31], drawing a conceptual diagram assists researchers to see the scope and direction of the categories as well as to grasp better connections between categories.

Eleven substantive codes or categories emerged from our data analysis. At the initial stage of theoretical coding, we determined the relationships between categories, and between the core category and categories. Figure 3.6 shows the emergence of initial theoretical code with nine categories. The dashed arrow represents a relationship between categories within the same core research findings, whereas the bold arrow indicates the relationship between categories from different core research findings.

The initial theoretical code was refined several times to ensure the
direction of each category and connection between the categories. We also refined the theoretical code based on Glaser’s theoretical coding family as depicted in Figure 3.7. The theoretical codes are described thoroughly in Chapter 4. Two theoretical coding families fit these substantive codes as follows:

- **Process family** for substantive codes locating and recognizing expertise and accessing expertise.

- **Strategy family** for substantive codes coordinating outside expertise, self-selecting teams, reforming performance appraisal, and embracing an expertise sharing culture.

![Figure 3.6: The Initial Theoretical Code of this Study.](image)
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Figure 3.7: The Emergent Theoretical Code of this Study.
3.4.3.4 Data Analysis Tools

We used a combination of both manual and computer-based tools in the data analysis process. NVivo was chosen over other data analysis software because it is relatively simple to use [114]. The use of NVivo is not to replace our roles as researchers in analysing the data, but it assists and enhances the data analysis process by:

- recording, storing, indexing, sorting, and coding data
- facilitating a constant comparison process

We imported interview transcripts into NVivo, which enabled us to code directly. NVivo facilitated coding process through the creation of nodes. As the number of nodes increased, NVivo allowed us to create tree nodes in order to group nodes as concepts or categories. This process facilitated us to store and organize our data effectively, as well as conduct constant comparison. Figure 3.8 depicts the some of the tree nodes that we used to organize the emergent concepts and categories of this study.

There are no specific guidelines on how to conduct qualitative data analysis using NVivo [114]. Based on NVivo tutorials that were available on the Internet, we explored how to use the software to store, organize, and analyse the data. As we were unable to attend a hands-on NVivo workshop, this limited the use of the NVivo functions. We managed to use NVivo for analysing data through:

- coding stripe - to view nodes that are coded to a specific text or document.
- query - to search a specific word or phrase in order to understand participants’ concerns.
- model - to present nodes and relationships diagrammatically.
- report - to summarize specific information of interest that we sought for more understanding.
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Figure 3.8: The Example of Tree Nodes in NVivo.
Besides NVivo, we also used manual methods such as sticky notes, sketching, and index cards during conceptual analysis. These methods were effective for sorting and linking categories, which provided visibility of the categories and its relationships.

### 3.4.4 Generating a Theory

Strauss and Corbin [203] define a theory as "a set of well-developed categories that are systematically inter-related through statements of relationships to form a theoretical framework that explain some relevant social, psychological, educational, nursing, or other phenomenon." The theory is an integrated set of hypotheses, which provides an explanation of phenomena [71, 203]. Weber [225] describes a theory as a conceptual model that represents some subset of phenomena studied. The theory of our study is a set of categories and their relationships that describes expertise coordination in Agile Software Development projects.

Two types of theory can be generated in Grounded Theory: substantive theory and formal theory [71]. Substantive theory is generated to address a specific area of phenomena. A constant comparison among different substantive theories leads to the development of formal theory. A formal theory is abstract, general, and the highest level of Grounded Theory. Figure 3.9 depicts the different levels of theories in Grounded Theory which are adapted from Urguhart [215]. A substantive theory has been generated in this study since our study focuses on a specific area of phenomena, expertise coordination in Agile Software Development projects.

Some scholars define different essential components of theory. For instance, Whetten [230] proposes the following theory components:

- "What factors (variables, constructs, or concepts) should be considered as a part of phenomena studied?"
- "How the factors are related?"
“Why the factors and their relationships are important in representing the phenomena studied?”

“Who, where, and when to generalize the factors and relationships in other possible settings of study?”

In Information Systems, Weber [225] defines four components of theory as follows:

- Constructs - to represent an attribute or class of things in its domain.
- Associations - to show the value of construct is related to the other value of construct.
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- States - to represent a state of attributes of things.
- Events - to represent a change from one of its states to another of its states.

Weber [225] states that the components of theory should be defined precisely, because they define the theory boundaries. We describe the theory boundaries in Chapter 4.

Both scholars [225, 230] indicate that constructs and associations are prevalent in generating a theory. Constructs are defined in this study through the emergent categories and concepts. The detailed explanation of our theory’s constructs and its relationships are described in detail from Chapters 4 to 8.

3.4.5 Evaluating the Theory

This study employed multiple approaches for evaluating the emergent theory:

- Lincoln and Guba’s criteria
- Glaser’s criteria
- Weber’s criteria

Lincoln and Guba’s criteria [74] was used as a threat to validity of this study. As depicted in Table 3.7, this study considered four criteria for evaluating our study as a qualitative study. Each criteria has specific approaches for ensuring the trustworthiness of this study. For instance, credibility was examined through prolonged engagement, persistent observation, triangulation of data, peer debriefing, negative case analysis, and member checks.

Specific to Grounded Theory, we evaluated our study according to Glaser’s criteria [66, 67], as depicted in Table 3.8. Besides Glaser’s criteria, this study has also evaluated the quality of emergent theory based on
Table 3.7: Lincoln and Guba’s Criteria Adapted from Lincoln and Guba [74].

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Credibility</td>
<td>to ensure the truth value of findings</td>
</tr>
<tr>
<td>Transferability</td>
<td>to ensure the applicability of this study to be applied in other contexts</td>
</tr>
<tr>
<td>Dependability</td>
<td>to determine the consistency of research process, which leads to the stability of the data over time</td>
</tr>
<tr>
<td>Confirmability</td>
<td>to avoid bias issues and prejudices of the researchers</td>
</tr>
</tbody>
</table>

Table 3.8: Glaser’s Criteria Adapted from Glaser [66, 67].

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fit</td>
<td>to ensure our theory has emerged naturally from data without forcing the data to fit preconceived ideas</td>
</tr>
<tr>
<td>Work</td>
<td>to ensure our theory can represent the participants’ concerns and demonstrate the application value</td>
</tr>
<tr>
<td>Relevance</td>
<td>to ensure the ability of the emergent theory to be related to core problems and processes in the area under study</td>
</tr>
<tr>
<td>Modifiability</td>
<td>to ensure the emergent theory is flexible to adapt to modifications in the future</td>
</tr>
</tbody>
</table>

Weber’s five criteria: importance, novelty, parsimony, level, and falsifiability [225]. Table 3.9 depicts the list of Weber’s criteria, and a detailed explanation of each evaluation criteria is explained in Chapter 8.
### Table 3.9: Weber’s Criteria Adapted from Weber [225].

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Importance</td>
<td>to determine the importance of the emergent theory from the viewpoint of practice and research</td>
</tr>
<tr>
<td>Novelty</td>
<td>to determine the value ascribed to it by researchers and the publication acceptance for describing the emergent theory</td>
</tr>
<tr>
<td>Parsimony</td>
<td>to ensure a simple theory is created with a small number of categories and relationships</td>
</tr>
<tr>
<td>Level</td>
<td>to determine the level of emergent theory: micro-level, middle-range level, or macro-level</td>
</tr>
<tr>
<td>Falsifiability</td>
<td>to ensure a high-quality theory might be falsified via empirical tests</td>
</tr>
</tbody>
</table>

### 3.5 The Roles of the Researcher

The researcher is an integral component of Grounded Theory, and contributes to the accuracy of data interpretation. Therefore, self-reflection of the researcher is essential to successful Grounded Theory research. The following statement describes the researcher’s background and how it contributes to the researcher’s roles:

I completed a Bachelor of Information Technology from Universiti Utara Malaysia, Malaysia in 2000. After finishing the bachelor’s degree, I worked as a software developer. Through several software projects, I obtained hands-on experience and a good understanding of software development practices.

After two years, I changed the direction of my career into the academic world. Working as a tutor urged me to undertake a Master of Computer
Science (Software Engineering) in the Centre for Advanced Software Engineering (CASE), Universiti Teknologi Malaysia. A nine month internship was a requirement to obtain the Masters degree, which gave me the opportunity to explore mobile application development in an Object-Oriented programming environment.

Since finishing my Masters, I have been working as a lecturer at Universiti Utara Malaysia. As research is a component of performance appraisal, I have been involved in several different funded research projects including conceptual model development and survey research. The experience that I gained through these research projects taught me about the research process and facilitated me in conducting this study.

Teaching software engineering courses such as Agile Software Development enabled me to explore the theory of Agile methods in depth. In order to strengthen my knowledge and understanding in Agile methods, I was involved in two research projects that were related to the Agile Software Development context. These experiences enabled me to determine the research area in Agile Software Development that needed further investigation.
This chapter introduces a theory of expertise coordination in the context of Agile Software Development Projects. This chapter describes the theory’s presentation, and provides an overview of its emergent categories and relationships. The last section of this chapter presents the boundaries of the theory.

4.1 The Theory’s Presentation

The theory is represented in a model that consists of hypotheses that describe expertise coordination in Agile Software Development projects. As previously mentioned in section 3.4.4, a theory should consist of constructs and associations. Constructs are defined in this study through the emergent categories and concepts, whereas associations are represented in our theory through the relationships between categories.
Figure 4.1 shows the theory of expertise coordination for Agile Software Development Projects. The rectangles represent the three core research findings that emerged from our data analysis: expertise coordination process, coordinating outside expertise and management support. Each core research finding consists of several categories, which are represented as ovals. The figure depicting the expertise coordination process consists of two categories: locating and recognizing expertise and accessing expertise. Management support consists of three categories: self-selecting teams, reforming performance appraisal and embracing an expertise sharing culture. Coordinating outside expertise comprises six categories: planning ahead, understanding Agile mindset, ensuring consistency, retaining external expertise, treating outsourcers the same as in-house staff, and keeping everyone on the same page.

The emergent theory of this study includes several binary relationships, which indicate associations between two categories. The dashed arrow represents a relationship between categories within the same core research finding. For instance, expertise coordination process comprises two sequential steps: locating and recognizing expertise and accessing expertise. The bold arrows summarize the relationships between different categories from core findings. For instance, management support plays an important role to support the expertise coordination process, as well as coordinating outside expertise. Successful coordinating outside expertise relies on expertise coordination process. The following subsections provide a detailed explanation of each category and their relationships.

### 4.2 Expertise Coordination Process

Expertise coordination requires a team to recognize who has particular expertise, when and where they are needed, and how to access the expertise effectively. Therefore, it is important to identify who has particular expertise and to recognize the need for the expertise. The identified expertise then can be accessed when needed in a timely manner.
Figure 4.1: The Emergent Theoretical Code of this Study.
The findings of this study revealed two sequential steps in coordinating expertise:

- Locating and recognizing expertise
- Accessing expertise

According to Glaser’s theoretical coding family [66], we identified that the process family fitted locating and recognizing expertise and accessing expertise. A sequential relationship exists between both steps. Determining the location of expertise by identifying the owner of expertise, and recognizing the need for it will assist in retrieving that expertise.

Locating expertise involves identifying who has which sort of expertise, and what is the level of that expertise, whereas recognizing expertise involves acknowledging the need for that expertise. There is no point having the expertise if teams are unable to acknowledge the importance of that expertise.

This study revealed six ways to identify and recognize available expertise in Agile teams as follows:

- Communicating frequently
- Working closely together
- Observing expertise
- Declaring self-identified expertise
- Earning certification
- Using an expertise directory

Locating and recognizing expertise assists in the next step of coordinating expertise, which is accessing expertise. Accessing expertise involves retrieving the existing expertise and pulling the new expertise into Agile teams. The findings of this study revealed five main approaches to accessing expertise as follows:
4.3 Coordinating Outside Expertise

Expertise coordination must consider both internal expertise in teams, as well as external expertise which is located outside Agile teams. Besides in-house expertise, some companies use outsourcing as a solution to fill in the skills gap or staff shortages. Coordinating expertise outside Agile teams involves two different types of external expertise: external specialists and outsourcers. An *external specialist* is someone from outside the Agile teams but within the same organization, who supports Agile teams by bringing specialized skills such as user experience designers, database administrators, and software architects. An *outsourcer* is an individual or a group of people from external companies, who provide their expertise in Agile teams for a certain period of time depending on contract agreements.

This study describes how Agile teams, external specialists and outsourcers depend on each other to manage and utilize expertise outside teams. There are six strategies implied for coordinating outside expertise: *planning ahead (S1), understanding Agile mindset (S2), ensuring consistency (S3), retaining external expertise (S4), treating outsourcers the same as in-house staff (S5), and keeping everyone on the same page (S6).*

According to Glaser’s theoretical coding family [66], we identified that the strategy family fitted *planning ahead (S1), understanding Agile mindset (S2), ensuring consistency (S3), retaining external expertise (S4), treating outsourcers the same as in-house staff (S5), and keeping everyone on the same page (S6).*
The relationships between the strategies of coordinating outside expertise are summarized in Figure 4.2. The oval shapes represent strategies, and arrows represent relationships between strategies. The figure depicts strategies involved in coordinating external specialists and outsourcers’ expertise, which are relevant for coordinating both external specialists and outsourcers’ expertise. A strategy of treating outsourcers the same as in-house staff (S5) is specifically applicable for coordinating outsourcers’ expertise in Agile teams. Each strategy and their relationships are described in detail in Chapter 6.

Figure 4.2: The Relationships between Strategies of Coordinating Outside Expertise.
4.4 Management Support

Successful expertise coordination relies on management support. There are three strategies of management support that emerged from the data analysis in supporting expertise coordination:

- Self-selecting teams
- Reforming performance appraisal
- Embracing expertise sharing culture

Management should promote self-selecting teams, which enable Agile team members to form their own teams. The right team with the right team members can be formed through self-selection, which assists Agile team members in sharing and accessing expertise when it is needed. The findings of this study revealed three activities required to facilitate self-selecting teams for Agile Software Development projects, which have a positive impact on expertise coordination as follows:

- Setting up cross-functional teams
- Selecting the right team
- Balancing teams

Through performance appraisal, management can support expertise coordination for Agile teams. Performance appraisal enables the development of individual expertise and the team’s skills matrix. As Agile Software Development is team-oriented, Agile team members need to rely on each other in developing their expertise and team knowledge. This is the focal point where expertise coordination is needed in Agile teams. In order to implement an effective performance appraisal for Agile teams, the findings of this study indicated the need for reforming performance appraisal as follows:
• Integrating individual and team performance assessment criteria

• Shifting from quantitative to qualitative performance appraisal

An expertise sharing culture is vital in coordinating expertise for Agile teams, which requires team members to rely on each other. Management plays an important role in embracing an expertise sharing culture in Agile teams as follows:

• Fostering a supportive working environment

• Synchronizing goals

Based on Glaser’s theoretical coding family [66], we identified that the strategy family fitted self-selecting teams, reforming performance appraisal and embracing an expertise sharing culture. These categories work as strategies for supporting expertise coordination process and coordinating outside expertise. The categories of self-selecting teams and reforming performance appraisal are related to embracing an expertise sharing culture and discussed thoroughly in Chapter 7.

4.5 Relationships Between Categories

Figure 9.1.1.4 depicts the relationships between categories, which are within and between the core research findings. Three basic relationships are involved between the core research findings:

• A bidirectional relationship between expertise coordination process and management support

• A unidirectional relationship between management support and coordinating outside expertise

• A unidirectional relationship between expertise coordination process and coordinating outside expertise
Successful expertise coordination process relies on management support. Locating and recognizing expertise is commonly associated with management in selecting the right people for the right software project. Turning individual knowledge into team-level knowledge through accessing expertise should be reinforced by management as well.

Management plays an important role in supporting the successful expertise coordination through self-selecting teams, reforming performance appraisal, and embracing an expertise sharing culture. The findings of this study indicate several features of self-selecting teams that foster the expertise coordination process. Reforming performance appraisal also contributes to the successful expertise coordination process through knowledge transfer criteria and qualitative feedback. On the other hand, embracing an expertise sharing culture supports the expertise coordination process through open work spaces, good personality traits, mutual goals, and team recognition.

The relationship between expertise coordination process and management support is two-way, in which the expertise coordination process also indirectly supports the implementation of self-selecting teams and reforming performance appraisal. Effective self-selecting teams and reforming performance appraisal rely on successful locating and recognizing expertise.

Besides the expertise coordination process, management support also tends to influence the success of coordinating outside expertise. A relationship between coordinating outside expertise and management support exists through strategies of ensuring consistency and keeping everyone on the same page. A self-selecting team tends to support the implementation of ensuring consistency strategy, whereas embracing an expertise sharing culture tends to support the strategy of keeping everyone on the same page.

There is a one-way relationship between coordinating outside expertise and expertise coordination process. Interactions and collaborations between Agile teams and outside expertise requires locating and recognizing expertise. Before engaging with tasks, both sides need to clearly define who they deal with, including roles and expertise. Similarly to accessing expertise, Agile
teams put emphasis on sustaining outside expertise by applying accessing expertise approaches in order to avoid too many dependencies on outside expertise. A detailed explanation on these relationships is described in Chapter 8.

### 4.6 The Theory Boundaries

As previously mentioned in section 3.4.4, the categories and their relationships define the boundaries of theory. The boundaries of this theory were determined at the beginning of this study; however, they were refined in order to align with the findings of this study. The boundaries of this study are twofold:

- **Agile Software Development** - the theory of this study emerged by considering the Agile values, practices, and principles. There is no restriction as to which Agile methods have been used, however, our findings were based on a broad range of Agile roles including expertise outside Agile teams.

- **Expertise coordination** - the theory of this study focuses on the specific coordination component, which is expertise. The findings of this study revealed that expertise coordination in Agile teams are involved in different layers of relationships, as summarized in Table 4.1.

Figure 4.3 illustrates the different layers of relationship that are involved when coordinating expertise in Agile Software Development projects. This illustration is not based on the actual findings of this study; rather it represents the level of coordination relationships we found in this study. Coordinating expertise begins in each Agile team by implementing the *expertise coordination process* for managing and utilizing team expertise. Depending on the number of teams existing in Agile Software Development projects, our findings indicated coordinating expertise also exists on an
Table 4.1: Relationship Levels of Expertise Coordination in Agile Teams.

<table>
<thead>
<tr>
<th>Relationship levels</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Agile team members</td>
<td>an interaction between team members with common roles such as developers, software testers, and product owners for managing and utilizing team knowledge</td>
</tr>
<tr>
<td>Inter-Agile teams</td>
<td>an interaction between teams in an Agile Software Development project for managing and synchronizing team knowledge</td>
</tr>
<tr>
<td>Agile teams and outside</td>
<td>an interaction between Agile teams and external specialists such as UX Designers and DBAs, as well as outsourcers</td>
</tr>
<tr>
<td>expertise</td>
<td></td>
</tr>
</tbody>
</table>

inter-team basis. Expertise coordination between Agile teams also requires *expertise coordination process* but with a slightly different purpose, which is to synchronize expertise between Agile teams.

Besides Agile team members and inter-Agile teams, expertise coordination also occurs when Agile teams deal with the expertise of outside teams. At this point, *coordinating outside expertise* emerged as a prevalent strategy for coordinating expertise outside Agile teams, as many issues arise when Agile teams and external specialists or outsourcers rely on each other.

Ultimately, in order to ensure successful expertise coordination, *management support* is essential to support *expertise coordination process* and *coordinating outside expertise*. *Management support* plays roles and responsibilities at each layer of the relationship in coordinating expertise. Chapters 5 to 7 give a detailed explanation of each category.
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Figure 4.3: The Illustration of the Relationship Levels in Coordinating Expertise.
This chapter presents the expertise coordination process for Agile Software Development Projects. As depicted in Figure 5.1, we found two steps involved in coordinating expertise:

- Locating and recognizing expertise
- Accessing expertise

The next subsections describe each step involved in coordinating expertise for Agile Software Development Projects, as well as the relationship between both steps.

5.1 Locating and Recognizing Expertise

In the context of this study, locating expertise refers to knowing who has knowledge and skills in Agile teams. Locating expertise is related to identifying who has which sort of expertise, and what is the level of that expertise. Locating expertise is commonly associated with management in identifying the right people for a new software project:
Figure 5.1: The Expertise Coordination Process for Agile Software Development Projects.
"That can happen in the project start up. When we start the project, \textit{we know that we need a certain skill set. Each team has a capability leader, who knows which level of expertise each of us has.}” - P24, Scrum Master.

"Identifying expertise doesn’t really fall on my shoulders. It is mainly for the project manager when he wants to bring the team together. He has to understand what the skills are and where the skills are needed for the project.” - P19, Business Analyst.

Knowing the location of expertise is not enough to coordinate expertise for Agile teams. In order to ensure the reliability of knowledge, expertise coordination requires Agile teams to recognize the available expertise. Recognizing and labelling an individual as an expert is often based on the degree of expertise, so, quantifying the level of expertise is essential in recognizing expertise.

We found that locating and recognizing expertise is beneficial for Agile teams to solve problems, select tasks, and develop expertise. Therefore, it is important for Agile team members to be aware of the development of their team members’ expertise, in identifying and acknowledging relevant expertise.

The term \textit{locating and recognizing expertise} emerged from the data analysis to describe how Agile team members locate and acknowledge the relevant expertise in Agile teams. This study revealed six ways to identify and acknowledge expertise in Agile teams: \textit{communicating frequently, working closely together, declaring self-identified expertise, earning certification, and using an expertise directory.} Figure 5.2 illustrates the emergence of the category \textit{locating and recognizing expertise} from the underlying concepts. These concepts are explained in the next subsections.
5.1.1 Communicating Frequently

A number of participants (e.g., P2, P4, P6, P7, P8, P11, P21, and P24) noted that through frequent and effective communication, they could determine who in a team possesses particular knowledge and skills:

“Depending on what you need. Is it domain expertise? Is it expertise tool [sic]? Is it expertise with leadership and communication? You need to mix all [expertise] to be successful. So, talk to people and you’ll find out” - P6, Team Leader.

Agile team members can identify their team members’ expertise by enquiring about the team members’ backgrounds, including work experience, educational background, and proficient skills:

“In identifying the expertise [sic], just talk to people and ask ‘what do you like to do?’ or ‘what are things that you have learn?’”. - P7, Agile Consultant.

In certain circumstances, Agile team members can identify experts in a particular area based on recommendations of team members. Communication among team members provides a space to disseminate the meta-knowledge of the available expertise in Agile teams:
"You have people around, talking to you, and talk to that people, 'which an area of code is the best known to whom?' [sic]" - P2, Agile Coach.

A daily stand-up meeting provides a communication vehicle for Agile team members to raise issues and obstacles that impede their progress. As time is limited, the focus should be on the identification of the right person with the necessary expertise and solution. This situation leads to divulging the available expertise in Agile teams:

“A daily stand-up meeting is not just reporting progress but [it is purposely] for team coordination. The main activity is to coordinate your work with the members of the team. For example, ‘I have started with the [user] story but I’m stuck. Can someone help me?’” - P4, Agile Coach.

The participants of this study, P11 and P24, affirmed that they obtained a second opinion from others to confirm someone’s expertise, by referring to team members of previous projects, or getting some relevant information from management:

“In order to quantify their level of expertise, I just contacted the people who they have worked with.” - P11, Project Manager.

“That can happen in the project start up. When we start any project, we know that we need a certain skill set. Each team has a capability leader, who knows their level of expertise.” - P24, Scrum Master.

The information flowing freely through communication leads Agile team members to get to know who has which sort of expertise, as well as to recognize the available expertise. Through working closely together, the identified expertise can be confirmed and clearly quantified by peers.
5.1.2 Working Closely Together

Working closely together provides opportunities for Agile team members to identify and confirm their peers’ expertise when collaborating together:

“We can actually work together and then doing programming together. We [work] in pairs, see and notice [the expertise].” - P2, Agile Coach.

“Whether they really have the expertise or not, that’s something that we can figure out day by day. If we work closely with them, day by day, we can clearly figure out their skill set.” - P36, Software Developer.

Through working together, the participants of this study (eg. P2, P4, P6, P14, P18, and P29) indicated that they could observe how their team members were working and delivering work outcomes. Therefore, Agile team members can acquaint themselves with the progress of expertise development of their peers. Collaboration provides a space to assess and quantify the team members’ degree of expertise:

“I know that person best and what their level of expertise is when I see how they are working.” - P29, Software Developer.

For instance, one of the participants, P4, pointed out that they had the ability to identify and quantify their peers’ expertise during sizing tasks, as well as selecting tasks:

“The expertise comes in discussion of the [story] size. If someone is less experienced, they might put the size differently from the experienced person.” - P4, Agile Coach.

“....when the stories come out, they choose stories or works based on their capability.” - P4, Agile Coach.

This is aligned with the observation findings, which show that team members were able to determine the capability of their team members during sizing tasks:
During planning poker, the developers who had selected a different value of estimation, needed to discuss their estimation. The high and low estimators explained the reason of their estimation. Most of the time, they related technical skills feasibility to the complexity of user story in the discussion. [Observation notes]

In order to confirm and assess their peers’ expertise, participants indicated that they used demonstrations to ensure the competence and credibility of their peers:

“I trust what they know about what they are doing. So, I asked them to demonstrate [their work] to other people. So it is a part of process for me to understand what they have done, and for me to present [their work] to other teams or customers. That’s typically enough to make sure the scope that we discussed is happening.” - P14, Product Owner.

Most Agile activities and practices encourage Agile team members to work together. There is no doubt that identifying expertise areas and levels can be obtained through effective collaboration in Agile teams.

5.1.3 Declaring Self-Identified Expertise

A curriculum vitae is used to represent the expertise details for recruitment purposes. In order to succeed in an interview, Agile team members convincingly disclose their self-identified expertise to interviewers. This process provides a clear picture of Agile team members’ expertise at the very beginning:

“They are telling you what they are good at. For example, ‘I’m a great .NET developer’. So, start with that [declaration], put them into the role, and observe them and see what they can do.” - P4, Agile Coach.
After joining an Agile team, Agile team members tend to expand their expertise into other expertise areas. Some team members, however, are not aware of the development of their team members’ expertise. This is the point where Agile team members need to declare their expertise, in order to let others know what they can contribute to Agile teams:

“We do a stand up meeting...we talk about challenges that we have faced. Someone might know what the issue is about. They just said ‘Yup, I know about that. We can talk about it later.’” - P5, Software Tester.

The main concern is how reliable the self-declaration expertise is, as it is based on individual judgement. Therefore, it is important to build mutual trust of self-declared expertise. Mutual trust is a shared belief that Agile teams can rely on their peers’ expertise. Pretending to be an expert does not allow trust to flourish in Agile teams. A few participants of this study (eg. P1 and P18) claimed the existence of this situation in their teams, which engendered a lack of trust by disseminating incorrect knowledge and skills in Agile teams:

“If someone asks a question, and we are not sure what the answer is, we do not pretend like we know the answer.” - P1, Software Developer.

“I found some people who are talking like they know the programming language, but they actually don’t understand.” - P18, Software Developer.

Building trust is not simple and sometimes takes time to develop. The same scenario occurs when acknowledging self-declared expertise. In certain circumstances, Agile teams need the space and time to prove their skills and competencies:

“That’s what I do to bring out people’s skills. You have to watch, see what works and what doesn’t. If something doesn’t work, don’t
immediately blame them. Try a different approach. You have to take on trust what they tell you what they are good at.” - P4, Agile Coach.

Mutual trust is hard to gain unless Agile team members are willing to be open and honest about their expertise. In order to ensure the reliability of self-identified expertise, it is essential to verify the expertise through communicating frequently and working closely together, as well as earning certifications.

5.1.4 Earning Certifications

Earning software development certifications is another indicator that leads Agile team members to identify their team members’ expertise. Someone who earns a technical certification shows the ability to master a new body of software development knowledge:

“It is good to have a certification especially for personal development, and when we have the certification, it shows that we have the knowledge.” - P33, Project Manager.

Through communication and collaboration with others, Agile team members can learn from those with certifications in a particular area of expertise. Moreover, management effort in informing Agile teams about the status of team members in obtaining certifications tends to assist team members in locating expertise:

“The human resources manager will announce that this person will go to study and get a certification.” - P33, Project Manager.

Earning a certification normally involves costs which require expenditure on study materials, training costs, and testing fees. Hence, one of the participants, P33 argued that not everyone has the opportunity to be certified and an organization has to give priority to someone who needs the
certification. Beside cost, time is another factor that hinders someone from obtaining a certification. As there are often heavy workloads and deadline pressure, some Agile team members were not able to get a certification:

“But it is not certainly true. The certification is costly and it might be there is not enough time to get the certification.” - P33, Project Manager.

Therefore, obtaining a certification is not a reliable measurement of expertise. Without a certification, someone can still perform well in his or her field of expertise. Earning certification, however, is an accreditation for people to recognize expertise.

“I learn a lot through Scrum training and certification. But if these become requirements, that’s against my principle. Everyone can learn. In fact, in my team, there are two staff who do not have computer backgrounds, but they can [still] do their job. Without a certification, they still can do the job.” - P32, Scrum Master.

Hence, earning certification should be aligned with experience gained. Participant P31 claimed that he practised what he has learned and tried to connect with others in exchanging knowledge and experience after obtaining certifications:

“I found that getting a certification is helpful because it is structured but, to really understand the practices, we need to talk to other people. Everybody has to try it and learn it in a different context. What I did after getting the certification is talking to other practitioners. What they have tried and what I have tried, and what does work and what doesn’t work.” - P31, Scrum Master.

Even though the findings of this study indicated different perceptions of earning certifications, there is no doubt that Agile team members can locate
expertise based on certifications earned. Certifications measure Agile team members’ knowledge and skills against software industry benchmarks to prove they have the right expertise. The reliability of the certifications, however, relies on how the individual utilizes and practices the knowledge gained in a software development environment.

5.1.5 Using an Expertise Directory

Our findings revealed the usage of an expertise directory to identify where expertise resides in Agile Software Development projects. An expertise directory consists of expertise profiles of Agile team members. We found that management preferred to have an expertise directory when selecting the right person with the right expertise for upcoming software projects:

“We do have the skills database. We developed [it] ourselves. Each person is expected to keep his or her profile and can be searched by others. If I want to start a new project and I need X, Y , Z skills, I guarantee that the skills database can provide these skills.” - P11, Project Manager.

An expertise directory also provides valuable information for management in determining the lack of expertise in Agile teams. This will assist management to take further steps in bridging the expertise through expertise development such as training, mentoring, and coaching:

“If they can’t find enough people for the project based on the skill set, then they send [someone] for training. It could be a person who has rated himself ‘1’ for that skill. Then, the company should invest more in him, because he has some knowledge but he is not an expert. Then, the company send him for training [sic].” - P33, Project Manager.

Besides management, Agile team members can also seek the available expertise information through the expertise directory for getting assistance from an internal expert:
“Expertise directory is good for me. For instance, I don’t know Python. So, I can find people who know Python through the expertise tool.” - P18, Developer.

Agile team members are required to update their expertise profiles to enable them to be selected for upcoming projects when their expertise is aligned with the project requirements:

“They are motivated to update their skills database. So, that means, for the next exciting project, if they have the skills, they have a chance to be called to join the project.” - P11, Project Manager.

Therefore, management should play an important role in setting up proper workflows of updating the expertise directory. In order to ensure the involvement of every Agile team member in updating the expertise profile, a compulsory guideline is applied in implementing the expertise directory:

“We have a set of questions, which is a sort of skill set. We have to do that every year. Let’s say, I am good in .NET. So, I have to rate myself, between 1 to 5. At the end, here is the result. Then, it goes to our manager. The manager will compile everything.” - P31, Scrum Master.

“There is no issue in using the skill set because it is compulsory to use. Everyone has to submit eventually.” - P31, Scrum Master.

Even though an expertise directory is beneficial to Agile teams, several participants claimed that communication is more valuable when finding relevant expertise than using an expertise directory. This finding reveals that relying on the expertise directory to find the relevant expertise is not the best option in Agile teams:
“You need to talk. It is much more effective than to go to some expertise repository. How do you know the ‘cruft’ factor of the expertise repository [sic]?” - P2, Agile Coach.

Several participants (e.g., P2, P16, P17, P18, and P39) indicated that there was a formidable challenge in using the expertise directory to search for the relevant expertise in Agile teams. The main issue was the reliability of the expertise directory in providing accurate expertise profiles. The expertise directory required regular maintenance to update the expertise profiles. The updating task needed someone in the Agile team to act as an administrator to maintain the tool and this indirectly increased the workloads of the Agile teams:

“For example, I’m a beginner in Java programming. Then after three months, I continued improving Java programming. So, who is going to update the repository?” - P2, Agile Coach.

“There is a problem with updating expertise details. Just once a year based on a reminder from the company, which comes through email. It is quite time consuming to maintain it.” - P18, Developer.

The organization’s preference in using the expertise directory depends on the size of the organization. The growth of an organization with an increased number of staff and projects contributes to the high possibility of using the expertise directory:

“We realized that we have many projects coming. So, it is important to get alignment between the project and people. When we started, we had 110 people, and now 200. It becomes harder to keep track of a lot of skills. So, this tool helps me to identify the skills.” - P11, Project Manager.

Furthermore, implementing an expertise directory, either manual or computerized, depends on the needs of and benefits to the organization and Agile teams:
“When it is started, it was an excel application. Then, the application was moved to the SharePoint. This company is big and involves many different locations, and very much distributed projects [sic].” - P33, Project Manager.

Access to internal experts through an expertise directory tends to speed up expertise searching. The necessity of having an expertise directory, however, relies on the organization’s need to locate a source of their staff’s expertise.

5.2 Accessing Expertise

Diversity of expertise leads to the distribution of expertise in Agile teams. Expertise distribution requires dependencies among team members in accessing expertise. Most Agile team members (eg. P1, P2, P4, P31, P33, P38, and P42) indicated a positive attitude to accessing expertise.

“There is no issue in sharing knowledge because we help each other. If they don’t help me today, I won’t help them tomorrow. We help each other because it is beneficial for both of us. If they fail, I will fail.” - P31, Scrum Master.

“I didn’t have a situation where my team members didn’t want to share their knowledge with me.” - P1, Software Developer.

The purpose of accessing expertise is to support dependencies among team members in retrieving the available expertise, as well as new expertise. Lack of expertise requires pulling new knowledge and skills into Agile teams. Accessing expertise involves retrieving the existing expertise and pulling the new expertise into Agile teams.

The category “accessing expertise” emerged from the data analysis to describe how Agile team members disseminate available expertise and
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pull new expertise into the team. Even though there are many ways of accessing expertise in Agile teams, the findings of this study revealed five main approaches to accessing expertise: *embracing expert-novice relationships*, *engaging hands-on learning*, *running effective meetings*, *establishing discussion channels*, and *archiving explicit knowledge*. Figure 5.3 depicts the emergence of the category “accessing expertise” from the underlying concepts. The concepts are described in the next subsections.

![Figure 5.3: The Emergence of the Category Accessing Expertise from the Underlying Concepts.]

5.2.1 Embracing Expert-Novice Relationships

An expert-novice relationship allows accessing expertise in Agile teams by disseminating existing expertise and pulling new expertise into the team. The findings of this study revealed three basic relationships between an expert and novice for Agile teams: *apprenticeship*, *mentorship*, and *coaching*.

5.2.1.1 Apprenticeship

A few participants (eg. P3 and P39) reported that master and apprentice relationships focus on pulling new expertise into Agile teams. A master
is an internal or external expert who has the responsibility to bring new expertise into Agile teams, whereas the apprentice is someone seeking new expertise. Learning by working together is the focal element in the apprenticeship:

“The master is where you pull skills you don’t have [sic]. Someone internal, or you, might bring contractors or a consultant for a small period of time. They start work together. The apprentice learns as well as he can and learns to become a master.” - P3, Agile Consultant.

The master-apprentice relationship is a temporary scenario, whereby the master will leave the Agile team once the apprentice has grasped the new expertise. In order to disseminate the expertise widely into Agile teams, the same implementation can be repeated by rotating the apprenticeship with other team members. At this point, the apprentice becomes a master and trains others based on what he or she has learnt:

“When the expert goes, the team [still] has knowledge of how to do the piece of work.” - P3, Agile Consultant.

A different perspective was pointed out by participant P39, regarding the relationship between master and apprentice. Even though a master-apprentice model emphasizes learning by collaborating, the relationship between master and apprentice is basically an authoritarian one-way relationship. The master is dominant and has full control of the learning process, whilst the apprentice has to grasp as much knowledge as he or she can depending on his or her ability:

“The only concern that I have about the master-apprentice program is a hierarchy-relationship, in which the master is a master and where the apprentice is a student. It looks like ’I’m the person who knows how to do that and you’re not. So, you have to learn.’” - P39, Agile Coach.
Developing a learning organization is a benefit gained from the master-apprentice relationship. A learning organization creates a culture that encourages and facilitates continuous employee learning. Through a learning organization, Agile team members tend to transfer from individual learning to shared learning.

5.2.1.2 Mentorship

Mentorship involves a relationship between mentor and mentees for personal and career development. A mentor is a more experienced and knowledgeable person, whereas a mentee is someone who needs guidance and assistance from the mentor in a particular area of expertise. Unlike a master-apprentice relationship, mentoring relationships are often unpaid and on a voluntary basis. Therefore, mentorship enables accessing expertise in Agile teams through an informal transmission of knowledge between mentor and mentee:

“The mentor-mentee relationship focuses more on the development of expertise and what they want to learn.” - P29, Developer.

Working on same role and area of expertise should be taken into account in matching mentor and mentee. This will provide an opportunity for the mentee in seeking the mentor’s help and indirectly tends to strengthen the mentee’s knowledge and skills:

“The mentoring is applied into a certain discipline and shares the discipline, because the goal of mentoring is focused on a discipline.” - P39, Agile Coach.

“Mentoring is usually in the same role.” - P46, Agile Coach.

The findings of this study, however, indicated that some mentees preferred to be matched with a mentor who had a different role and background of expertise. A different role and expertise lead to different
objectives for the mentorship, which enables the mentee to explore another area of expertise and develop a diversity of skills:

“In some exceptional circumstances, there is a good relationship between developer and Business Analyst. They just get on the right mix that they can immerse. Most of the time, it turns up to the same skills.” - P46, Agile Coach.

An effective mentorship can be achieved when mentees are allowed to select a mentor based on their own development needs and interests. The greater the involvement of the mentee in the selection of their mentor, the better the outcome of knowledge transfer between mentor and mentee:

“Normally, mentor must be a senior and mentee is a junior. It is up to the mentee to choose his mentor. In other way around, the mentor also can choose his mentee.” - P46, Agile Coach.

“The mentee chooses his or her mentor.” - P39, Agile Coach.

There is no formal way of implementing mentorship for Agile software projects. The biggest concern in mentorship, however, is how to ensure the mentee is matched with the right mentor, which tends to influence the successful expertise sharing between the mentor and mentee.

5.2.1.3 Coaching

Coaching requires experts’ involvement in disseminating their expertise to Agile teams:

“If the team doesn’t know anything about the skill, the best thing is to invite a coach from the real community and teach us [sic].” - P2, Agile Coach.
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Agile teams adopt coaching through Agile coach roles. An Agile coach plays an important role in facilitating team members to gain new knowledge and skills. An Agile coach can also act as a mentor in strengthening team members’ skills, particularly for those who have failed to meet expectations. With the proper guidance and adequate expertise, team members can gain benefits through the coaching approach:

“Bring the coach for several times, and pair and teach [them] how to do [sic].” - P6, Team Leader.

The findings of this study indicate that there are a few differences among apprenticeship, mentorship, and coaching. Apprenticeship and coaching focus more on pulling new expertise into Agile teams, while mentorship concentrates on disseminating existing expertise. While all approaches aim to disseminate expertise, the apprenticeship puts a high priority on producing an expert or a master in the specific skill.

In general, apprenticeship and mentorship both involve a relationship between two parties; however, there is a difference between both approaches. The relationship between master and apprentice is a hierarchical relationship, which is based on authority, whereas mentorship focuses on a personal development relationship. Apprenticeship and coaching relationships last as long as they are needed, depending on the purpose of both relationships. Successful mentoring, however, often lasts up to a year, enabling mentors and mentees to learn from one another.

In terms of implementation, mentorship and coaching focus on facilitating and training, whereas the apprenticeship emphasizes learning by collaborating. Apprenticeship and coaching require hiring external individuals to pull their expertise into teams, while mentoring concentrates on disseminating available expertise from internal individuals within the organization.

The role of a coach is to guide teams to continuously improve their Agile practices. Apprenticeship and mentoring, however, emphasize de-
veloping technical skills. Coaching focuses on the whole team, whereas apprenticeship and mentoring concentrate on individual.

Even though there are differences between apprenticeship, mentoring, and coaching, all approaches complement one another as each approach focuses on different purposes in disseminating expertise in Agile teams. Table 5.1 summarizes the differences between apprenticeship, mentoring, and coaching.

Table 5.1: The Differences between Apprenticeship, Mentoring, and Coaching.

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Apprenticeship</th>
<th>Mentoring</th>
<th>Coaching</th>
</tr>
</thead>
<tbody>
<tr>
<td>Purpose</td>
<td>Pull new expertise</td>
<td>Disseminate available expertise</td>
<td>Disseminate available expertise</td>
</tr>
<tr>
<td>Relationship</td>
<td>Authority and hierarchy</td>
<td>Personal development relationship</td>
<td>Task-oriented relationship</td>
</tr>
<tr>
<td>Duration</td>
<td>Short-term</td>
<td>Long-term</td>
<td>Short-term</td>
</tr>
<tr>
<td>Implementation</td>
<td>Learning-by-collaborating</td>
<td>Facilitating and training</td>
<td>Facilitating and training</td>
</tr>
<tr>
<td>Source of expertise</td>
<td>Internal and external expertise</td>
<td>Internal expertise</td>
<td>External expertise</td>
</tr>
<tr>
<td>Type of expertise</td>
<td>Technical skills</td>
<td>Technical skills</td>
<td>Agile practices</td>
</tr>
<tr>
<td>Targeted trainees</td>
<td>A particular individual</td>
<td>The whole team</td>
<td>A particular individual or team</td>
</tr>
</tbody>
</table>
5.2.2 Engaging Hands-on Learning

In order to strengthen learning through an expert-novice relationship, hands-on learning methods can be incorporated into apprenticeship, mentorship or coaching. Transforming the learning experience through hands-on exercises provides opportunity to develop expertise, as well as distribute expertise. Drawing from the research findings, there are four ways to engage hands-on learning in Agile teams: pair-programming, coding dojos, design exercises, and internship programmes.

**Pair-Programming**  Most participants (e.g., P1, P2, P3, P8, P11, P13, P18, P21, P26, P27, and P29) affirmed that pair-programming is a powerful practice in disseminating their expertise to other team members:

“Learning from one another through pair-programming. Keep pairing and everybody will learn and pull expertise.” - P2, Agile Coach.

Pair-programming enables Agile teams to share expertise and indirectly speeds up the work. We found evidence of the usefulness of pair-programming, as shown in our notes during observations at company XYZ:

*During sprint planning, the product owners asked the developers to clarify the unfinished tasks before they proceed with the new user stories. One of the developers mentioned that there were too many user stories for the last sprint. It was hard for him to cope with a lot of tasks. Then, the product owner decided which tasks need to be finished in the current sprint by asking the developer to work in a pair with another developer.* [Observation notes]

**Coding Dojos**  A coding dojo provides a space for Agile team members to learn, practise, and share their programming skills. Pair-programming is
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embedded in coding dojo practices. A coding dojo involves two team members working together to solve the programming problem with feedback and guidance from an audience, mostly other developers. Role rotation is essential to enable audience members to have hands-on programming within the limited time:

“The developers run workshops, [by] running a coding dojo. Then, they will be paired on the computer to tackle some problems. We rotated the team around and we can see what other people are doing.” - P15, Agile Coach.

**Design Exercises** For designing software, several participants indicated that they used design exercises for capturing the customers’ preferences in software design. Design exercises enable customers to put forward possible ideas for designing the software. Agile teams, particularly designers, can articulate the benefits of design exercises by understanding the customers’ needs and sharing and exchanging their expertise with customers:

“We start with branding the logo, colour, and background. So we can feel what kinds of design and style that they want. We run a workshop for a few weeks. We do exercises with magazines and ask them to cut out things that they like. Those influence the needs of the software to be presented. Then, we let them explain and we get the idea from that.” - P20, User Experience Designer.

“We used the design exercise to get some very initial feedback from various parties. Then, it goes to the Scrum team and we also get feedback from them.” - P14, Product Owner.

**Internship Programmes** Hands-on learning can also be gained through an internship programme. This programme requires Agile team members to attach themselves to other teams for a short period of time. The interns
need to collaborate and gain experience and knowledge through a different working environment. The ultimate goal of the internship programme is to bring new knowledge and skills into Agile teams:

“Internships are like short apprenticeships where people can learn from people who are really good at something by working alongside them. They temporarily join another squad for two to four weeks and learn as much as they can.” - P12, Agile Coach.

“We do a lot of exchanges. For the last six months I have been working in Bangalore. When I came back I can let others know about what I have learnt. Learning more about other cultures. We learn a lot when we come from a different environment.” - P30, Business Analyst.

These hands-on learning methods can be incorporated in expert-novice relationships. For instance, pair-programming is used in implementing an apprenticeship, as an apprenticeship emphasizes learning by collaboration. However, most identified hands-on learning methods are applicable to foster shared learning even without master or coach involvement.

The findings of this study indicated four ways to engage hands-on learning in Agile teams: coding dojos, pair-programming, design exercises and internship programmes. There are probably other hands-on learning methods available for Agile teams which were not discovered by this study. The emergent hands-on learning methods offer another approach for accessing expertise in Agile teams.

5.2.3 Running Effective Meetings

Effective meetings allow for open conversation that draws upon Agile team members' knowledge and skills to solve problems arising during the development of software projects. Running effective meetings indirectly leads to accessing expertise among Agile team members.
The findings of this study indicated the importance of Agile meetings, such as a daily stand-up meeting, sprint planning, retrospective and sprint review. Most participants (e.g., P5, P11, P15, P21, P22, P27, P39, and P41) indicated that these meetings allow for open conversation that draws upon Agile team members’ knowledge and skills to solve problems arising during the development of software projects. Solving the problem often requires accessing expertise among team members. There was evidence of accessing expertise during Agile meetings, as shown in our notes on Team A during observations at company XYZ:

> During the sprint review of Team A, one of the developers addressed a part of the current system, which required a clarification from the product owner. After listening to the product owner’s explanation, he found that he might be unable to rewrite the code for that part of the system. Then, everyone in the meeting tried to provide suggestions and opinions for solving the issue. Most of the time, however, they relied more on the product owner to provide solutions on how to solve the issue arising including technical skills. [Observation notes]

Observations and interview results consistently showed that Agile meetings enable team members to find solutions for issues or problems arising. Agile teams, however, should avoid predominantly relying on a single point of expertise for solving problems. This situation could prevent the richness of team knowledge, because the ideas were mainly from a single point of view. When Agile teams are overdependent on a single expert, there is a possibility of being unable to proceed to the next stage of tasks, particularly when facing problems or issues without the assistance of that person.

In contrast at Team B, the product owner addressed an issue related to unclear and ambiguous user stories during sprint planning (see Figure 5.4). He asked for opinions from developers to improve the user story. This is a good practice of accessing expertise, which involves all team
members contributing their knowledge. Every member takes responsibility for all user stories and puts effort in to understanding each user story, and indirectly supports collective code ownership. Our observation notes also indicate another incident that facilitated collective code ownership:

*During the sprint planning, the developers of Team B asked the product owner for a clarification on sprint backlogs. When discussing each sprint backlog, we found all developers kept asking questions to deeply understand the backlog. This information was useful to assist them in listing and sizing tasks related to the sprint backlog (see Figure 5.5).*

Based on the above observation notes, we found it was hard for us to determine who was responsible for a specific sprint backlog. The code was owned and shared by the entire team, and every team member had permission to change and refactor the code (refer to section 2.3.2). Accessing expertise involves inter-dependencies between team members in sharing their knowledge and indirectly facilitates collective code ownership.

The observations also revealed that Agile meetings were used to discuss how to access internal or external expertise, when there was insufficient capacity of expertise. Figure 5.6 shows the stand-up meeting of Team A and led to the following observation notes:

*During the stand-up meeting, the product owner had been informed that one of the developers was unable to work for the current sprint. In order to deal with insufficient capacity of expertise, they agreed to access expertise located outside their team.*

In order to manage teams involved in an Agile software project, Participants 41, indicated the importance of Scrum of Scrums meetings in coordinating tasks and expertise:

*“They have a Scrum of Scrums meeting, which all Scrum masters [need to] attend the meeting twice a week. They talk about what the*
team blockers are. Maybe there are dependencies between blockers. We need to know what dependencies are related to.” - P41, Agile Coach.

The Scrum of Scrums meetings enable all teams to coordinate tasks and identify impediments that block the progress development of the software project. The representatives of each team (such as the Scrum Masters) discuss possible solutions for managing the defined impediments. At this point, finding solutions requires sharing and integrating the expertise of the team representatives.

Besides Scrum of Scrums meetings, there are specific meetings for certain Agile roles such as developers’ meetings and testers’ meetings.
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Even though these meetings are more applicable for traditional software development projects, Agile software projects, particularly large-scale application-development projects, really need these meetings. While Scrum of Scrums meetings focus on teams in general, these meetings emphasize task coordination and problem solving in a specific Agile role:

“The testers have the testing meetings. The developers also have the development meetings. We do a round table to update stuff. If there is something causing a big problem, then, we try to discuss about that.”
- P45, Software Tester.

Furthermore, specific Agile role meetings provide a space for learning
and sharing expertise among Agile team members within the same role:

“In order to share knowledge, to grow and to learn, all Business Analysts meet at least once a week.” - P46, Agile Coach.

For learning and sharing expertise, a demonstration session is integrated in intra-team meetings. A demonstration session is also useful for presenting the progress of tasks and indirectly assists all teams to determine the overlap and dependencies between tasks. Therefore, the dependencies between tasks and who is responsible for each task can be easily visualized as depicted in Figure 5.7:
“We actually have a weekly meeting and we share design critique. We show what we have been working on for the week. I found there is a tool that helps me a lot in this project. So I demo the tool to my team mates.” - P38, User Experience Designer.

“Every week we have a demo session. For example, our team worked on search function. The other team came into the session and we showed them what we had. So, they could see what other teams were working on. They knew what will affect their tasks rather than the Scrum master talking to the team. Then, the entire team knew what was affecting the other teams. So, they knew who they can talk to.” - P47, Developer.
Agile teams should understand the purpose of each meeting and figure out the best way to run the meeting effectively. Integrating rules and procedures tends to assist Agile teams to run effective meetings and indirectly improves accessing expertise through meetings.

5.2.4 Establishing Discussion Channels

Having meaningful discussions through the right platforms helps to enable distribution of expertise in Agile teams. Four discussion channels have been identified from this research finding: interest groups, chat tools, knowledge sharing sessions, and robust debate.

**Interest Groups**  The findings of this study revealed that interest groups provide a solid base of interconnection among peers who have similar interests in a particular area of expertise. Agile team members meet for face-to-face discussions on a regular basis to share their expertise and learn from each other:

“They set up some special interest groups for sharing knowledge within the company such as testing community, and developer community.” - P15, Agile Coach.

**Chat Tool**  A chat tool is another discussion platform that facilitates the distribution of expertise. Agile team members have the ability to communicate by sharing their expertise at any time:

“We got Internet Relay Chat (IRC). It is an in-house chat [tool] for chatting within a specific group such as testers’ group, developers’ group, with different channels. This place is where we can share the information.” - P17, Software Tester.

“HipChat is really good. It is a team online chat like Skype.” - P46, Agile Coach.
Knowledge Sharing Session  Through knowledge sharing sessions such as learning days and open space, Agile teams have a great opportunity to share their expertise. For instance, one of the participants mentioned that his organization runs a learning day for every sprint to foster a knowledge sharing culture in Agile teams:

“We have a learning day. Every sprint, we have a learning day. So we make activities for sharing knowledge.” - P39, Agile Coach.

Agile teams also adopt successful conference or seminar programmes in an Agile working environment. For example, open space has been applied in Agile teams as a platform in sharing knowledge and skills:

“We have an open space for about four hours. The first 30 minutes, we suggest the session. We have four slots and people can join the session. Open space is quite similar to open jam.” - P39, Agile Coach.

Robust Debate  Surprisingly, a few participants (eg. P4 and P31) noted that it is normal to have robust debates when they were collaborating:

“We worked on the story. We had quite a lot of debate. If you look [from] outside, it might look like we are arguing and screaming at each other. But look inside, it is just a reflection of passion. All the time the idea is moved.” - P4, Agile Coach.

“Usually when the developers debate or disagree, I will let them do it. Even if the communication is bit heated, as long as they keep the professional level, I think it is fine. Sometimes, they need some fire to get better.” - P31, Scrum Master.

The aim of robust debate is to reach a resolution by finding convincing arguments. Open and genuine debates allow the distribution of expertise, particularly in solving problems and making decisions.
5.2.5 Archiving Explicit Knowledge

The previous approaches emphasize distributing tacit knowledge compared to explicit knowledge. As previously mentioned (see section 2.1), it is important to externalize tacit knowledge into explicit form for supporting expertise coordination. Therefore, another concept archiving explicit knowledge has emerged to describe how explicit knowledge can be disseminated, shared, and preserved in Agile teams through whiteboards, videos and document management tools.

**Whiteboards** The findings of this study revealed an interesting point, regarding an issue of being a hero in a team:

“We have got one resource here, who is being a single point of success for our team. He had to start coaching people and he needed to start spreading his knowledge. But nothing was happening because he had no time. He was too busy being a hero, fighting and fixing things. He could not spread his knowledge out.”—P22, Scrum Master.

As many problems occurred when relying on the only single expert in a team, a whiteboard was used as an initial stage in externalizing the expert’s knowledge into explicit form:

“We asked the team to list at least 10 things that they needed to know on the whiteboard. So this guy [who is an expert] had to teach all the items. That was relatively successful and made some progress.”—P22, Scrum Master.

Sketching on whiteboards also facilitates Agile team members to externalize their mental models of expertise. The tacit knowledge can be visualized in explicit form through the sketch. The sketch has the ability to support the face-to-face communication in strengthening the distribution of expertise:
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“That’s very much like having some design sketch on a whiteboard. We need the sketch to understand and communicate how to do the code [sic].” - P2, Agile Coach.

Video  Videos can deliver knowledge and skills among Agile team members. Replaying the same video content for different audiences tends to save time and cost:

“You just point the video and let them watch the video. If you have 100 people, then 100 people can watch the video. Everybody can have the same understanding [sic].” - P2, Agile Coach.

Document Management Tools  Two document management tools have been identified from the findings of this study: Google Docs and Wikis. Google Docs allows Agile team members to create, edit, and share documents online. One participant claimed that he shared documents not just for sharing the software project information, but also for disseminating individual knowledge and skills. Everyone has the opportunity to access and update the shared documents in order to distribute expertise:

“For us as testers, we have spreadsheets on Google Docs for [saving] command lines. We share the command lines that we know on the spreadsheets, which are accessible for everyone.” - P17, Software Tester.

“We also use SharePoint. We can add folders, add projects, and each project has its own site. All documents can be uploaded to that site. Everyone can access and of course we can give access to everyone.” - P33, Project Manager.

Most participants (eg. P2, P16, P24, P31, P33, P42, and P46) argued that wikis are widely used in Agile teams for sharing knowledge. A strategy used by one of the participants, P2, for orientation purposes was sharing tribal knowledge through wikis:
“Now, many teams use wikis. Wikis actually report on some tribal knowledge...if the new developer joins, then they use this as induction [sic].” - P2, Agile Coach.

Tribal knowledge is undocumented knowledge normally embedded in an expert’s memory, which is very hard to retrieve, unless through an effective transmission of knowledge. Failure in retrieving tribal knowledge could cause many issues in accomplishing tasks. For example, Participant P42 claimed that:

“He had been on the team for a couple of years. He knew the product very well. There was no testing documentation. So, his tribal knowledge was returned to the history, and was really important for the team to success. He had the breadth of understanding of the products. He was able to be very effective and helped the team to solve any issue. When I joined the team, it was very difficult for me to get started because I didn’t have any reference.” - P42, Software Tester.

Wikis allow the transition of tribal knowledge from undocumented knowledge to written knowledge. Through Wikis, Agile team members can share information that should be known by a newcomer before they engage in software development projects. Wikis play an important role in preserving tribal knowledge and supporting organizational memory.

5.3 A Relationship Between Categories of Expertise Coordination Process

Most of the findings of this study have shown the existence of the steps in sequence as depicted in Figure 5.8, where locating and recognizing expertise is the first step and is followed by accessing expertise. In certain circumstances, however, Agile teams need to share their expertise through accessing expertise before locating and recognizing expertise. For instance, Agile
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Figure 5.8: Relationships between Locating and Recognizing Expertise and Accessing Expertise.

team members have to demonstrate their work to others in order to gain recognition of their expertise.

Our findings revealed several approaches to locating and recognizing expertise and accessing expertise. Even though every step has its own approaches, we found common features in locating and recognizing expertise, and accessing expertise as follows:

- Both steps rely on effective communication and working closely together for successful expertise coordination. Although communicating frequently and working closely together are parts of locating and recognizing expertise approaches, these approaches indirectly facilitate the emergent approaches of accessing expertise.

- Agile practices such as daily-stand up and retrospective meetings foster the expertise coordination process.

We formulated a hypothesis based on a relationship between locating and recognizing expertise and accessing expertise as below:

H1 : locating and recognizing expertise will have a positive influence on accessing expertise.
The hypothesis was formulated based on the relationship between the emergent categories (see section 9.1.1.4). This hypothesis was stated in a positive manner to indicate a positive relationship between categories. For example, in the relationship between locating and recognizing expertise and accessing expertise, we found that locating and recognizing expertise tends to facilitate accessing expertise; Agile team members can easily retrieve available expertise once they know the owners of that particular expertise. Instead of possessing a massive amount of knowledge, every Agile team member just needs to know the owners of specific expertise. Once a team member needs certain expertise, they can identify the person who possesses that expertise and can access the expertise by relying on that person.
This chapter describes how Agile teams manage and utilize outside expertise. The findings of this study revealed two different types of outside expertise that are involved in coordinating expertise: external specialists and outsourcers.

An ‘external specialist’ is someone from outside the Agile teams but within the same organization, such as user experience designers, database administrators, and software architects. The external specialist is responsible for supporting Agile teams by bringing specialized skills. Agile teams can rely on individuals, parts of teams, or whole teams of external specialists. Each Agile project requires different types and numbers of external specialists depending on the project size and team composition.

Some companies also use outsourcing as a solution to fill in the skills gap or staff shortages. ‘Outsourcers’ can be either an individual or a group of people from external companies, who provide their expertise to Agile teams for a certain period of time depending on contract agreements. Their
roles vary depending on the Agile teams’ requests and are not restricted to Agile roles only. Table 6.1 summarizes the differences between external specialists and outsourcers.

Table 6.1: The Differences between External Specialists and Outsourcers’ Characteristics.

<table>
<thead>
<tr>
<th>External Specialists</th>
<th>Outsourcers</th>
</tr>
</thead>
<tbody>
<tr>
<td>internal/external individual or teams</td>
<td>external individual or teams</td>
</tr>
<tr>
<td>support Agile teams depending on requests or throughout the whole project</td>
<td>fill in the expertise gap or staff shortages</td>
</tr>
<tr>
<td>specialist supporting roles</td>
<td>Agile roles or specialist supporting roles</td>
</tr>
<tr>
<td>working on a permanent basis</td>
<td>working on a contract basis</td>
</tr>
</tbody>
</table>

Based on the findings of this study, the reasons for relying on outside expertise in Agile teams are twofold:

**Coping with new technology and paradigm** Rapid growth in software technology involves a variety of frameworks, platforms and tools. The pace of change requires Agile teams to seek new skills and knowledge. When there is no in-house expertise, some companies rely on outside expertise as a solution for gaining new expertise:

“There are a lot of external new things that come along such as new frameworks, architectures, and tools. It is really difficult to have a workforce with those skills. Unfortunately, we are relying more on third parties to do all that work. We don’t have the skill set internally and getting new skills is harsh.” - P24, Scrum Master.
New software technology requires more roles in Agile teams, which requires specialized expertise:

“Due to large products, our company requires specialization in a specific area. There are different browsers, tablets, mobile phones, and [software] requirements are getting bigger [sic]. Then, more [job] positions are required in Agile projects.” - P20, User Experience Designer.

In order to cope with new technology, some participants used outside expertise as a platform to learn new knowledge and skills:

“When we bought new technology, we hired a contractor to learn that technology.” - P26, Team Leader.

Agile teams sometimes face difficulties shifting to a new paradigm for developing software, including new practices, tools, and techniques. Consultants can be hired to assist Agile teams to change to a new paradigm:

“..... to change from the data warehouse, I had somebody come as a consultant to change our direction. The consultant has changed my mind and changed the direction of our project. So, the consultant was good for bringing a paradigm shift and convincing us to work in a new way.” - P26, Team Leader.

Changing teams’ paradigms can require bringing new skills and knowledge into teams through external specialists and outsourcers.

**Insufficient capacity of staff** Failure in forming teams with the right capacity of staff tends to cause staff shortages. Outsourcing is often the fastest solution to fill the gap:

“When we are not staffed appropriately or we don’t have the skill set to accomplish the project, we need consultants.” - P36, Developer.
The need for outside expertise depends on the size of software project. A big software project is often complex and requires more staff capacity. The findings of this study indicated that Agile teams often use outsourcing for testing the software due to insufficient staff:

“The biggest problem at our site is we don’t have enough software testers. We have expertise in testing but the testing department is very new. There are only a few staff members and they need to work on many projects. We need more testing resources.” - P29, Developer.

The category Coordinating Outside Expertise emerged from the data analysis to describe how Agile teams, external specialists and outsourcers depend on each other to manage and utilize expertise outside teams. This category emerged based on the interviews of five external specialists: user experience designers, devops engineers, and one software architect. This category also emerged from the interviews with outsourcers, who had roles as developers and testers. These findings were also based on some Agile practitioners’ perspectives of their experiences dealing with outside expertise.

The findings of this study revealed six strategies of coordinating outside expertise: planning ahead (S1), understanding Agile mindset (S2), ensuring consistency (S3), retaining external expertise (S4), treating outsourcers the same as in-house staff (S5), and keeping everyone on the same page (S6).

The relationships between the strategies of coordinating outside expertise are summarized in Figure 6.1. The oval shapes represent strategies, and arrows represent relationships between strategies. The figure depicts similar strategies involved in coordinating external specialists and outsourcers’ expertise: planning ahead (S1), understanding Agile mindset (S2), ensuring consistency (S3), retaining external expertise (S4), and keeping everyone on the same page (S6) are relevant for coordinating both external specialists and outsourcers’ expertise. A strategy of treating outsourcers the same as in-house staff (S5) is specifically applicable for coordinating outsourcers’ expertise in Agile teams.
6.1 Strategy 1: Planning Ahead

A strategy of planning ahead (S1) is used by teams to address availability issues that exist when Agile teams deal with outside expertise. Availability refers to the ability of external specialists and outsourcers to be present in Agile teams when their expertise is needed. The availability of external specialists and outsourcers in Agile teams depends on their workload and type of involvement. Workload is the amount of work assigned to external specialists in a specified period of time. The more work assigned to external
specialists and outsourcers, the more time they need to spend with the Agile team:

“It depends on how much we need them. Sometimes, we need full-time experienced designers to develop front-end applications, which involves a very intensive design.” - P41, Agile Coach.

Agile teams need to decide how to engage with external specialists and outsourcers. There are two ways external specialists and outsourcers can be involved in Agile teams:

- Throughout the whole project:

“The DBA is actually involved throughout the life cycle of the project.” - P19, Business Analyst.

- Upon request:

“I’m providing some sort of consultation. The team will ask me questions when my Agile team needs me.” - P44, Software Architect.

Most participants (e.g. P12, P18, P27, and P33) claimed that availability of external specialists and outsourcers are challenging for Agile teams. Agile teams had to rely on external specialists and outsourcers who were involved in multiple projects at one time. It was very hard for the external specialists to allocate their effort, responsibility, and time to the Agile teams. External specialists were sometimes unavailable when their expertise was needed. Such delays caused bottlenecks that affected the performance of teams:

“We have difficulties, such as the DBA is very busy and handles multiple projects. So to get his time can be more challenging.” - P33, Project Manager.
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“He has a lot of other stuff to do. He has to do the database for other projects. So, he has to dedicate his time and skills when they are needed.” - P27, Developer.

The availability is also caused by a shortage of permanent staff for Agile Software Development projects.

“There is a shortage of permanent staff in Wellington, particularly for Agile scope. To find the right person with Agile [experience], it is still proving difficult in Wellington, especially permanent staff.” - P48, Tester.

Therefore, some software organizations choose to hire outsourcers for Agile Software Development projects. Unfortunately, hiring outsourcers involves more cost than recruiting permanent staff:

“It is expensive to bring in the contractor. I don’t see everything as smooth but it’s definitely challenging.” - P36, Developer.

“A lot of permanent staff are going to contracting. Because they know they do the same kind of work but they can be paid a lot more.” - P48, Tester.

Availability issues can be addressed through planning ahead, where Agile teams together with external specialists and outsourcers derive a shared vision of software development activities including tasks, workloads, and time frames. Planning ahead determines when external expertise is needed for a particular software project. Planning ahead requires Agile teams to discuss their plans with the external specialists or outsourcers to ensure the plan suits the external specialists’ and outsourcers’ availability. If there is an overlap with other tasks or projects, the Agile teams together with the external specialists or outsourcers need to adjust the plans to ensure the availability of external specialists or outsourcers:
“Usually, what we do is we plan ahead of the release. For example, we needed a solution architect for two or three months. So we tried to get them involved before that. We told them earlier when we needed them to be involved. Again it comes to planning. During planning, we get everyone to be involved. We make sure that they know what they need to do.” - P33, Project Manager.

Planning ahead relies on prioritizing tasks. Several participants (e.g. P12, P20, P35, P36, P41, and P44) indicated several criteria in prioritizing tasks. The value of the task should be the most important criterion when deciding which project needs to be worked on. The workload and period of time to accomplish the tasks should also be considered when prioritizing the tasks:

“Even they are outside resources that we depend on, we need to figure out what is the priority of the task compared to the other tasks.” - P36, Developer.

Figure 6.1 shows the relationship between planning ahead (S1) and keeping everyone on the same page (S6). Planning ahead (S1) depends on keeping everyone on the same page (S6) between Agile teams and external specialists, as well as outsourcers. This relationship is discussed in subsection 6.6.

### 6.2 Strategy 2: Understanding Agile Mindset

A strategy of understanding Agile mindset (S2) is needed to be considered when engaging external specialists. External specialists and outsourcers may have a range of different software development backgrounds including Agile and non-Agile approaches. Some participants (e.g. P12, P18, P26, P27, P35, and P44) reported that they have to deal with external specialists and outsourcers who are unfamiliar with Agile methods. External specialists and outsourcers who are unfamiliar with or refused to apply Agile practices often work in different ways:
“I think it is hard because it is an external company. They got their way [sic] and we got our way in doing things. We tried to coordinate with something and it was quite difficult.” - P18, Developer.

It is hard to coordinate tasks when Agile teams and outsourcers work in different ways. Consequently, many problems will occur and cause project delay and cost overrun:

“The tester doesn’t use Agile methods, and it’s very hard for her to turn up for Scrum meetings.” - P23, Developer.

“That varies on contractors. It is not necessary for them to know about Agile and a lot of them don’t. Some of them, if they have enough autonomy and authority, will resist and they won’t be Agile. They will do things in their own way.” - P26, Team Leader.

“They intend to do things in their own way. The contractor often brought the project into trouble with lateness and bringing more resources.” - P26, Team Leader.

Some external specialists refused to learn and apply Agile practices, presumably because they did not see the importance of Agile values. This leads to Agile teams facing many problems when dealing with non-Agile external specialists. For instance, some external specialists were unable to align work with the sprints which required continuous value delivery at the end of each sprint. As a result, the external specialists failed to produce what they were expected to deliver for Agile teams on time:

“They [external specialists] didn’t go to the same Agile training that we went through. We started doing our project, and we called our Database Administrator. We need these tables to be set up in two weeks. But it didn’t go very well.” - P35, Developer.
Consequently, external specialists had to carry over the unfinished tasks to the next sprint and this delayed the next tasks. This situation became worse when the Agile teams could not continue their work due to dependencies on external expertise. Therefore, the Agile teams faced a problem in managing and coordinating rescheduled tasks. Without proper organization of tasks, it was hard to keep track of the tasks’ progress:

“Then, the way we receive the requirements is like a waterfall model. They won’t accept iterative release for the product. We quite often postpone and move the current stuff to the next sprint. That’s not enjoyable. Sometimes we also couldn’t believe what we had achieved or what we didn’t achieve for the last sprint. That’s the problem of continuity. There is a start and stop for several times [sic].” - P27, Developer.

User Experience Designers are another kind of external specialist that typically prefer to produce a comprehensive user interface design before implementation begins. As Agile practices undertake relatively little up-front design, this has a big impact on the Agile teams, particularly the lack of feedback from the development side in improving the design:

“The User Experience Designer is the last batch of the waterfall approach [sic]. They don’t know about the Agile method. They prefer the up-front [design] and not to share their work until it is finished [sic]. We have problems with that.” - P12, Agile Coach.

Agile approaches are very personality driven and require particular personality traits in Agile teams. Several participants claimed that they struggled to deal with some sorts of external specialists’ misbehaviour:

“We had to deal with two DBAs. From time-to-time, we invited one of the DBAs for our stand-up or sprint review. But he just came once a week. It was because of the personality of the guy, who was quite difficult to deal with.” - P27, Developer.
Struggling with misbehaviour also happens the other way around. In certain circumstances, external specialists also have to deal with personality conflicts between Agile team members. One participant reported that he had faced difficulties when dealing with an Agile team member who refused to compromise in doing tasks together:

“I can’t stand some behaviours. There might be a situation where a person holds a particular position for so long. There is no give and take.” - P44, Software Architect.

Coordinating outside expertise relies on the ability of Agile teams and external specialists, as well as outsourcers, to work in a cooperative manner. The progress of the project will suffer when cooperation is disrupted. It is very hard to develop good cooperation between Agile teams and external parties when personality conflicts happen in Agile projects.

Coordinating outside expertise relies on the ability of external specialists and outsourcers to align their work with Agile values and practices. In order to be familiar with and understand Agile values, it is vital to embrace understanding Agile mindset (S2), which assists external specialists and outsourcers to work with the expectation of Agile teams.

Some Agile teams provide information about the Agile method to the external specialists through meetings, discussions, training, or workshops. This step facilitates the external specialists to be mentally prepared before engaging in Agile teams:

“We have explained a lot of times upfront to [the external specialists] who have signed up for the team. We discussed with them what and how we’re doing in Agile [ways]. So they knew what they are responsible for and when it needs to be done. So once we started doing that, they got more ideas about the Agile [method]. Once they started to understand, then they started to communicate and learn more. It looks better now.” - P44, Software Architect.
One of the participants claimed that he joined his Agile team without a basic understanding of Agile methods. He consciously applied the Agile practices once he immersed himself in Agile teams:

“Yes, I hadn’t discovered Agile [methods] and started working with Agile teams. I consciously used Agile [methods]. Knowing Agile is not compulsory. You can find a person who doesn’t know anything about Agile [methods], but can act in an Agile way.” - P44, Software Architect.

It is quite challenging to deal with external specialists and outsourcers who are reluctant to accept Agile methods. One of the participants (P26) indicated that he did not force them to work in an Agile way. He gave them authority to apply their own software method. From time to time he and other Agile team members tried to educate the external specialists and outsourcers by showing the benefits of Agile practices. Through good behaviour that had been demonstrated by Agile team members, there is a possibility that external specialists and outsourcers may change their mind-set into Agility:

“If they have enough autonomy and authority, they will resist and won’t be Agile [people]. They will do things their way. Some people don’t believe in Agile methods. If anybody refuses to apply the Agile method, we have to respect them. They have their experience, and the way they are doing things. As the project progressed, when something went wrong, I said, ‘Hey look, this is why we do the Agile way.’” - P26, Project Manager.

As Agile methods emphasize people and interaction, people skills are essential resources for Agile projects. People skills are hard to gain without the ability to interrelate with others. Thus, people skills can be developed through an awareness of how to interact with others and practising those skills in the right ways:
“The most important things are they can talk and communicate. Those are people skills that they should have more than anything else. They can do their jobs but they should be able to interrelate with people. If they can’t interrelate with somebody, I don’t think Agile works for them.” - P4, Agile Coach.

Educating external specialists to act in an Agile way requires a willingness from both parties, Agile teams and external specialists. The Agile teams need to understand the Agile method and behave in an Agile way. They also need to educate the external specialists and outsourcers about Agile values and practices. The Agile teams need to know and apply suitable methods for educating the external specialists and outsourcers about Agile methods. The perception and willingness of the external specialists and outsourcers to shift their paradigm into the Agile way, however, determines the success of educating them about Agile methods.

As depicted in Figure 6.1, understanding Agile mindset (S2) is interrelated with keeping everyone on the same page (S6) in coordinating outside expertise. Failure to understand Agile values and practices hinders external specialists and outsourcers from communicating and collaborating effectively with Agile teams. As a result, external specialists and outsourcers do not realize the importance of Agile meetings such as daily stand-up meetings or retrospectives in establishing effective communication and collaboration with Agile teams.

### 6.3 Strategy 3: Ensuring Consistency

The strategy ensuring consistency (S3) is vital when considering stability issues that arise in Agile teams. Stability refers to keeping Agile teams stable with a low rate of turnover of both team members and external specialists, as well as outsourcers. Stability is an important factor that tends to affect expertise coordination in Agile teams. Many problems arise when
there is high fluctuation in Agile teams including external specialist and outsourcer turnover.

Some external specialists reported that they have had to change to another team while they were still working on on-going Agile projects. They have had to adapt to a new environment with different specifications once they moved to a new team. It takes time for them to cope with the new team and indirectly affects their progress. Failure to adapt to the new team could cause them to be unable to produce the expected deliverables on time:

"Changing teams happens all the time. Frequent changes in the [Agile] project requires me to be flexible.” - P38, User Experience Designer.

Involvement in unstable Agile teams has a negative impact on the external specialists and outsourcers. For instance, one of the participants, a software architect P44, claimed that he didn’t see the benefit of his presence in the Agile team. It was impossible to get support from Agile team members to accomplish his tasks while the team was struggling to solve their internal problems:

"People move to another team regularly. Teams need to recover from the changes. The team can’t get stable and gel together. So my role moves slowly. They are busy with other stuff, and they don’t engage. Nothing is done. So my role becomes irrelevant because [the project] it is not progressing well. So, there is no point.” - P44, Software Architect.

Ensuring consistency is essential when dealing with stability issues. Participant P38 pointed out the need for a consistent standard of work. Coping with frequent external specialists turnover requires a consistent standard of work, which enables a new external specialist or outsourcer to easily adapt to the new team and work:
“Frequent changes in the [Agile] project require me to be very flexible. I have to familiarize myself as quickly as possible. So, we make sure that we do things more consistent [sic]. It is not difficult for someone to pick up the work.” - P38, User Experience Designer.

Figure 6.1 shows a relationship between ensuring consistency (S3) and keeping everyone on the same page (S6). Communication will be disrupted when existing external specialists leave Agile teams and new specialists join teams. It is difficult to enable effective communication among Agile teams, external specialists, and outsourcers when there is a high rate of turnover.

6.4 Strategy 4: Retaining External Expertise

In coordinating outside expertise, retaining external expertise (S4) is important to capture external specialists’ knowledge and preserve the knowledge within Agile teams. Retaining external expertise should be extended to every segment of Agile teams, including outsourcers:

“The things that got my bear there is a sustainability [sic]. How can the team learn from the person who comes in and then disappears? How can we extract the knowledge and learn from them?” - P16, Agile Coach.

Several participants (e.g. P23, P26, P27, and P33) posited that they preferred working with in-house staff because team knowledge is retained in Agile teams:

“The permanent staff are easier because the knowledge stays here.” - P27, Developer.

Once the project is finished, outsourcers will leave the teams, taking their expertise with them. Many problems can occur if there is no effort to retain the outsourcer’s knowledge:
“The outsourced staff are expert but the only problem is, once the project is finished, they will go. If they are not passing their knowledge to the internal staff, the maintenance and supporting work become hard. When they go, the knowledge will be lost.” - P23, Developer.

One of the participants, however, reported that time constraints hinder the knowledge sharing between outsourcers and Agile teams:

“They are very good but to a certain extent they find it very hard to delegate their time to teach a particular guy.” - P23, Developer.

Retaining outsourcers’ expertise depends on roles and the project’s needs. Agile teams need to decide which outsourcer’s expertise has a significant impact on future tasks and projects. For instance, more priority is put on developers than testers since the developer’s knowledge is important for maintaining the software:

“We have people from outside work with us, such as testers. The whole testers, the testing team, we outsource. There is no issue in sharing expertise with them. We have a kind of problem with the developers that we are outsourcing. They normally take their knowledge away, as the project is finished. That can be quite challenging if we want to do software maintenance. But for testers, it is more like testing, finding bugs, quality issues, and there is no challenge.” - P33, Project Manager.

The same goes for external specialists. Agile teams need to decide which external specialists’ expertise has a significant impact on other roles. For instance, sharing software design ideas with developers assists developers to implement the software. This tends to speed up the development of software project:

“We help developers to understand the design principles and get them to sketch with us.” - P38, User Experience Designer.
Agile teams rely too much on external specialists when they fail to retain external specialists’ knowledge. These dependencies tend to affect and delay other tasks. Thus, it is essential to transfer external specialists’ knowledge to Agile team members. If external specialists are unavailable, at least someone in the team needs to be able to troubleshoot simple and routine problems.

“If possible we try to make sure the DBA can share his work and gain a new skill. So we try not to rely so much on him.” - P39, Agile Coach.

Retaining external specialist and outsourcer expertise in Agile teams is vital for long-term retention on external expertise. Failure to sustain external specialist and outsourcer expertise will affect the team’s knowledge in the long term. If the expertise is not retained, Agile teams have to continue to rely on outsourcers for maintaining the software or committing to the next project.

For long-term investment, retaining external specialist and outsourcer expertise is vital for managing the next task and new projects. It is impossible to retain all external specialist and outsourcer knowledge and skills. Thus, Agile teams need to decide which expertise needs to be retained and how to retain it:

“But at the end, some knowledge will walk out the door with the contractor. We can’t guarantee every skill that the contractor has can be passed on to the staff.” - P26, Team Leader.

There are several approaches for retaining external specialist and outsourcer expertise in Agile teams, such as pair-programming, documentation, and mentoring (refer to Chapter 5):
CHAPTER 6. COORDINATING OUTSIDE EXPERTISE

6.4.1 Pair-programming

Several participants [eg. P26 and P33] mentioned the use of pair-programming in transferring outsourcers’ expertise into Agile teams. Pair-programming emphasizes the development of skills among Agile team members. Once Agile teams can grasp the skills, there is probably less dependency on outsourcing in future:

“Other than that, we also use pairing, and the contractor is paired up with the developer.” - P26, Team Leader.

“We need to do a lot of knowledge sharing, pair-programming, between internal and external people.” - P33, Project Manager.

6.4.2 Documentation

As opposed to pair-programming, which gains expertise tacitly, documentation is used to capture outsourcers’ knowledge explicitly. This method is applicable as references for managing future tasks and might be for future projects.

“If we have consultants, we have to make sure their knowledge can be passed on to the permanent staff. It might be through documentation.” - P27, Developer.

6.4.3 Mentoring

Outsourcers can act as mentors in facilitating Agile team members to gain new knowledge and skills:

“If we have consultants, we have to make sure the knowledge can be passed to the permanents staffs, might be through documentation..... We also pass on knowledge by mentoring.” - P27, Developer.
With the proper guidance and adequate expertise of outsourcers, Agile teams can gain benefits through the mentoring approach:

“We engage with external consultants to define the design language for our product. It will be our design guidelines. Then, we will use the design guidelines to influence our general design. So, the product owner has to pick up the skills for designing the user interface.” - P31, Scrum Master.

Willingness to share knowledge is a basis of retaining outsourcers’ knowledge in Agile teams. Most participants (e.g. P12, P23, P26, P27, P31, P38, and P39) indicated a positive knowledge sharing culture between outsourcers and Agile teams. As many opportunities for work are available for outsourcers, there is nothing to lose when outsourcers pass their knowledge and skills to Agile teams:

“In the past I had contractors who had developed the software and gave it to us, that’s it. But most of the time I see, especially in Wellington, where there is too much work for contractors here. They are not really afraid to share their knowledge about their work, because they know so much work is coming.” - P24, Scrum Master.

Figure 6.1 shows the relationship between ensuring external expertise (S3) and keeping everyone on the same page (S6). Ensuring external expertise (S3) depends on keeping everyone on the same page (S6) between Agile teams, external specialists, and outsourcers. This relationship is discussed in subsection 6.6.

### 6.5 Strategy 5: Treating Outsourcers the Same as In-house Staff

A strategy of treating outsourcers the same as in-house staff (S5) is important to bridge the gap between outsourcers and Agile teams since they are new
to Agile teams and have little time to adapt to a new working environment. Coping with a new environment requires outsourcers to understand the software development process. Outsourcers need extra time to learn the software domain before engaging in their work:

“I don’t see everything as smooth but it’s definitely challenging, because they don’t understand the application. They are new to the company. So, we have to give them some time to learn about the application.” - P36, Developer.

There is a negative impact on Agile teams if the outsourcers are unable to adapt to the new environment quickly and understand the software domain and application. This situation tends to affect the development progress of software.

In a new working environment, it will take time to get to know in-house staff:

“Knowing who is in the team, how they work and building that trust again, it is slow to begin” - P48, Tester.

Consequently, a few outsourcers are overconfident in their field of expertise. This becomes worse when they are unable to recognize available in-house expertise:

“The contractors come in with a lot of self-confidence on their own. They are very confident in what they are good at. Sometimes, they don’t necessarily see in-house staff who have expertise.” - P26, Team Leader.

The same thing goes for Agile teams in getting to know outsourcers. As outsourcers are new to Agile teams, it is vital to identify and recognize outsourcers’ expertise. Hence, one of the participants (P24) claimed that he preferred working with in-house staff because they knew the available in-house expertise:
“I prefer permanent staff because in the next project I know who did
good jobs in the previous project, and I know what skills they have.” -
P24, Scrum Master.

It will take time to build trust between Agile teams and outsourcers.
Different expectations in the level of expertise can cause difficulties in
achieving mutual agreement between Agile teams and outsourcers.

As outsourcers are external parties, it is important to bridge the gap
between them and Agile teams. One of participants treated outsourcers
the same as in-house staff to assist the outsourcers to quickly adapt to an
unknown working environment:

“A diversity of people is always good. The contractors come in and
give us a certain thing [expertise], but we have to manage them as
permanent staff.” - P26, Team Leader.

Agile teams can help outsourcers feel like they are part of teams through
frequent contact and engagement:

“If we hire contractors, we have to make sure they feel they are a part of
the team. Joining the team, staying together, participating in meetings,
and making shared commitments.” - P39, Agile Coach.

“We need to have this person be a part of the team. We need the
contractor to feel like we are his team. We have to generate frequent
contact to ensure he feels part of the team. He has to be involved in
our meetings, including planning meetings.” - P39, Agile Coach.

Besides attending Agile meetings, there are several options for treating
outsourcers as in-house staff:

“It can range from each organization, but usually the companies that
I used to work with included contractors in some activities that were
traditionally reserved for permanent staff only. For example, they
included contractors in team-building exercises, team celebrations and
also innovation days.” - P48, Software Tester.
Through frequent contact and engagement, Agile teams have opportunities to show their concerns, awareness, and appreciation of outsourcers’ expertise. Indirectly, this could remind them of the value of the outsourcers’ expertise and their availability for Agile teams. Therefore, there is a relationship between treating outsourcers the same as in-house staff (S5) and planning ahead (S1) as depicted in Figure 6.1. Appreciating outsourcers encourages them to be involved in every software development activity.

Figure 6.1 shows the relationship between treating outsourcers the same as in-house staff (S5) and keeping everyone on the same page (S6). Treating outsourcers the same as in-house staff (S5) depends on keeping everyone on the same page (S6) between Agile teams and outsourcers. This relationship is discussed further in subsection 6.6.

### 6.6 Strategy 6: Keeping Everyone on the Same Page

The findings of this study revealed keeping everyone on the same page (S6) is a strategy to establishing effective communication. A strategy of keeping everyone on the same page (S6) involved a process of conveying sufficient explicit or tacit knowledge between Agile teams and external parties either verbally or non-verbally. Effective communication enables good cooperation between Agile teams and external specialists, as well as outsourcers. Poor communication leads to failure in coordinating outside expertise in Agile teams. Consequently, Agile teams, external specialists, and outsourcers tend to point the finger and place blame on each other instead of finding solutions:

“The developer and the operation staff didn’t talk to each other. This operation team did the deployment. Sometimes, there was failure, and we found that the development team blamed the operation team. The operation team blamed the development team.” - P15, Agile Coach.
It is difficult to coordinate outside expertise when Agile teams convey incorrect and insufficient information to external specialists. Agile teams need to provide clear goals for the Agile software project at the beginning of the project. A lack of mutual goals drives the external specialists to work in their own direction without considering the whole project:

“It is hard because they have their ways and we have our ways in doing the tasks. We try to coordinate, but it is quite difficult.” - P18, Developer.

Conveying insufficient information about task descriptions causes external specialists and outsourcers to be unable to align work with Agile teams’ needs and expectations. External specialists fail to perform when they are not really clear about their roles and responsibilities. They also do not know when they should be available for Agile teams. This becomes worse when they are unable to be present when their expertise is needed:

“They don’t know what is happening if they don’t have the project’s visibility. They didn’t know when they are needed, and they didn’t have a feeling of being involved.” - P16, Agile Coach.

Furthermore, our participants reported that it is hard to make sure everyone including external specialists has a similar understanding of the project’s progress development:

“Usually the issue is to make sure that everybody is on the same page.”
- P38, User Experience Designer.

These problems happen due to ineffective communication between Agile teams and external specialists. Agile teams should provide sufficient information to external specialists, verbally or in writing. On the other hand, external specialists also need to provide Agile teams with necessary information such as their availability, needs, and expectations when dealing with Agile teams.
Through Agile meetings, Agile teams have opportunities to show their concerns, awareness, and appreciation to external specialists and outsourcers. Indirectly, this could remind Agile teams of the value of the external expertise, and their availability:

“For every project, we have different databases and architecture. So we get somebody, and we pull them into a sprint. We make them a part of the team. Bringing them to the daily meetings, reinforcing them and making them realize ‘Aah, this guy is true. He is waiting for me. That’s why he keeps reminding me.’ ” - P35, Developer.

Working closely together depends on the workload that external specialists and outsourcers need to contribute to Agile teams. For a high volume workload, it is better for external specialists and outsourcers to stay and work closely with Agile teams. For a minimal workload, however, external specialists and outsourcers need to figure out how long they need to allocate their time for Agile teams:

“Depends on how much the work is [sic]. If there is a lot of work, we ask them to move their stuff and computer, and come over to us.” - P12, Agile Coach.

Agile teams should provide necessary information without overwhelming the external specialists and outsourcers with an overload of information. Too much information may lead to more confusion than clarity and cause misunderstanding between Agile teams and external parties:

“So the key thing is to keep them to be involved and keep them to be informed through the process. We also share the information on wikis. It is tricky and not easy, but we keep informing them as much as we can without swamping them.” - P16, Agile Coach.

The findings of this study indicated that keeping everyone on the same page (S6) is the centre of the strategies’ relationships. Figure 6.1 in section
3.2 shows the relationships between keeping everyone on the same page (S6) and other strategies. Keeping everyone on the same page (S6) tends to affect planning ahead (S1), retaining external expertise (S4), and treating outsourcers the same as in-house staff (S5). The relationship between keeping everyone on the same page (S6) and planning ahead (S1) allows conveying sufficient information to external specialists, which assists them to bring the right and relevant expertise to teams in a timely manner. In terms of retaining external expertise (S4), keeping everyone on the same page (S6) facilitates knowledge transfer from outsourcers and external specialists to Agile teams. Keeping everyone on the same page (S6) also tends to bridge the gap between Agile teams and outsourcers and indirectly quickly adapt to treating outsourcers the same as in-house staff (S5).

Keeping everyone on the same page (S6) depends on understanding Agile mindset (S2) and ensuring consistency (S3). Failure to understand Agile values and practices hinders effective communication happens between Agile teams and external parties. Ensuring consistency (S3) also affects the keeping everyone the same page (S6) because it is impossible to establish effective communication if Agile teams or external specialists change often.

Therefore, we formulated six hypotheses based on relationships between categories of coordinating outside expertise as follows:

- **H16**: keeping everyone on the same page will have a positive influence on planning ahead.

- **H17**: keeping everyone on the same page will have a positive influence on retaining external expertise.

- **H18**: keeping everyone on the same page will have a positive influence on treating outsourcers the same as in-house staff.

- **H19**: understanding Agile mindset will have a positive influence on keeping everyone on the same page.
• H20: ensuring consistency will have a positive influence on keeping everyone on the same page.

• H21: treating outsourcers the same as in-house staff will have a positive influence on planning ahead.
This chapter describes how management support influences expertise coordination for Agile Software Development projects. There are three strategies of management support that emerged from the data analysis in supporting expertise coordination:

- Self-Selecting Teams
- Reforming Performance Appraisal
- Embracing Expertise Sharing Culture

The details of strategies are summarized in Figure 7.1. The next subsections describe each strategy involved in supporting expertise coordination.

### 7.1 Self-Selecting Teams

This study indicated that Agile teams are expected to be self-organizing teams starting with the initial stage of forming teams. Based on the findings
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of this study, however, traditional team formation is still being applied in some Agile organizations. The management of the organization decides the membership of the teams based on the expertise required for the software project:

“That’s the ideal because the team is self-organizing and they know each other and they know they can fix the problem. But that’s not the real world. The team is made up by the vendor. The vendor will identify the people that they need. Or management has a meeting and there is a kind of human resources games.” - P22, Scrum Master.

“Our team leader decides who will be in the team based on our expertise.” - P23, Developer.

The starting point to embrace self-organizing teams is through self-selecting teams, which enable Agile team members to form their own teams. Forming the self-selected team involves interdependence between Agile team members. Therefore, the power of self-selecting teams can be seen in the way Agile team members effectively bond together:

“The teams are self-selected. We run the selection based on the individual exercise, to allow people to pick which squad they want to work with. So, they pick a squad that can stay together and work together. They know each other very well.” - P46, Agile Coach.

The findings of this study revealed three activities required in facilitating self-selecting teams for Agile Software Development projects as follows:

- Setting up cross-functional teams
- Selecting the right team
- Balancing teams
7.1.1 Setting Up Cross-functional Teams

Cross-functional teams include different functional expertise required to develop software (see section 2.3.3). The team is set up based on a business domain area, which enables the management of the organization to set and clarify goals and objectives for each team. The management can then define the roles required for each team. Based on the findings of this study, different skills are required in a team in order to fill basic roles. The roles might change depending on requirements of the software project:

“We have a changeable blueprint. So, we think the skills are business analyst, designer, developer, tester and some kind of infrastructure production. We think all squads, even though they vary, need those skills. Each squad also needs a Scrum master. Each squad also needs a product owner as well to define what we are going to build. Generally, it is about seven skills.” - P46, Agile Coach.

The number of team members required for each role varies depending on the project. Minimizing the team size, however, needs to be considered when setting up Agile teams:

“Each squad is made of three to seven people. In some cases, the biggest squad has one person per skill.” - P46, Agile Coach.

“The number of team members is different but there is a baseline. Most teams at least have two developers and testers. Each team needs a product owner or Scrum master. It is like a basic team. On top of that, depending on the nature of the team, we might have a designer and BA, but not for all teams. It depends on work.” - P47, Developer.

According to some participants (eg. P12, P21, P22, P32, and P24) a big team causes several problems that hinder successful expertise coordination. There will be more communication and interaction lines once more team members are involved, as well as a wide range of knowledge and skills.
As a larger number of team members are involved, however, it becomes harder to identify who has the sort of expertise needed and how to access the required expertise:

“We have a team which is bigger than nine people. We see lots of problems in sharing expertise [sic]. There are many different lines of communication and it is hard to coordinate.” - P21, Agile Coach.

“In the big team, the more interactions involved and the more assumptions made, the more problems need to be fixed later on.” - P24, Scrum Master.

The next major problem is the accessibility of team members. For instance, Participant P22 mentioned that his team members refused to attend daily stand-up meetings. A daily stand-up meeting provides a communication vehicle for Agile team members to raise issues and obstacles that impede their progress. As there are many members involved, it is hard to strictly monitor and manage every member. If they regularly miss meetings, more problems will occur including degrading expertise coordination. Failing to attend the meeting will affect the process of finding and divulging the necessary expertise and solution:

“They missed the stand-up meeting because it is too big.” - P22, Scrum Master.

“What I found in a small team is that it is easier to get everybody in the room and have everybody involved in discussion and conversation.” - P24, Scrum Master.

Therefore, a small team is important for Agile team members to bond together easily and directly induces awareness of team members’ expertise and performance. Participant P22 indicated that a small team provides space for him to notice other team members who are facing problems
or obstacles in accomplishing their tasks. It is important to immediately identify those people in order to provide relevant expertise in solving their problems:

“When they are in the small team, they bond better, are dynamic and more manageable. It is also easy to see someone who is struggling for help.”- P22, Scrum Master.

An interesting point that has been revealed by one of the participants is the velocity of performance. A small team tends to speed up the process of forming the team and assists team members to quickly bond together. Therefore, a small team also tends to speed up the process of expertise coordination in Agile teams, including identifying, recognizing, and accessing relevant expertise:

“A small team is much easier to communicate with and we get much more velocity. Forming the team is quicker and we know each other and work together better.”- P24, Scrum Master.

It is important to properly set up Agile teams based on desired goals, objectives, and roles needed for each team. Failure in setting up the right Agile teams, particularly with an optimal size, tends to affect the next steps in self-selecting Agile teams.

7.1.2 Selecting the Right Team

Effective self-organizing teams require the management to allow employees to choose which software project they intend to work on and with whom they prefer to work. Before selecting a team, every potential Agile team member is provided with an overview of the software project involved, including the goals and objectives of each team. The purpose of this overview is to ensure they clearly understand their roles and responsibilities. Based on the information given, they will consider the diversity of skills and experience of potential team members when selecting the team:
“So, we provided information up-front, which is more details about what they will be signed up for. So, they can have some conversation before [selecting the team]. During the self-selection team, we work hard to make sure the right people were talking together. So, I and another coach will help to facilitate the conversation.” - P46, Agile Coach.

The findings of this study indicated several factors that participants (e.g. P6, P23, P46, and P47) tend to consider when selecting a team: types of work, team members, and knowledge sharing. It is common to select a team based on types of work or project involved:

“When everyone is selecting a team, they look at what type of work that they want to do.” - P47, Developer.

Every Agile team member knows their capabilities and strengths and how they can contribute to ensuring the project is success. They try to match their expertise with the requirements of the project when selecting their preferred team:

“I focus more on something that I can provide, my expertise and what type of project.” - P23, Developer.

In selecting a team, some Agile team members consider who they work with. Choosing the right team members will enable them to work well together:

“If they see someone’s name and they think that they won’t work well with that person, they will change to another squad.” - P47, Developer.

Participant P47, however, argued that Agile teams put priority on work instead of team members when deciding their preferred teams.
“Closeness to others in the organization definitely plays a part but not the main one [sic].” - P47, Developer.

Surprisingly, Participant P46 pointed out that knowledge sharing is a pivotal factor when Agile team members select their team. They chose their preferred team based on what knowledge and skills that they can gain from the team and what they can contribute in enhancing team knowledge:

“There are two questions they asked themselves. One, ‘what can I learn from this squad?’ ...... Second, is to be an expert. ‘What can I teach this squad?’.” - P46, Agile Coach.

In order to enable knowledge sharing, a diversity of expertise and experience are essential for each team. An Agile team should consist of different roles, and sharing expertise exists between the same roles, and within and across different roles as well:

“We are not just sharing knowledge between developers, but also between developers and testers, testers and business analysts.” - P6, Agile Coach.

Based on our observation at company XYZ, we found active knowledge sharing happened between developers or between product owners, and between all team members as well. Hence, during team selection, team members consider how well they can work with and how well they can share knowledge together.

Besides role composition, mixing junior and senior team members in a team is best practice. Ensuring the diversity of expertise and experience, however, should reflect the needs and requirements of the software project:

“So, people want to join the squad with novices, beginners or juniors, because they want an opportunity to help them and coach them.” - P46, Agile Coach.
“As a senior, I have to work with junior staff. Because most of the time, I’m not probably producing something for myself but I teach others.” - P47, Developer.

Knowledge sharing creates a win-win situation, which allows juniors, as well as seniors, to gain benefits in sharing their knowledge and skills. From the juniors’ point of view, they have opportunities to develop their individual expertise with guidance from seniors. Besides enhancing team knowledge, seniors also have the chance to be experts in their particular area of expertise and this indirectly tends to improve their coaching skills.

In terms of implementation, self-selection is quite difficult for new staff who have recently joined the organization. Based on the findings of this study, they took more time than their senior members to decide their preferred team. The main reason is how well they can work with others. Their curiosity towards other members’ attitude, capability, and expertise urges them to make a decision for selecting a team:

“If they have been around a while, they could very quickly make a decision. If they have just joined this company, it is very hard to make that call. They don’t know enough whether they can work well together.” - P46, Agile Coach.

Therefore, selecting the right team requires facilitation from coaches and management of the organization. Proper guidance from them will assist Agile team members to have a valuable space for conversation and get the right information before choosing a team. This will facilitate the right implementation of self-selecting teams, which tends to form the right team with the right team members.

7.1.3 Balancing the Teams

After selecting a team, the management of the organization and project leaders have to ensure well-balanced teams are formed. Each team should
be composed of the right roles and appropriate number of team members, which align with the needs and objectives of the team:

“So, everyone selects a team that they want to work for. At the end of the day, the team needs to be balanced. We can’t have five developers here and one and only in the other team.” - P47, Developer.

Besides roles and number of team members, balancing background experience between junior and senior members also needs to be taken into account. Working with team members of the same level of expertise tends to hinder effective knowledge sharing. Compared to senior members, junior members tend to feel negative effects when they are left behind in developing their knowledge and skills without support and guidance. Therefore, it is important to balance levels of experience within teams, even though there is no specific rule in deciding the composition of the number of junior and senior members in a team:

“Some squads don’t want too many junior developers in the team because it requires a lot of learning.” - P47, Developer.

Balancing the teams requires persuasive skills by the project leader and management of the organization. The finding of this study indicated that this technique was used to balance the teams. This provides an opportunity for Agile team members to consider the advantages and disadvantages for joining another team. The final decision, however, is still made by Agile team members in self-selecting teams:

“But when the team balance is not quite right, then the management and project leader will come to convince us to think about the other squad. Some people choose to do that after they convinced them to join the other team. They don’t force us to move to the other squad. But, they tell us what is the best for the company.” - P47, Developer.
When balancing teams, an organization needs to consider how to ensure the teams are likely to be stable. Team stability requires Agile team members to remain intact for the long term, truly gel together, progress well together, and trust each other. The findings of this study revealed that self-selecting teams have a positive impact on team stability because little fluctuation in the team composition has been reported:

“Our squads are normally stable but there is some movement. If they decide to leave the squad, they need to have a conversation with the other squad.” - P46, Agile Coach.

Having stable teams can be beneficial for coordinating expertise in Agile teams. Little fluctuation in team composition enables the stability of a team’s skill set. Team members do not need to frequently update their meta-knowledge of the available expertise in their teams:

“How can the team learn from the person who comes in and or the person who comes in right and disappears. If we get somebody else in, how can we extract the knowledge and learn from them? The skill set has to be sustainable [sic].” - P16, Agile Coach.

Stable teams induce shared responsibilities to ensure the quality of the whole software development. Participant P2 pointed out that tight bonding between Agile team members enables them to be more responsible toward other roles. They tend to absorb other roles when their expertise is needed:

“They develop a good sense of maturity and run the team well and they can see roles in their team as their own.” - P2, Agile Coach.

The final activity of self-selecting teams, balancing teams, assists in improving the team structure with the right roles and experience within teams. Management and project leader involvement, however, are important for balancing teams with consideration and cooperation from Agile team members in shifting to the other teams.
Self-selection is a baseline in supporting expertise coordination in Agile teams. The right team with the right team members can be formed through self-selection, which assists Agile team members in sharing and accessing expertise when it is needed. Furthermore, minimizing team size, and balancing and stabilizing teams can be implemented through the sequence of self-selecting team activities, which have a positive impact on expertise coordination. Therefore, it is vital for the management of an organization to implement self-selecting teams in supporting expertise coordination.

7.2 Reforming Performance Appraisal

The findings of this study indicated the need for performance appraisal in identifying gaps in an employee’s skills or competencies, as well as opportunities for improvement and development of related skills. As an Agile Software Development team is team-oriented, Agile team members need to rely on each other in developing their expertise and team knowledge. This is the focal point, where expertise coordination is needed in Agile teams for the development of skills.

Traditional performance appraisal is based on an individual assessment, which measures an employee’s work against measurable objectives. This type of assessment focuses on the skills exercised in the current tasks and skills that must be acquired for the next project. For instance, one of the participants claimed that his performance appraisal was based on the point of velocity or amount of work that he can accomplish in a certain sprint:

“One organization that I worked at previously, the idea [of performance appraisal] was measuring developer’s velocity. How many capacity points does the developer deliver per sprint?” - P16, Agile Coach.

A major drawback of the traditional performance appraisal is gaming the system. The findings of this study indicated that some Agile team members tend to choose the easiest task or user story in order to perform
well in their team, without considering other team members’ capabilities and expertise. There is a possibility for Agile team members to be selfish, inconsiderate, and intolerant in achieving their key performance indicators. These attitudes have a negative impact on teamwork culture, which is not aligned with Agile practices:

“It doesn’t make any sense to me because people game the system. They try to get as many easy stories as they can to make their matrix look really good. It doesn’t enforce the whole team spirit.” - P16, Agile Coach.

Performance appraisal solely based on individual assessment is not really applicable for Agile teams. Surprisingly, the findings of this study affirmed the existence of software organizations that shifted to using Agile methods without changing their performance appraisal:

“We haven’t changed our performance appraisal since we moved to Agile methods. We should do at some point. Our current system is individual performance or behaviour. If we want good team behaviours, I think we have to change.” - P46, Agile Coach.

Therefore, reforming performance appraisal is vital for Agile Software Development projects. Based on the findings of this study, reforming performance appraisal of Agile teams requires two major changes: integrating individual and team performance assessment criteria, and shifting from quantitative to qualitative performance appraisal. The next subsections describe the implementation of these changes in detail.

7.2.1 Integrating Individual and Team Performance Assessment Criteria

In order to align with Agile practices, it is important to integrate team performance appraisal in relation to certain pre-established criteria and
organizational objectives. Team performance appraisals assess the performance of teamwork including an individual’s contribution to the team.

“We set management [of performance appraisal] by objectives. It is a combination of individual performance and shared goals. We have shared goals and also individual goals.” - P31, Scrum Master.

The findings of this study indicated that the weight of individual and team performance appraisal varies and depends on the organization’s goals and objectives. Balancing the measurement of individual and team performance, however, tends to help organizations to address individual skill development as well as focusing on achieving team goals.

“We emphasize team performance rather than individual performance.”
- P32, Scrum Master.

Performance is measured based on the employee’s achievements and reflects the significance of the tasks within the organizational goals. Performance relies on the behaviour of individuals in the team. As Agile Software Development projects emphasize effective teamwork by concentrating on people, behaviour is an important indicator of performance appraisal.

“In our performance review, we measure two key things. First is performance and second is behaviour.” - P32, Scrum Master.

Behaviour can be appraised on how well Agile team members work with others in maintaining a good social and organizational network. Figure 7.2 shows an excerpt of a performance appraisal that indicates the assessment of behaviour in Agile Software Development teams. The performance appraisal applied at the participant’s organization (P32) is specific for Agile Software Development teams.

Good behavioural skills also tend to improve knowledge transfer in Agile teams. Willingness to share knowledge is the key point of success in
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transferring knowledge among Agile team members. This is clearly shown in the excerpt of performance appraisal depicted in Figure 7.3, which indicates the importance of peer code review as a key point of success in sharing and transferring knowledge.

Expertise coordination relies on the ability of Agile team members to share, preserve and access team knowledge through knowledge transfer (refer to Chapter 5). Knowledge transfer indirectly tends to improve the individual or team skills matrix. Therefore, knowledge transfer criteria should be reinforced in performance appraisal for Agile teams.

“We also have communication and knowledge transfer criteria in our performance review. These are important points in our skills matrix. That’s why we focus on that.” - P28, Developer.
“We have different category skills, such as knowledge sharing, networking, communication skills, and others.” - P28, Developer.

The findings of this study indicated that many possible assessment criteria are used in performance appraisal of Agile teams. The choice of assessment criteria, however, should consider the integration between individual and team performance assessment specific for Agile teams. The selection of assessment criteria should reflect the significance of Agile team members’ tasks and responsibilities within the framework of the team’s and the organization’s objectives.

7.2.2 Shifting to Qualitative Performance Appraisal

A common performance appraisal method is basically based on quantitative measurement, which is represented by using numbers or scores:

“The scale is 1 to 5. There is a description for each category and the score. It is like a goal. We can look at what we should improve and what we need to change.” - P28, Developer.

A score enables a superior to indicate the level of their subordinates’ achievement or performance, however, it is not adequate to provide feedback on how the subordinates can improve themselves. Thus, it is important to integrate a feedback section into performance appraisal for Agile teams. The score indicates the alignment of employees’ performance with the defined key performance indicators (KPIs), whereas the feedback works as an indicator as to what needs to be improved:

“The purpose of feedback is for people to improve. The performance appraisal contains feedback.” - P34, Agile Coach.

Feedback can be obtained in a number of ways: observation and peer-review. Observation enables superiors to see and confirm the behaviour
and performance of their subordinates before completing the performance appraisal. Superiors can also identify where and how the subordinates can improve themselves.

The findings of this study indicated that the accuracy of observation relies on how superiors pay attention to subordinates. Superiors should be aware the relationship between subordinates, how they are working together as a team, and their commitment to achieving desired goals.

“So, we get a picture through talking to everyone in the team and watching them. Which people are helping the team performance and which people are doing things that hinder the team performance. That’s kind of talking to people and observing in action.” - P34, Agile Coach.

The validity of peer-review can be strengthened through observation, which allow superiors to see the consistency between peer-review result and real-situation. Peer-review requires Agile team members to assess their peers. Maintaining confidentiality throughout the peer-review process is vital and only superiors or the management of organization should know the content of the assessment. The assessment should be qualitative by providing verbal or written reviews and comments on how every member works together in the team:

“So, my preference is everyone should be giving each other feedback, but qualitative feedback, not number based. [For example] ‘you really help me when you do X or you really frustrate me when you do Y.’ This information enables someone to act for improvement.” - P34, Agile Coach.

Through our observations at company XYZ, a retrospective meeting was a platform that enabled Agile teams to informally observe and review one another. A retrospective meeting allows the team to reflect on what happened during the current sprint and how to improve the next sprint (see section 2.3.1). Our observations showed the existence of peer-review
during the retrospective meeting, when each team member was required to do the following exercise from the observation notes:

The retrospective meeting was attended by a Scrum master, who facilitated the meeting, three developers and one product owner as depicted in Figure 7.4. During the meeting, the Scrum master asked everyone to write constructive feedback on what the other Agile roles need to improve for the next sprint. As developers, they had to give feedback to the product owner on what he needs to improve the sprint. The same thing was done by the product owner to indicate what the developers need to do to improve the next sprint. By using sticky notes, they wrote the constructive feedback in the following format:

If I’m a product owner, for the next sprint, I would ........ (from the point of view of the developer)

or

If I’m a developer, for the next sprint, I would ........ (from the point of view of the product owner)

After five minutes, they placed the written sticky notes on the wall as shown in Figure 7.5. The wall was divided into two columns separating feedback for the product owner and developers. The Scrum master gave an opportunity for everyone to ask questions for clarification on the feedback. Then, everyone was asked by the Scrum master to write actions in order to react towards the given feedback. For instance, the product owner stated that the developers need to deliver consistent documentation even though written by different developers (see Figure 7.6). The developers agreed with the product owners and mentioned that they will use a consistent documentation style and also use GitHub to facilitate the consistency in preparing documents.
Based on the developer’s feedback on the product owner’s progress, the product owner decided to write more notes in order to ensure the developers understand and track the user stories easily (see Figure 7.7).

Besides identifying holes or gaps in the current sprint, the retrospective meeting also enabled the team to indicate positive feedback through appreciation, as shown in our notes:

The Agile coach asked everyone to express appreciation towards the person who is sitting right next to them. They had to mention positive and supportive feedback, and also accomplishments of that
team member. Everyone had a chance to give positive comments to others and also be evaluated by others. This activity was repeated for each retrospective meeting as a conclusion remark of the retrospective meeting. [Observation notes]

Although this activity focused more on specific Agile roles rather than individual assessments, it indirectly exposed constructive feedback to the particular individual for improvement. Hence, the team had a space to observe and assess the progress development of their team members’ expertise. This information can be used as an input for peer review, which might be relevant to be included in the performance appraisal.
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Figure 7.6: Constructive Feedback and Actions for the Developers.

Scoring is not relevant in peer-review because there is a high tendency of Agile teams members to deal with each other in obtaining high scores:

“As soon as people are rating other team members, there is a potential of gaming behaviour. For example, ‘I will give you a good score if you give me a good score’.” - P34, Agile Coach.

Therefore, peer-review acts as an input for superiors to make decisions on the performance appraisal. Peer-review provides a clear picture of the relationships among subordinates in accomplishing tasks. The final decision, however, is solely from superiors:
After obtaining feedback, a feedback session between a superior and subordinate is vital as an accomplishment on performance appraisal. Participant P34 pointed out that verbal feedback based on point form note is better than providing notes directly to subordinates. The session provides a space for superiors to clearly explain their assessment on subordinates’ performance, including their feedback for improvement:

“I focus more on conversation. If I write the feedback down, it doesn’t give an opportunity for clarification. If I give them the form and they
read by themselves, they might misunderstand what I intended.” - P34, Agile Coach.

Providing scores during assessment of performance hinders the effectiveness of feedback sessions. For instance, Participant P34 claimed that her subordinates tended to focus more on the score rather than listening to the feedback.

“As soon as people hear the number, they stop listening to the rest of feedback. When we take the number away, we can focus on the conversation of feedback.” - P34, Agile Coach.

Despite the benefits of qualitative feedback, there is no doubt that scoring systems can be used in performance appraisal of Agile teams. Scoring systems indicate the generic progress development of subordinates and also assist the Human Resources Department in justifying salary increments for Agile team members:

“I just use a score to justify the salary. The team has no idea about the score and [the score] couldn’t contribute to anything.” - P34, Agile Coach.

A reward system is often related to performance appraisal. We found peer-review is important for rewarding team members through non-monetary compensation such as, prizes and team members’ recognition. Participant P45 claimed that her team implemented a gold star chart for representing peer appreciation in her team:

“So, when the developer gave me something where I couldn’t find errors, I gave him the gold star. Or we have a couple of junior developers and they finished coding on specific things for the first time, so the senior developers gave them the gold star. So you know, it is really cool to do that.” - P45, Software Tester.
As part of self-organizing teams, Agile team members could recognize each other for their help, assistance, expertise, and other significant contributions. This recognition promotes and encourages team members to help each other and indirectly fosters expertise coordination, particularly in sharing expertise:

“It is like a peer reward, and motivating each other and recognizing others in the team who have done really good work.” - P45, Software Tester.

“So, that’s why we set up opportunities like a prize that we called a pony prize. We reward people in terms of expertise.” - P31, Scrum Master.

Even though an Agile team is team-oriented, an individual award is appropriate for acknowledging an individual who has made a significant contribution to the team. As non-monetary compensation, it is impossible for individual rewards to lead to unhealthy competition such as jealousy and resentment. The chosen type of reward, however, depends on the management decision and the acceptance of team members to inspire and motivate them in sharing expertise.

A new direction for performance appraisal of Agile teams will require integration of qualitative feedback in performance assessment. The findings of this study indicated a bidirectional relationship between the expertise coordination process and management support. Feedback tends to support expertise coordination, where Agile teams use the feedback to improve the skills gaps and develop an individual and team’s skills matrix. On the other hand, reliable peer-review relies on successful expertise coordination, as inter-dependencies among team members help them to know each other, particularly their expertise area and level.
7.3  Embracing an Expertise Sharing Culture

An expertise sharing culture is vital in coordinating expertise for Agile teams, which requires team members to rely on each other. There is no doubt that every individual should play his or her role in sharing expertise, however, sharing expertise cannot succeed without an expertise sharing culture. The findings of this study revealed three strategies for management support in embracing an expertise sharing culture in Agile teams:

- Fostering a supportive working environment
- Synchronizing goals

7.3.1  Fostering a Supportive Working Environment

A supportive working environment assists Agile team members to perform well and utilize their expertise. Several participants (eg. P2, P5, P13, P14, P31, and P34) suggested that it is very important to identify the constituents of the supportive working environment that tend to boost expertise:

"I believe people perform according to the environment. We need to work out what is the environment that can host the people to perform."
- P13, Agile Coach.

The findings of this study indicated that two features of working environment tend to boost Agile team members’ expertise, as well as coordinate their expertise: open workspace and positive culture. An open workspace without partitions allows Agile team members to work together. It is essential to provide enough space to allow team members to swivel their chairs for ad-hoc conversations or working in pairs:

"We have got a very open environment. We didn’t have any partitions. There is no cabin. We move around a lot, talk a lot and that’s how we work." - P5, Software Tester.
Open work space facilitates the accessibility of expertise in Agile teams. Team members can easily identify and retrieve the available expertise when it is needed:

“It’s very important to organize the working environment in the shared area. It is just enough for me to raise my eyes from the keyboard, ‘Actually, I’m not sure about this. Can you show me how to do this?’ Then, we do it together and fix it together.” - P2, Agile Coach.

“All those people come to stand-up [meeting], sitting in the team and are all around me. So, I can hear their conversation. If I don’t understand, I can ask them because they are right there. So I think that environment makes it easy for us to learn.” - P45, Software Tester.

On the other hand, separating team members leads to expertise coordination failure. Team members fail to coordinate expertise because they are not aware of what other team members are doing. Participant P2 mentioned that he made a mistake because he failed to access other team members’ expertise when facing a problem:

“He was too far away and somewhere else. I was going to assume it goes this way. I put this code in this way and that was a mistake because he was not accessible [sic].” - P2, Agile Coach.

There is a consistency of findings between Participants P2 and P29, which indicated that ease of access tends to reduce the possibility of making mistakes:

“When we are sitting next to each other, if we have questions and we can ask immediately. The problem that we don’t understand the requirements and tend to doing wrong, is pretty much zero.” - P29, Developer.
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The findings of this study also revealed that a supportive environment relies on a positive culture. Agile team members are responsible for cultivating a positive culture through possessing the right mentality and personality. The prevalent mentality in Agile teams is the Agile mindset. It is impossible to create a supportive environment if team members fail to understand and adopt the right Agile values, principles, and practices:

"Picking the right mentality, picking the right personality for people in your team." - P16, Agile Coach.

Positive culture requires Agile team members to possess good personality traits. Participant P14 indicated that the ability to like being with people is an essential personality trait in Agile teams. Relying on other team members through communication, collaboration, coordination, and cooperation requires this personality trait and indirectly fosters a supportive working environment for Agile teams:

"I think the Database Administrator or DBA, designer and also the rest of the team want culture. Culture with people. People know what they do, want to help and they are happy to try things out.” - P14, Agile Coach.

"The skills that we need to learn, particularly when using Agile [methods] is how do we work with other people and how do we collaborate. So, we can share information and knowledge.” - P34, Agile Coach.

Embracing an expertise sharing culture relies on the ability of Agile teams to work in a supportive working environment. Open workspaces and a positive culture stimulate Agile team members to give the best of themselves to contribute to a common goal. The next subsection discusses how synchronizing goals tend to boost the expertise sharing culture and indirectly facilitates expertise coordination in Agile teams.
7.3.2 Synchronizing Goals

Synchronizing goals means that Agile team members set their team goals together and commit to the goals. Some participants (eg. P3, P6, P11, P16, and P39) asserted the importance of common goals in coordinating expertise:

"The best building organization is a sharing and learning organization. Everybody has the same goal and working at the same point [sic]." - P3, Agile Consultant.

"For people to be able to collaborate effectively, they need to have common goals." - P6, Team Leader.

The management should clearly brief goals that need to be achieved for every team at the very beginning of the software project development:

"We run the inception process and the first thing we kicked off was the release planning inception meeting. So, we invited everybody. It is about setting the vision and high level scope [of the project]." - P16, Agile Coach.

From time to time, Agile teams need to synchronize goals. Agile practices such as sprint planning meetings provide opportunities to synchronize goals among team members. A sprint planning meeting enables team members to define the goals that need to be achieved for the sprint. The sprint goals will lead team members to know what tasks need to be done:

"Each person knows exactly what the tasks are and they are really clear about the objectives. To optimize the project, we need clarity about what we are supposed to do next." - P11, Agile Tester.

Committing to the desired goals requires every team member to rely on each other and to work together as a team. This is the point where
expertise coordination is needed for Agile teams. There is a possibility for team members to depend on each other in sharing and accessing expertise in teams:

"To be a team, we must have a common goal. We won’t achieve the common goal if we won’t work together. For every individual to achieve the goal, we have to help each other. So, each of us is depending on each other.” - P39, Agile Coach.

Commitment to common goals supports expertise coordination in Agile teams. Synchronizing goals enables Agile team members to clearly define what sort of expertise they need in accomplishing the tasks and achieving the determined goals. There is a possibility of identifying and retrieving irrelevant expertise when failing to establish mutual goals.

### 7.4 Relationships Between Categories of Management Support

As depicted in Figure 7.8, self-selecting teams and reforming performance appraisal are related to embracing an expertise sharing culture. The characteristics of self-selecting teams and reforming performance appraisal are able to support embracing an expertise sharing culture.

Knowledge sharing is considered the utmost criteria in self-selecting teams. Agile team members choose team members based on who they prefer to share their knowledge with, or who they prefer to learn new knowledge and skills from. Therefore, self-selecting teams tend to support embracing an expertise sharing culture.

Embedding knowledge transfer criteria into Agile performance appraisal contributes to the success of embracing an expertise sharing culture. In order to meet the knowledge transfer criteria, Agile team members have to share their expertise. This situation indirectly influences embracing an
expertise sharing culture, which increases team members’ willingness to share expertise with others.

Providing qualitative feedback purposely for expertise development also tends to foster embracing an expertise sharing culture. Besides self-learning, developing expertise requires Agile team members to rely on each other for extracting expertise. This is the point where sharing expertise is essential for expertise development. Therefore, these characteristics of reforming performance appraisal tend to support embracing an expertise sharing culture.

Based on relationships between categories of management support, we formulated the following hypotheses:

- **H12**: self-selecting teams will have a positive influence on embracing an expertise sharing culture.
- **H13**: reforming performance appraisal will have a positive influence on embracing an expertise sharing culture.
This chapter discusses the research findings. The first section describes the relationships between categories that led to the emergent theory. The second section provides a detailed explanation of how the results relate to both theoretical foundations and the existing literature. The last section describes how we evaluate and validate the emergent theory.

### 8.1 Theory Relationships

The emergent theory of this study contains several binary relationships, which indicate the associations between categories as depicted in Figure 8.1. There are three relationships between the core research findings categories:

- A bidirectional relationship between *expertise coordination process* and *management support*
- A unidirectional relationship between *management support* and *coordinating outside expertise*
• A unidirectional relationship between expertise coordination process and coordinating outside expertise

Successful expertise coordination process depends on support from management. On the other hand, management support is influenced by expertise coordination process. Besides influencing expertise coordination process, management also plays an important role in supporting coordinating outside expertise. Coordinating expertise outside Agile teams involves expertise coordination process.

8.1.1 A Bidirectional Relationship Between Expertise Coordination Process and Management Support

The relationship between expertise coordination process and management support is a two-way relationship, where both categories influence each other. Successful expertise coordination relies on the ability of Agile team members to carry out the expertise coordination process. Without support from management, however, Agile teams would be unable to coordinate the expertise effectively. At the same time, management support also relies on expertise coordination process.

Management plays important roles in reinforcing expertise coordination process through self-selecting teams, reforming performance appraisal, and embracing an expertise sharing culture. The findings of this study indicate several features of self-selecting teams that facilitate expertise coordination process:

• Small teams - A small team with fewer lines of communication and interaction tends to speed up the process of locating and recognizing expertise, and accessing expertise as well.

• Stable teams - Little fluctuation in team composition enables the stability of skill sets and indirectly expedites locating and recognizing expertise and accessing expertise.
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Figure 8.1: The Emergent Theoretical Code of this Study (Reprinted from Figure 4.1.)
Knowledge sharing is a pivotal factor in self-selecting teams, where Agile team members put priority on who they can gain new knowledge and skills from, and who they can share and contribute their knowledge with. Therefore, locating expertise is vital to find the right team member with the right knowledge and skills.

Reforming performance appraisal has a relationship with the expertise coordination process through knowledge transfer criteria and qualitative feedback. Knowledge transfer should be considered an essential criteria in performance appraisal of Agile teams. Therefore, the knowledge transfer criteria tends to foster the knowledge sharing culture in Agile teams. In order to ensure successful knowledge transfer, Agile teams tend to rely on each other by identifying and recognizing the owner of expertise, and accessing that expertise.

Providing qualitative feedback instead of scores enables Agile teams to identify room for improvement, especially on the development of expertise. Expertise coordination process is able to support the development of expertise, when Agile team members need to rely on each other for extracting a team member’s expertise.

Specifically for embracing an expertise sharing culture, we found that an open work space, good personality traits, mutual goals, and team recognition are associated with expertise coordination process:

- An open work space facilitates the accessibility of expertise in Agile teams.
- Possessing good personality traits enables Agile team members to easily identify the right person with the right expertise and to extract that expertise as well.
- Working towards mutual goals involves identifying and accessing relevant expertise for achieving the desired goals.
- Team recognition relies on the effort that every team member puts to share their knowledge and skills with others.
The roles of management are not restricted to emergent management support categories: self-selecting teams, reforming performance appraisal, and embracing an expertise sharing culture. The findings of our study also indicated indirect roles of management in supporting expertise coordination process. The success of locating and recognizing expertise, and accessing expertise depend upon effective support from management, including policies, regulations, and expenditure. For instance, specifically for locating and recognizing expertise, the effective usage of an expertise directory relies on how management sets up proper workflows in updating the expertise directory.

Effective self-selecting teams rely on the ability of team members to know each others’ expertise area and quantify the level of that expertise. Locating and recognizing expertise facilitates the process of self-selecting teams, where Agile team members are able to select the right team based on the team member’s capabilities and expertise.

Reliable peer-review through reforming performance appraisal relies on inter-dependency among team members to get to know each other, particularly their peers’ performance. Knowing peers’ expertise area and level is a basis of assessing their peers’ performance. Therefore, a relationship between reforming performance appraisal and locating and recognizing expertise is visible.

On the other hand, embracing an expertise sharing culture relates to locating and recognizing expertise and accessing expertise. Both steps are essential to support expertise sharing and indirectly contribute to successful embracing an expertise sharing culture.

Based on the relationships between categories of expertise coordination process and management support, we formulated the following hypotheses:

- H2: self-selecting teams will have a positive influence on locating and recognizing expertise.
• H3: self-selecting teams will have a positive influence on accessing expertise.

• H4: reforming performance appraisal will have a positive influence on locating and recognizing expertise.

• H5: reforming performance appraisal will have a positive influence on accessing expertise.

• H6: embracing an expertise sharing culture will have a positive influence on locating and recognizing expertise.

• H7: embracing an expertise sharing culture will have a positive influence on accessing expertise.

• H8: locating and recognizing expertise will have a positive influence on embracing an expertise sharing culture.

• H9: accessing expertise will have a positive influence on embracing an expertise sharing culture.

• H10: locating and recognizing expertise will have a positive influence on reforming performance appraisal.

• H11: locating and recognizing expertise will have a positive influence on self-selecting teams.

8.1.2 A Relationship Between Expertise Coordination Process and Coordinating Outside Expertise

Expertise coordination process is involved in different layers of relationships: Agile team members, inter-Agile teams, and Agile team and outside expertise. Interactions and collaborations between Agile teams and outside expertise requires locating and recognizing expertise. Before engaging with tasks, both sides need to clearly define who they will deal with, including roles and expertise. It is quite challenging when both sides have to deal
with each other, particularly in a new working environment. Therefore, this study revealed several issues faced by Agile teams and external specialists or outsourcers in locating and recognizing expertise as follows:

- A few outsourcers were overconfident in their field of expertise and reluctant to recognize in-house expertise.

- One outsourcer claimed that he preferred working with in-house staff because they knew the available in-house expertise:

Therefore, bridging the gap between Agile teams and outsourcers through treating outsourcers the same as in-house staff tends to improve the relationship between them. Treating outsourcers the same as in-house staff assists the outsourcers to quickly adapt to an unknown working environment. This situation indirectly requires team members and outsourcers to know each other by locating and recognizing expertise.

A relationship between coordinating outside expertise and accessing expertise exists through retaining external expertise. In order to avoid too much dependency on outside expertise, Agile teams put emphasis on retaining outside expertise by applying accessing expertise approaches. Several approaches can be applied to pull outside expertise into Agile teams through accessing expertise (see section 5.2).

Based on the relationships between categories of expertise coordination process and coordinating outside expertise, we formulated the following hypotheses:

- H14: locating and recognizing expertise will have a positive influence on treating outsourcers the same as in-house staff.

- H15: accessing expertise will have a positive influence on retaining external expertise.
8.1.3 A Relationship Between Coordinating Outside Expertise and Management Support

A relationship between coordinating outside expertise and management support exists through ensuring consistency and keeping everyone on the same page. The strategy of ensuring consistency ensures stable Agile teams have a low rate of turnover of both team members and external specialists. Considering the stability of the team also relies on how management supports the self-selecting team. This is clearly stated in our findings, where self-selecting teams assist team stability as team members have an opportunity to choose who they prefer to work with. Therefore, they can remain intact for the long term and contribute to the stability of team.

A strategy of keeping everyone on the same page is to ensure effective communication between Agile teams and outside expertise. Conveying mutual goals that need to be achieved at the end of the software development project requires effective communication between Agile teams and outside expertise. Therefore, the successful coordinating outside expertise relies on the role of management in synchronizing goals for embracing an expertise sharing culture.

Based on the relationships between categories of coordinating outside expertise and management support, we formulated the following hypotheses:

- H22: self-selecting teams will have a positive influence on ensuring consistency.
- H23: embracing an expertise sharing culture will have a positive influence on keeping everyone on the same page.

8.2 Expertise Coordination Theory

This section presents a detailed explanation of how the findings of this study relate to both theoretical foundations and the existing literature. The
explanations are presented in the following subsections:

- Expertise Coordination Processes
- Coordinating Outside Expertise
- Management Support

8.2.1 Expertise Coordination Processes

This thesis presents the expertise coordination process that is aligned with expertise coordination as defined by Faraj and Sproull [54]. Expertise coordination requires a team to recognize who has particular expertise, when and where they are needed, and how to access that expertise effectively [54].

The emergent expertise coordination process for Agile teams addresses the first research question of this study: *how is expertise coordinated in Agile Software Development projects?* (refer to section 1.1). This thesis describes the expertise coordination process in general and emphasizes how to locate and recognize expertise, as well as access expertise in Agile teams (refer to Chapter 5).

8.2.1.1 Locating and Recognizing Expertise

Locating expertise involves a process of identifying who has which sort of expertise, and what is the level of that expertise (see section 5.1). Faraj and Sproull [54] and Shim et al. [195] assert that knowing the location of expertise is a part of the expertise coordination process in software development projects, as well as recognizing expertise. There is no point having massive expertise available if team members fail to recognize that expertise.

Knowing “who knows what” will determine who has particular expertise [54] and indirectly leads to developing meta-knowledge of the available expertise in their team. This is supported by Garrett and her colleagues [62],
who claim that every team member should be aware of others’ expertise, particularly the relevant expertise to perform tasks.

In the context of Agile Software Development, Strode et al. [205] posit that “know who knows what” will determine who has a particular of expertise in Agile teams. Reasons for locating expertise in Agile teams are depicted in Table 8.1.

Table 8.1: Reasons for Locating Expertise in Agile Teams.

<table>
<thead>
<tr>
<th>Reason</th>
<th>Supported by</th>
</tr>
</thead>
<tbody>
<tr>
<td>to bring the right team member with particular expertise to solve a problem in a timely manner</td>
<td>Lee and Xia [113]</td>
</tr>
<tr>
<td>to develop a sense of “who we are” and a collective awareness of the available expertise</td>
<td>Bielaczyc and Collins [22] and Strode and Huff [205]</td>
</tr>
<tr>
<td>to select tasks by considering the capability of other team members</td>
<td>Hoda et al. [83]</td>
</tr>
<tr>
<td>to pair with the right Agile team member, particularly on a new task</td>
<td>Vanhanen and Kopi [217]</td>
</tr>
</tbody>
</table>

There is a need to facilitate identification of knowledge owners or experts in Agile teams [181, 183]. Locating and recognizing the internal expertise in Agile teams, however, is not explicitly reported in the literature. This raises a question: “How do Agile team members depend on each other in locating expertise in Agile teams?”. This study revealed six ways Agile teams identify and acknowledge expertise: communicating frequently, working closely together, declaring self-identified expertise, earning certification, and using an expertise directory (see section 5.1).
Communicating Frequently  We found that most Agile team members prefer communication to identify the relevant expertise (refer to section 5.1.1). Dessai and Kamat [49] affirm that team members have opportunities to acquire more detailed information about their peers’ expertise through frequent interactions. This is supported by Ehrlich and Chang [52], who posit that frequency of communication positively influences the awareness of team members’ expertise.

Working Closely Together  The findings of this study revealed that relying on communication is not adequate for locating the right expertise. Communication enables Agile team members to identify the area of expertise, but it is difficult to confirm and quantify the level of expertise. Integrating communication with collaboration will strengthen the process in finding the right expertise in Agile teams. Working closely together enables Agile team members to observe others’ expertise directly. Several researchers have revealed that individuals are better at identifying team members’ expertise when they spend more time working together [116, 124].

Declaring Self-Identified Expertise  Several researchers such as Wegner et al. [227] and Janev et al. [92] suggest that expertise can be identified through self-disclosure. The main issue of self-declared expertise that has been discovered in this thesis is the accuracy and reliability of the expertise. Through communicating frequently and working closely together, Agile team members are able to recognize the self-identified expertise.

Earning Certification  Tripp [213] defines a certification as an assessment of an individual’s expertise via a standardized measurement instrument. This thesis posits that certification increases the opportunity to identify an individual with knowledge and recognize an individual who has demonstrated a high level of competence in a certain field of expertise (section 5.1.4). Even though there are advantages of earning a certification, this
study affirms that it is not a guarantee of an individual’s competency. Reliability of certification, however, relies on the ability of an individual to keep pace with new technologies and software developments, which requires lifelong learning [97, 192, 213].

Using an Expertise Directory  Sarma et al. [185] posit that an expertise directory has been proposed as a coordination tool for locating expertise. One surprising point arising from this study is that most Agile team members prefer communication to identify the relevant expertise rather than an expertise directory. Most Agile practitioners were reluctant to use an expertise directory because of the difficulties in keeping the expertise profiles up to date (refer to section 5.1.5). This major drawback aligns with the research finding discovered by Bertoni and Chirumalla [21]. Based on 37 semi-structured interviews conducted at the Swedish Excellence Centre for Functional Product Innovation, they found Human Resources staff faced difficulties in dealing with updating and populating an expertise directory.

Argote and Linda [12] and Bertoni and Chirumalla [21] suggest that through technology improvement such as Web 2.0 tools, the expertise directory can be improved, particularly in updating the expertise profile. Web 2.0 tools provide a communication platform for identifying expertise based on who provides answers to queries, instead of working as expertise directories of declared expertise. This tends to improve the accuracy of the expertise directory.

Leonardi and Treem [116], however, claim that there is a high tendency to fail in capturing and reflecting the real expertise of team members due to inaccurate or incomplete information entered into the expertise directory. As the expertise directory information is visible to everyone, there is a possibility that someone whose position is in jeopardy provides inaccurate expertise information in order to look better than other team members. Even though we did not find any situation of inaccurate information in an
expertise directory, many consequences arise due to inaccurate expertise information. For instance, Leonardi and Treem [116] state that visibility of expertise information assists team members to evaluate and recognize others’ expertise. Inaccurate expertise information negatively impacts on the ability to recognize available expertise.

**Indirect Ways of Locating Expertise** The findings of this study also revealed that Agile values, practices, and principles provide spaces and opportunities for Agile team members to identify and recognize the internal expertise in their teams. For instance, the first two ways of locating expertise in Agile teams: communicating frequently and working closely together are embedded in the first core Agile value: "Individuals and interactions over processes and tools" [59]. Through Agile practices such as stand-up meetings and sprint retrospective meetings, team members also have opportunities to identify the owner of the expertise and quantify the level of expertise.

There are probably other approaches for locating and recognizing expertise in Agile teams which were not discovered in this study. The identified approaches of locating and recognizing expertise, however, can be used as a basis for Agile team members to locate the source of internal expertise and recognize the need for the available expertise.

**8.2.1.2 Accessing Expertise**

After locating and recognizing expertise, Agile teams can utilize the available expertise by accessing the expertise. Accessing expertise involves a process of retrieving the available expertise and pulling new expertise into Agile teams (see section 5.2). Faraj and Sproull [54] assert the importance of how to access the expertise effectively. The findings of this study revealed five main approaches to accessing expertise: embracing expert-novice relationships, engaging hands-on learning, running effective meetings, establishing discussion channels, and archiving explicit knowledge.
Embracing Expert-Novice Relationships  

Our findings identified three basic expert-novice relationships: Apprenticeship, Mentorship, and Coaching (see section 5.2.1). Coaching and Mentorship are common expert-novice relationships for sharing tacit knowledge in Agile teams [53, 179]. Several research studies such as Lindvall et al. [123] and Misra et al. [146] have demonstrated the success of coaching and mentoring in sharing knowledge in Agile teams. Apprenticeships have also proved successful in creating masters in various fields of expertise [76, 211], however, we found less implementation of apprenticeships in Agile teams. Based on our findings, we found several limitations of apprenticeships which means they are less appropriate in Agile Software Development (see section 5.2.1). As apprenticeships focus on a one-to-one relationship, the spread of expertise is slower than coaching and mentoring. Furthermore, apprenticeships are hierarchical relationships, which are based on authority. This is not aligned with Agile principles in embracing self-organizing teams. Therefore, Ken [93] suggests that there is a need to figure out the proper implementation of apprenticeships in the Agile Software Development context.

Engaging Hands-on Learning  

Our findings indicated that Agile methods emphasize hands-on learning for accessing expertise in Agile teams: coding dojos, pair-programming, design exercises, and internship programmes (refer to section 5.2.2). A majority of participants asserted that pair-programming was their preference in sharing knowledge among peers and incorporated with other practices such as coding dojos, coaching, and apprenticeship. Based on our findings, User Experience Designers addressed a positive view towards design exercises, which enabled them to coordinate their expertise with customers. Design exercises have been accepted in Agile Software Development projects, since these exercises enable customers to collaborate and contribute in designing their intended software interfaces [56, 135, 164]. Consistent with other studies such as Bannerman et al. [15], Dorairaj [50] and Santos et al. [181] internship programmes enable team
members to travel to another site for working with another team or project in order to support knowledge dissemination. The literature on internship programmes, however, is limited because it focuses more on the academic setting rather than the Agile Software Development context.

Running Effective Meetings  The findings from our study revealed the importance of Agile meetings as platforms for assessing available expertise (refer to section 5.2.3). Our findings affirmed Law et al. [109] and Melnik et al. [136], that Agile meetings indirectly facilitate knowledge sharing in teams through communication and collaboration among team members. An interesting point arising from our study is that Scrum of Scrums meetings reinforce expertise coordination, particularly when transferring and sharing expertise occur between Scrum Masters. In conjunction with Agile meetings, our findings revealed that several Agile Software Development projects still run traditional meetings such as meetings for particular roles. Santos et al. [181] and Hussain et al. [89] posit the importance of these meetings in supporting task coordination, as well as inter-team expertise coordination. Inter-team knowledge sharing among the same roles enables synchronizing, synergizing, and balancing particular roles of expertise across each team.

Establishing Discussion Channels  The findings from our study affirmed that accessing expertise can be established through discussion channels such as chatting tools, interest groups, knowledge sharing sessions, and robust debate (see section 5.2.4). Our finding is consistent with Dessai et al.’s study [49], which indicates that chatting tools assist the understanding of others’ expertise and also facilitate the sharing of expertise among Agile team members. Similarly to interest groups, our findings align with Verburg et al. [218] and Reychan et al. [175], which consist of members who have a common interest in a particular area of expertise and focus on sharing their expertise. Furthermore, several researchers affirmed adoption of conference
agendas leads to a variety of knowledge sharing sessions in Agile teams, such as open space and lightning talks [138, 181, 182, 196]. Our findings, however, contradict a study completed by Chau et al. [33], which posits that debate tends to delay the knowledge transfer in Agile teams. Fernie et al. [58] argue that the role of debate is an alternative method of knowledge sharing. The effective facilitation of debate is essential to ensure that the knowledge sharing between individuals takes place successfully.

**Archiving Explicit Knowledge** This thesis describes how explicit knowledge can be disseminated, shared, and preserved in Agile teams through *whiteboards, videos, and document management tools* (see section 5.2.5). The usage of whiteboards and videos is common for sharing explicit knowledge in Agile teams. Our findings indicated that most Agile teams use document management tools in sharing their explicit knowledge. As document management tools, wikis gain positive attention among Agile practitioners such as Chau et al. [32] and Garcia et al. [60], serving as knowledge platforms for the Agile Software Development community to organize, share, integrate, and preserve explicit knowledge effectively. Wikis can help in distributing expertise by providing each team member with privilege to access, update, and share their explicit knowledge. Santo et al. [181], however, reveal that wikis fail to work as extensive documents which contain all relevant and needed knowledge. Through a Grounded Theory study, Santo et al.’s study [181] found difficulties in managing the wikis, particularly in capturing knowledge into wikis. This was due to the negative perception towards wikis as knowledge sharing tools, where most participants were reluctant to participate in wikis. In order to energize the importance of document management tools, Settina and Heijstek [201] posit the need of software tools’ integration, including wikis, which requires further research on the adoption of these tools.
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8.2.2 Coordinating Outside Expertise

This thesis describes how Agile teams manage and utilize outside expertise: external specialists’ expertise and outsourced expertise (refer to Chapter 6). The emergent category coordinating outside expertise addresses the second research question of this study: ‘What are the strategies used in coordinating expertise outside Agile teams?’ (refer to section 1.1). This question attempts to identify strategies used in coordinating expertise outside Agile teams.

This study has provided a positive insight into the strategies Agile teams, outsourcers, and external specialists need to consider when dealing with each other: planning ahead (S1), understanding Agile mindset (S2), ensuring consistency (S3), retaining external expertise (S4), treating outsourcers the same as in-house staff (S5), and keeping everyone on the same page (S6) (refer to Chapter 6). These strategies are the basis of managing and utilizing external expertise resources in Agile teams. The next subsections describe how these strategies relate to the literature.

8.2.2.1 Planning Ahead (S1)

This thesis presents several reasons of outsourcing for Agile teams (refer to Chapter 6). Availability is a factor that urges Agile teams to outsource external expertise. Outsourcing is a common solution for managing a lack of skills and insufficient staff in a required new technology platform [18, 26, 208]. Cost is also a key driver that impels some organizations to start outsourcing software projects. Sutherland et al. [208] and Ishenko and Oleg [90] report that salary costs for in-house staff are much more than outsourced staff. These results oppose our findings, which are that hiring outsourcers involves more cost than recruiting in-house staff. Most Agile practitioners prefer to be contractors, freelancers, or consultants to earn more income. Consequently, Agile teams have to hire outsourcers even though they cost more than in-house staff.

A shortage of permanent staff for Agile Software Development projects
causes an availability issue of external specialists. Strode et al. [204] reveal that availability is a coordination strategy component in Agile teams. Engaging in multiple projects at the same time causes coordination problems in Agile teams and affects availability. Strode et al. [204] discuss coordination problems in general without specifying expertise coordination. Our findings, however, revealed the implications of external specialists’ availability in coordinating expertise in Agile teams.

Our findings confirmed an experience report by Hassan and Elssamadisy [77] addressing the availability issue of DBAs in their software project development. A shortage of DBAs caused failure in accessing their expertise particularly when dealing with database changes. Consequently, waiting for the availability of DBAs caused a bottleneck, and delayed their codes delivery.

In order to deal with the availability of external specialists, our findings revealed the need for planning ahead. Fowler et al. [59] discourage planning ahead and emphasize responding to change including team members’ expertise: Agile teams should put more priority in trusting in team members’ expertise to respond to unpredictable changes rather than planning ahead for a particular team member in doing a specific task. Our study revealed contradictory findings, that dealing with external specialists or outsourcers requires planning ahead for their tasks, including when and how they engage with Agile teams. This is vital to ensure their availability for Agile teams, and enables teams to have a contingency plan if the particular external expertise is unavailable. The plan, however, should be just enough and put together by the Agile teams and the external specialists or outsourcers.

8.2.2.2 Understanding Agile mindset (S2)

Understanding Agile mindset (F2) assists outsourcers and external specialists to work with the expectation of Agile teams (see section 6.2). Our findings confirmed a study of User Experience Designers by Kollmann and Sharp [99], where a good understanding of Agile facilitates User Experience
Designers’ ability to work in an Agile context. Adopting an Agile mindset led the User Experience Designers to be more flexible and change the way they work to fit with the Agile approach.

Furthermore, our findings indicated several consequences of working with external expertise or outsourcers who are unable to work in the Agile context. Sutherland et al. [209] state that failure to adopt an Agile mindset in outsourcing tends to lead to lower performance of Agile teams.

Our findings indicated the need for understanding Agile methods, without revealing how to educate external specialists or outsourcers about being Agile. Several support mechanisms, however, can be used to educate them about Agile practices, values, and principles. For instance, Roche and Vaquez-McCall [177] point out several methods to educate people in understanding the Agile approach through several techniques: office hours sessions, information radiators, on-line discussion forums, and Ruck and Maul workshops.

8.2.2.3 Ensuring Consistency (S3)

Our findings indicated that ensuring consistency (S3) is needed to cope with frequent turnover of external specialists and outsourcers (see section 6.3). De et al. [46] and Narayanan et al. [153] claim that task reallocation and work disruption occur when there is a high rate of team member turnover. The same thing happens when there is a frequent turnover of external specialists. Our findings indicated that unstable Agile teams hinder external specialists from allocating their expertise to teams. A software process standard assists Agile teams and external specialists to easily adapt to new environments. Furthermore, De et al. [46] state that Agile teams usually expect the new team member or external specialist to adapt to their fast-paced work environment. Despite the external specialist’s effort, the Agile teams also need to quickly adapt to the new members or external specialists.
Through this study, we affirmed that retaining external expertise (S4) is a crucial strategy of coordinating outside expertise (see section 6.4). This is inline with McConnell’s study [134], which addresses transfer of expertise outside teams as a common risk of outsourcing. Therefore, many efforts have been made to retain external expertise in Agile teams. According to Redpath et al. [171], some organizations choose to offer ongoing work or regular positions to outsourcers in order to capitalize on knowledge and experience of outsourcers. Furthermore, Srinivasan et al. [198] claim that some organizations use a strategy of hiring outsourcers who take on junior roles, while their permanent staff take on senior roles. This strategy retains the high-level expertise in Agile teams without letting outsourcers leave the teams with their valuable expertise once the project is finished. As for earning more income, however, our findings indicated that most outsourcers prefer not to accept offers to become permanent staff.

A lack of expertise among Agile team members sometimes urges them to tightly rely on external specialists [77]. So, Hassan and Elssamadisy [77] and Lin et al. [120] state that it is important to ensure external specialists are able to transfer their knowledge and skills to other Agile team members. This is aligned with our findings, which indicated the importance of knowledge retention (F3) in developing in-house expertise by transferring and retaining outsourcers’ expertise, as well as external specialists’ expertise. Moe et al.’s study [150] posits that knowledge retention requires identifying the external specialists’ expertise and distributing their expertise. A part of our findings revealed how Agile team members locate and distribute expertise in teams (refer to Chapter 6). These findings are relevant as a basis to locate and retain external expertise in Agile teams, but it is impossible to retain all external expertise in Agile teams. This accords with Moe et al. [150] who claim that there is a need to explore how to define which external expertise needs to be retained in Agile teams.
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8.2.2.5 Treating outsourcers the same as in-house staff (S5)

Our findings indicated that *treating outsourcers the same as in-house staff (S5)* is a strategy to bridge the gap between outsourcers and Agile teams (see section 6.5). These findings are aligned with Gibbs’s [64] study, which found that being excluded from team meetings causes outsourcers to feel unappreciated and to miss out on important information sharing. Consequently, they failed to perform according to the team’s expectations.

In order to ensure outsourcers easily adapt to a new working environment, Redpath et al. [171] posit that Agile team members should be provided with outsourcers’ information, why the outsourcers are being employed, and how they might assist in achieving the team’s goals. Therefore, our findings revealed that frequent contact and engagement tend to provide useful information that assists Agile teams to support the involvement of outsourcers in their teams and offer a hospitable work environment for outsourcers.

8.2.2.6 Keeping everyone on the same page (S6)

The findings of this study indicated that conveying sufficient information to outsourcers and external specialists is vital to successful coordinating outside expertise in Agile teams (see section 6.6). There is a consistency between our findings and Hassan et al. [77] and Lin et al. [120], where getting everyone on the same page through frequent engagement of external specialists and outsourcers in Agile meetings will assist conveying sufficient information to outsourcers and external specialists. Likewise, Lalsing et al. [106] indicate that coordinating outside expertise tends to progress once information related to outsourcers and external specialists is distributed effectively to Agile teams. Thus, *keeping everyone on the same page (S6)* depends on the ability of Agile teams and outsourcers to distribute information and knowledge on both sides, as well as between Agile teams and external specialists.
8.2.2.7 Relationship Between Strategies

Keeping everyone on the same page (S6) is a core strategy for coordinating expertise outside Agile teams that relates to other strategies (see section 6.6). It is common to find existing literature that discusses the relationships between these strategies in the context of software development, such as Layman et al. [110], Nuwangi et al. [157] and Martini et al. [132]. There is a paucity of literature, however, which focuses on these strategies in the context of interaction between Agile teams and outsourcers, and external specialists.

The findings of this study indicated a relationship between planning ahead (S1) and treating outsourcers the same as in-house staff (S5). Frequent contact and engagement liaise between the both strategies. Through frequent contact and engagement, outsourcers tend to quickly adapt to the unknown working environment and be present in a timely manner when their expertise is needed.

There are possible relationships between the strategies which we did not find in our study. For instance, Melo and his colleagues [46] posit that personality causes team member turnover in Agile teams. As the Agile mindset is very personality driven [30], we classified personality under understanding Agile mindset (S2). However, we did not find a relationship between understanding Agile mindset (S2) and stability issues that can be addressed through ensuring consistency (S3).

8.2.3 Management Support

Management support is necessary for coordinating expertise for the following independent strategies:

- Self-Selecting Teams
- Reforming Performance Appraisal
- Embracing Expertise Sharing Culture
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According to Bass [17], management needs to take appropriate actions to develop shared mental models. Therefore, the role of management is vital to support expertise coordination since shared mental models are essential for coordinating expertise. The emergent strategies for management to support expertise coordination address the last research question of this study: “What are management strategies in supporting expertise coordination for Agile Software Development projects?” (see section 1.1). This question attempts to determine the roles of management in supporting expertise coordination in Agile Software Development projects. (Refer to Chapter 7).

8.2.3.1 Self-Selecting Teams

Self-selecting teams are formed when Agile team members choose their own teams and decide whom they are intended to work with. Even though various different approaches are available to form Agile teams, Olsson et al. [158] and Scott and Pallock [188] affirm that self-selecting teams are effective and suit the Agile Software Development environment. This is aligned with our findings, which indicated that self-selecting teams tend to support expertise coordination by:

- Increasing dependencies between Agile team members
- Ensuring a diverse range of knowledge and skills in teams

We found self-selecting teams increase levels of interaction between team members, which is aligned with Scott and Pallock [188]. Self-selecting teams enable Agile team members to choose teams based on whom they prefer to work with. Good team bonding allows Agile team members to rely on each other in coordinating their expertise resources effectively.

Furthermore, Scott and Pallock [188] also state that a diverse range of expertise can be gained through self-selecting teams. This is aligned with the findings of our study, which indicated that self-selecting teams involve the right mix of expertise and composition number of junior and senior
members in a team. Balancing expertise and levels of experience within teams is vital for successful expertise coordination.

Olsson et al. [158] claim that self-selecting teams are challenging and stressful at the beginning of projects. This is aligned with our findings, which indicated that it is hard for team members to decide whom they will work with and what tasks fit their expertise. Our findings revealed three activities required in facilitating self-selection, which indirectly tend to support expertise coordination (see section 7.1):

- Setting up cross-functional teams
- Selecting the right team
- Balancing teams

**Setting up cross-functional teams** Successful expertise coordination relies on the ability of self-selecting teams to form cross-functional teams. Cross-functional teams consist of team members who complement each other with different expertise, experience and perspectives [94]. Without diversity of knowledge and skills, there is no point in coordinating expertise in Agile teams. Therefore, management should provide valuable and valid information to set up cross-functional teams during self-selecting teams.

Smaller team formation is essential for cross-functional teams. Melo et al. [137] posit that small teams lead to better communication, alignment, and coordination among team members as well. There is a consistency between our findings and Melo et al. [137], in which minimizing team size tends to support expertise coordination. Table 8.2 summarizes how small teams play important roles in coordinating expertise.

**Selecting the right team** This thesis points out three factors that need to be considered in selecting the right team: types of work, team members, and knowledge sharing (see section 7.1.2). By comparing these factors, we found that knowledge sharing is a pivotal factor that Agile team members
Table 8.2: Minimizing Team Size for Supporting Expertise Coordination in Agile Teams.

<table>
<thead>
<tr>
<th>Small team characteristics</th>
<th>Roles in expertise coordination</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fewer communication lines</td>
<td>Identifying and sharing expertise easily</td>
</tr>
<tr>
<td>Tightly bonded relationship</td>
<td>Inducing awareness of team members’ expertise</td>
</tr>
<tr>
<td>Accessible</td>
<td>Accessing relevant expertise in a timely manner</td>
</tr>
</tbody>
</table>

consider when selecting their team. Therefore, the self-selected teams should consist of a mixture of expertise. Juli [94] posits that having team members with different backgrounds and expertise gives them opportunities to learn and view things from different perspectives.

Our findings, however, contradict Russell and Goodnight’s study [178], which claim that self-selecting teams do not tend to have members of divergent expertise, due to a tendency of team members to choose members who work in close proximity. This is opposed to the findings of our study, which revealed that Agile team members put a priority on knowledge sharing and choose team members who possess knowledge and skills that they can gain from and contribute to enhance the team knowledge. Team member factors such as working well together are also considered for successful knowledge sharing, but these are not restricted to members who work in close proximity.

Even though the empowerment of self-selecting teams belongs to team members, our findings posited that facilitation from coaches and management of organization are still needed in forming teams. These findings are supported by Scott and Pollock [188], who claim that the facilitation process during team formation is valuable and leads to an efficient process. Guidance from coaches and management assist Agile teams to form the right team with the right balance of expertise.
Balancing Teams  This thesis presented the need to balance teams during team formation (see section 7.1.3). Balancing teams tends to improve team composition with the right roles and number of team members, as well as well-balanced levels of experience within teams. Our findings are consistent with Cohn [40], who posits that team composition should reach the right balance of expertise, experience, and diversity of team members.

Balancing teams also leads to good team stability. Middleton and Joyce [139] claim that a stable team with low staff turnover is prevalent in Agile Software Development projects. As depicted in Table 8.3, our findings align with previous research such as Melo et al. [137] and Middleton and Joyce’s [139] study on how a stable team supports expertise coordination in Agile teams.

Table 8.3: Forming Stable Teams for Supporting Expertise Coordination in Agile Teams.

<table>
<thead>
<tr>
<th>Stable team characteristics</th>
<th>Roles in expertise coordination</th>
</tr>
</thead>
<tbody>
<tr>
<td>Stable skill set</td>
<td>Identify team members’ expertise easily</td>
</tr>
<tr>
<td>Tightly bonded relationship</td>
<td>Increase the team members’ sense of responsibilities and commitments toward team performance</td>
</tr>
<tr>
<td>Minimal staff turnover</td>
<td>Avoid losing critical knowledge and skills when an expert member leaves the team</td>
</tr>
</tbody>
</table>

A stable team also tends to affect customer engagement in Agile Software Development projects. According to Narayan et al. [154], reallocation of tasks and work disruption occur when there is high team member turnover. This situation tends to affect the understanding of requirements and development of mutual trust between customers and Agile teams. The expertise dependencies between customers and Agile teams are important
to ensure the setting of correct expectations of the software product. The perspective of customers’ engagement for coordinating expertise, however, is not covered in this thesis. This is one of the limitations of this study and is described thoroughly in the next chapter.

8.2.3.2 Reforming Performance Appraisal

This thesis points out the necessity of performance appraisal in Agile Software Development projects for:

- Identifying gaps in team member’s skills and competencies.

- Enabling expertise development, which involves breadth of skills and specialization in a few areas of expertise.

Noori et al. [156] claim that good performance appraisal enables team members to clearly understand Key Performance Indicators (KPIs) that need to be achieved. Based on KPIs, team members are able to identify their strengths and capabilities, and their lack of expertise. This enables management to take the right steps in dealing with the lack of expertise. This is the point where the expertise coordination process is essential for the development of expertise in order to fill the expertise gaps.

Based on our findings, however, some Agile Software Development organizations still apply traditional performance appraisal solely based on individual assessment. According to Alnaji and Salameh [8] and Coyle et al. [43], it is vital to have an Agile-compliant performance appraisal, as Agile Software Development is team-oriented. An Agile-compliant performance appraisal should be aligned to the Agile values, principles, and practices, which advocate interaction, collaboration, teamwork, and knowledge transfer.

Through this study, we found two major changes for reforming performance appraisal: integrating an individual and team performance assessment criteria, and shifting from quantitative to qualitative measurement of performance appraisal.
Chapter 8. Discussion

Integrating an Individual and Team Performance Assessment Criteria

The initial step in constructing performance appraisal is the determination of performance criteria. Besides individual assessment criteria, our findings indicated that team performance criteria should be included in Agile-compliant performance appraisal, to reflect the team-level performance. This is aligned with Alnaji and Salameh’s study [8], which posits the importance of individual and team performance assessment criteria in performance appraisal, in order to fit into an Agile Software Development environment.

Our findings support Noori et al.’s study [156] which indicates the need for selecting and updating performance criteria. The performance criteria should be aligned with Agile values, principles, and practices, as well as an organization’s goals and objectives. Furthermore, balancing the right weight for individual and team performance assessment criteria is vital to reflect the true abilities of individual and Agile teams as well. Developing team-based performance criteria, however, should reflect Agile core values, principles and practices.

Although there are various team performance assessment criteria, this thesis discusses only two assessment criteria in detail: behaviour and knowledge transfer (see section 7.2.1). These criteria emerged from the findings of this study and are essential for assessing expertise in Agile teams.

This study indicated the importance of evaluating behavioural skills that reflect the abilities of Agile team members in coordinating expertise. Coyle et al. [43] and Alnaji and Salameh [8] claim that the criteria for performance appraisal often focuses on technical skills, whereas Agile Software Development requires a greater emphasis on behavioural skills. According to Shakir [190] and Jackling and Sullivan [91], behavioural skills (also known as soft skills or people skills) include communication skills, conflict resolution, personal effectiveness, creative problem solving, and team building. As expertise coordination involves inter-dependencies
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among team members, Agile team members should demonstrate good behavioural skills in coordinating expertise. Balancing technical and behavioural skills is essential in Agile performance appraisal.

Our findings revealed the need to reinforce knowledge transfer criteria in performance appraisal. Noori et al. [156] state that good behavioural skills also lead to an increase in the ability to transfer knowledge in Agile teams. Knowledge transfer facilitates the process of generating a *T-shaped person* [24, 95] in Agile team members, who have breadth in a number of areas, and depth in a few areas of expertise (see section 2.3.3). Knowledge transfer requires the expertise coordination process for identifying and recognizing the needed expertise, and retrieving the expertise.

**Shifting from Quantitative to Qualitative Measurement of Performance Appraisal**  
This study indicated the importance of qualitative feedback in Agile performance appraisal (see section 7.2.2). Tripp and Riemenschneider [212] also indicate the importance of qualitative feedback in providing the employee with clear information about his or her performance. Qualitative feedback enables Agile team members to identify areas of strength and weakness, analyse their performance gaps, and take action for improvement. Our findings are aligned with Ahmad and Bujang’s study [4], which posits that qualitative feedback does not replace the scoring appraisal, but it can be used as an additional method of appraisal.

Through our observations, feedback can also be gained during retrospective meetings. These meetings allow Agile teams to reflect on the work process used and how to improve the process for the next iteration. The outcome of retrospective meetings is feedback, which tends to influence the performance appraisal. Our findings, however, contradicted Shankarmani et al.’s study [191], which claims that Agile teams do not need performance appraisal other than retrospective meetings. Based on our observation, relying on the retrospective meetings only is not adequate for gaining feedback and ensuring the reliability of performance assessment.
Therefore, this study indicated that peer-review can be used to gain reliable feedback for performance appraisal. Based on Coyle et al. [43], 360-degree feedback appraisal involves peer-review, where team members can act as evaluators, as well as being evaluated. A reliable peer-review relies on good team bonding. Peer-review indirectly tends to support expertise coordination in Agile teams, which requires inter-dependencies among team members for getting to know each other, particularly their expertise area and level.

Furthermore, feedback also tends to influence successful expertise coordination. As feedback identifies performance gaps and actions for improvement, Agile teams need to coordinate expertise in order to improve or develop an individual and team’s expertise. Through the expertise coordination process, Agile team members are able to locate, recognize, and retrieve available expertise for improving an individual and team’s expertise.

Our findings revealed that Agile teams implement peer-to-peer rewards which focus on individuals. This contradicts several studies, which affirm that team rewards are more appropriate for Agile teams rather than individual rewards since Agile Software Development emphasizes cooperation between team members [47, 107, 155]. Lapham [107], however, states that Agile teams often choose to reward someone based on individual recognition. Besides individual achievement, peer-to-peer rewards recognize peer contributions including expertise contribution. Several researchers have shown that these individual rewards can promote knowledge sharing, when team members contribute their expertise for helping each other [105, 125]. This indirectly supports expertise coordination, when sharing expertise requires team members to rely on each other for locating, recognizing, and accessing expertise.

Chow et al. [35] affirm that a reward system is a success factor for Agile Software Development. Denning [47] and Vinekar et al. [220], however, suggest the need for a reward system that is suitably designed
for successful adoption of Agile methods. Implementing a suitable reward system tends to support expertise coordination. A proper balance between individual and team rewards is essential for successful expertise sharing. Non-monetary compensation such as training opportunities and special recognition supply motivation to embrace the knowledge sharing culture in Agile teams and indirectly influence successful expertise coordination.

8.2.3.3 Embracing an Expertise Sharing Culture

Management play important roles in embracing an expertise sharing culture in Agile teams (see section 7.3). An expertise sharing culture is the predominant strategy for coordinating expertise in Agile teams through:

- Fostering a supportive working environment
- Synchronizing goals

Fostering a Supportive Working Environment  This study indicated the importance of a supportive working environment in facilitating and supporting expertise coordination. This thesis discusses two features of a supportive working environment supporting expertise coordination: open workspaces and positive culture (see section 7.3.1).

Several studies found open workspaces appear to support coordination, including expertise dependencies [34, 137, 145, 223]. These studies show that open workspaces facilitate communication and enable team members to exchange knowledge effectively. In line with the findings of this study, open workspaces allow team members to work closely with each other and be easily accessible. Indirectly, this tends to increase team members’ awareness of each other and support expertise development.

We found reforming performance appraisal tends to support embracing an expertise sharing culture. In contrast, Wang et al. [222] found a bidirectional interconnection between both categories through open workspaces, which did not appear in our findings. They reveal that open workspaces also
contribute to successful performance appraisal because Agile teams can conduct peer-review easily through observing other team members.

According to Cho [34] and Vischer [221], open working environments lead to a high possibility of interruption and disruption in Agile teams, that prevent team members from concentrating on their tasks. Mishra et al. [145] suggest the need for non-verbal communication and behaviour cues, such as posture and eye gaze, in order to reduce interruption and distraction. For instance, our findings revealed that team members indicate their availability for interaction and communication when they look up and make eye contact with others.

Mishra et al. [145] and Omar et al. [159] indicate that cultivating a positive culture in the Agile working environment through an Agile mind set and positive personality is essential for Agile teams. This is aligned with our findings that positive culture tends to support expertise coordination in Agile teams. Possessing positive personality traits such as communication, consideration, and helpfulness, tends to boost good relationships among team members in managing their expertise resources effectively. For instance, Omar et al. [159] found that a positive personality influences the ability of Agile team members to share expertise, particularly in solving problems. Besides individual efforts, management should play important roles in developing positive personalities by establishing people-skills development programmes such as mentor-mentee programmes and team building activities.

**Synchronizing goals** Through this study, a common goal has been defined as a supporting element for embracing an expertise sharing culture in Agile teams and indirectly tends to support expertise coordination (see section 7.3.2). In line with the coordination definition (see section 2.1), working towards a common goal is the objective of coordination and establishes commitment during the coordination process. This is supported by Strode and Huff, [205] who affirm that a common goal is a key component
of coordination in Agile teams.

This thesis points out that synchronizing goals is beneficial to coordinating expertise in Agile teams. Common goals lead Agile teams to work in the same direction by agreed upon roles and expertise involved. At this point, mutual goals assist team members to identify and retrieve the relevant expertise in Agile teams. This indirectly increases Agile team members’ awareness of expertise needed and willingness to fill expertise gaps for achieving the common goals.

8.3 Evaluating the Theory

Numerous approaches exist for evaluating the quality of a qualitative study as a whole, as well as for specific research methods. According to Creswell [44], it is up to researchers to determine which evaluation approaches suit their study. He suggests that researchers employ multiple evaluation approaches to improve the accuracy of their studies. The evaluation of a theory should be looking for different angles such as paradigms and type of research, without being strictly limited to a specific research method [112]. Therefore, this study employed several evaluation approaches for evaluating the emergent theory. In particular, this study employed Lincoln and Guba’s approach [121] for evaluating the emergent theory as a part of the qualitative study. This approach focuses on reliability, validity, and credibility of the data. In order to align with Glaser’s approach, we used Glaser’s evaluation criteria instead of Strauss and Corbin’s approach. Glaser’s evaluation approach focuses on evaluating the adequacy of research processes and the grounding of the research findings. In order to evaluate the quality of the theory, this study applied Weber’s approach to pinpoint its strengths and weaknesses. A detailed explanation for each evaluation approach is described in the following subsections.
8.3.1 Lincoln and Guba’s Criteria

Lincoln and Guba [121] define trustworthiness criteria for evaluating qualitative research: credibility, transferability, dependability, and confirmability. These criteria parallel the criteria of internal validity, external validity, reliability, and objectivity, which are widely accepted and used in qualitative research and lead us to apply Lincoln and Guba’s approach [44]. This evaluation approach is also aligned with our interpretivist research paradigm. The following subsections discuss thoroughly how each criterion is considered in our study.

8.3.1.1 Credibility

Lincoln and Guba [121] refer to credibility as the truth value of findings. According to Mile and Huberman [140], credibility can be drawn from the following questions:

- “Do the findings make sense?”
- “Are they credible to people we study and to our readers?”
- “Do we have an authentic portrait of what we were looking at?”

In order to evaluate credibility, Guba and Lincoln [121] propose six techniques as follows: prolonged engagement, persistent observation, triangulation of data, peer debriefing, negative case analysis, and member checks.

**Prolonged Engagement**  Prolonged engagement requires researchers to determine whether they spent enough time on the research site and had intensive contact with participants [121]. Our study was conducted over two years and involved 48 participants, with approximately 45 minutes to one hour of semi-structured interviews for every participant. Observations have also been incorporated in our study, which enable us to gain a
deeper understanding of the participants’ settings. Therefore, we strongly believe that our study is lengthy and has intensive contact with participants involved.

**Persistent Observation**  Persistent observation addresses whether researchers have conducted an in-depth study to gain detailed explanations of important findings [121]. Moreover, persistent observation should lead us to determine whether we have gathered enough details. Through constant comparison and theoretical sampling in Grounded Theory, we ensured persistent observation in this study. Constant comparison involves continuous interplay between data collection and data analysis (see section 3.4.3), which indicates similarities and differences between emergent codes. We collected the next data based on the existing findings through theoretical sampling. Theoretical sampling helped us to ensure comprehensive findings by gathering new insights or refining and expanding existing findings. We continued to collect data until theoretical saturation had been reached. Constant comparison and theoretical sampling provided integrated approaches for ensuring the credibility of our study.

**Triangulation of Data**  Triangulation of data allows researchers to determine convergence among multiple or different sources of methods and data. Our study includes two observations in conjunction with the 48 interviews and document analysis for strengthening findings through different data sources (refer to section 3.4.2). This study also emphasizes different data sources by ensuring a wide variety of participants with different roles from different organizations based in different countries.

**Peer Debriefing**  Peer debriefing provides ongoing discussion for external review of the research process. Peer debriefing for our study, however, was limited to academic supervisors for ensuring the accuracy of Grounded Theory processes.
Negative Case Analysis  Negative case analysis is purposely to identify findings that differ from researchers’ expectations, assumptions, or working theories. Through constant comparison, we continuously compared new data with existing findings and sometimes we discovered a few negative cases, which required us to make modifications to the emergent theory.

For instance, we found an opposite perception towards the usage of expertise directories for locating where expertise resides. A few participants, however, claimed that communication is more valuable when finding relevant expertise than using an expertise directory. This finding was considered a negative case, which contradicted the existing findings and led to unexpected outcomes. Therefore, it is important to consider this negative case to draw a firmer conclusion.

Member Checks  Member checks require participants’ input for confirming data and interpretation. Researchers need to take data, analyses, interpretation, and conclusions back to participants for evaluating the credibility criteria. According to Lazenbatt and Elliott [112], however, a Grounded Theory study does not require researchers to return to participants for checking whether the participants agree with the researchers’ interpretation of data. We returned to participants, however, for clarifying ambiguous, unclear, and incomplete data transcripts. If clarification was needed, we would email probing questions to our participants related to clarifying and confirming some data and interpretation. Furthermore, we also emailed our published conference papers to participants for obtaining their feedback. These activities are essential to establish correctness of data interpretation and strengthen the findings of this study. The feedback from participants as follows:

“This paper is a reflection of the initial states and challenges the team is looking to and have just begun their transition to Agile methods of collaboration and value creation. Misconceptions of Agile methods as enabling high-performance and being a ‘silver bullet’ to resolve
common issues in complex projects frequently results in many of the examples of challenges as highlighted in this paper. Creating sustained behavioural changes to unlock up-sized productivity improvements is truly challenging and this paper has found many common barriers to that end [sic].” - P31, Scrum Master.

“I read your study and I think it is excellent. Good Job! Your study reflects the coordination and collaboration with specialists or teams outside of an Agile team.” - P33, Project Manager.

8.3.1.2 Transferability

Transferability refers to the degree to which the research findings can be applied in other contexts [121]. Mile and Huberman [140] list relevant questions for determining transferability criteria. For example:

- “Do the findings include enough thick description for readers to assess the potential transferability and appropriateness for their own settings?”

- “Is the sampling theoretically diverse enough to encourage broader applicability?”

- “Does the researcher define the scope and the boundaries of reasonable generalization from the study?”

- “Does the report suggest settings where the findings could be tested?”

In order to answer the above questions, Guba and Lincoln [121] propose thick description of data for evaluating transferability criteria. Thick description of data requires us to provide dense and detailed explanations of concepts, categories, and the theory itself. 48 participants in this study allowed for rich description of findings. We also provided a detailed description of the participants (see section 3.4.2) and boundaries of this
study (see section 4.6) in order to achieve transferability. This enables readers to make decisions about the applicability of our findings in other contexts of the study.

Transferability relies on the sampling used in this study. Through Grounded Theory, theoretical sampling was used to determine the future data based on the current data analysis of this study. This is important to ensure the comprehensive nature of data drawn from a broad range of participants.

The findings of this study, however, do not require further testing because the purpose of the Grounded Theory is to discover a theory of the phenomena studied, but not to test to the emergent theory [67].

8.3.1.3 Dependability

Dependability allows researchers to determine whether the research process is consistent and leads to the stability of the data over time [73, 121, 140]. MILE and Huberman [140] list relevant questions for determining dependability criteria. For example:

- “Are the research questions clear, and are the features of the study design congruent with them?”
- “Do findings show meaningful parallelism across data sources (informants, contexts, times)?”

In this study, we formed research questions (see section 1.1) in general, but within a specific topic of study. The research questions evolved over time depending on the emergent findings of this study. In order to answer the research questions, we had proper research processes (see section 3.4). Therefore, detailed and comprehensive documentation of the research processes has been produced in this study.

Guba and Lincoln [121] recommend researchers use an external auditor to examine the research process and artefacts. In this study, the review
process was carried by academic supervisors rather than an external auditor. The academic supervisors worked together to ensure the findings of this study emerged from interview quotes and observation notes.

8.3.1.4 Confirmability

Confirmability criteria is related to bias issues and the prejudices of the researchers [140]. Confirmability ensures data, interpretations, and findings are rooted in the context of study and participants, apart from the researcher’s assumptions or imagination [73]. Mile and Huberman [140] list relevant questions for determining confirmability criteria. For example:

- “Are the study’s general methods and procedures described explicitly and in detail?”

- “Can we follow the actual sequence of how data were collected, processed, condensed/transformed, and displayed for specific conclusion drawing?”

- “Are conclusions explicitly linked with exhibits of condensed/displayed data?”

- “Has the researcher been explicit and as self-aware as possible about personal assumptions, values and biases, affective states - and how they may have come into play during the study?”

Guba and Lincoln [121] posit the need for an audit trail in establishing confirmability. An audit trail is included in Chapter 3, which presents examples of research artefacts such as data transcripts, coding structure, and memos. This evidence is described explicitly through Grounded Theory procedures. In Chapters 5 to 7, we included examples of direct quotes from the data to indicate links between data and findings. The confidentially and anonymity requirements, however, prevent us from providing more details of evidence in this thesis.
In term of researcher bias, we were aware of our responsibility to avoid personal assumptions and biases in this study. We attempted to put aside personal perspectives and assumptions in understanding our participants’ interests and point of view. Furthermore, researcher bias can be mitigated through memoing, which controls distortion during data analysis [112].

8.3.2 Glaser’s criteria

We also evaluated our research according to Glaser’s criteria: fit, work, relevance, and modifiability [66, 67]. These criteria are related to each other and fit forms the basis for the other criteria [126]. The detailed explanation for each criterion is described in the next subsection.

8.3.2.1 Fit

Fit refers to the ability of theory to emerge naturally from data without forcing the data to fit preconceived ideas [71]. The emergent categories and their properties should fit the realities of participants’ views and phenomena studied. Therefore, maintaining an open mind without any pre-existing theoretical expectation is a fundamental principle of Grounded Theory [67]. In this study, we established fit through a minor literature review and theoretical sampling.

Conducting a minor literature review at the beginning of this study was to ensure the emergent concepts and categories were fit without imposing any preconceived ideas from the literature. The minor literature review led us to determine the area of study and to formulate research questions. Then, we gathered relevant data and identified the real concerns of participants without being influenced by ideas from literature.

According to Urguhart et al. [215], theoretical sampling is a contributor to the fit criteria, in which the emergent theory is truly grounded in data. Theoretical sampling guided us in determining participants based on the existing research findings. This process was continued until it reached
theoretical saturation; therefore, the possibility of imposing preconceived ideas on the data was reduced.

8.3.2.2 Work

Work means the theory should explain, interpret, and predict what is going on within the context of study [66]. The emergent theory should represent the participants’ concerns and demonstrate the application value [71]. In order to determine work criteria, we used the acceptance of the theory published and represented in several well-established Agile conferences as a benchmark. The findings of this study were published and presented at eXtreme Programming conferences (XP2014 and XP2015) and the Agile conference in the United States. The papers were well received by conference attendees, as well as paper reviewers, as follows:

“The paper tries to theorize the role of external actors in Agile Software Development that is relatively novel in different ways. First, the paper tries to build theory that explains how ‘Agile works’ - which is rarely found in current literature. There is for sure too little focus on the complexity of these aspects in the current literature, and also too little awareness among practitioners. Hence, although the paper is theoretically framed, the paper also provides practitioners with important insights.”

“The topic of the paper potentially fills a gap in current research on Agile Software Development. Apart from the few studies mentioned in the paper, there are to my knowledge no studies that shed light on this particular important issue. Secondly, the paper presents truly rich empirical material that gives the reader in-depth understanding of some of the many complexities that are involved in communicating and coordinating with external experts. Interviews with 48 informants are impressive, and should give a sound basis for theorizing.”
8.3.2.3 Relevance

Relevance refers to the ability of the emergent theory to be related to core problems and processes in the area under study [66]. One way to find out the relevance of the emergent theory was discussing emerging conceptual categories with academic supervisors. Furthermore, we also gained well-received feedback from paper evaluators on the relevance criteria:

“This reviewer finds it very interesting that this theorizing emphasizes the relationships between external actors and the Agile team.”

8.3.2.4 Modifiability

Glaser [68] defines modifiability as “the quality of the theory to be ready for changes to include variations in emergent properties and categories caused by new data”. The emergent theory should be flexible to adapt to modifications in the future [66]. Through constant comparison, the concepts and categories continuously evolved and led us to modify the emergent theory. For instance, the findings of this study revealed numerous unexpected issues in coordinating expertise outside Agile teams. The emergent theory has been modified in order to present these findings and indirectly led us to modify our research questions. This is supported by Charmaz [31], who claims that researchers tend to modify their research questions once they have discovered significant new findings.

8.3.3 Weber’s Criteria

In addition to Glaser’s criteria, this study has evaluated the quality of emergent theory based on Weber’s five criteria: importance, novelty, parsimony, level, and falsifiability [225].

The importance of a theory is assessed based on the importance of its focal phenomena from the viewpoint of practice and research [225]. Our theory addresses expertise coordination in Agile teams, which is deemed
imported from the viewpoint of practice. The theory embodies specific processes and strategies that are related to expertise coordination in Agile teams. Therefore, this thesis provides an overview of how Agile teams are able to locate and assess the available expertise, and outside expertise as well. This thesis also presents how Agile teams, external specialists, and outsourcers depend on each other to manage and utilize outside expertise. This thesis also discusses several management strategies to support successful expertise coordination in Agile teams. This study provides Agile practitioners with important insights into expertise coordination in Agile Software Development projects.

From a research perspective, this study discovered there is a paucity of studies that focus on expertise coordination, particularly empirical studies. The findings of this study are important contributions to the body of knowledge in Agile Software Development, specifically coordinating outside expertise Agile teams. Furthermore, the emergent theory can serve as working hypotheses that could be tested by future researchers.

The novelty of a theory relies on the value of the research and its contributions to the body of knowledge [225]. Weber [225] suggests a theory is novel if its focal phenomena has not been covered by existing theories. Our emergent theory is novel since this study focuses on expertise coordination in Agile teams, which has a limited number of previous studies, particularly empirical studies. This study embodies several further investigations that have been proposed elsewhere, such as:

- to facilitate finding knowledge owners or experts in Agile teams [184].
- to explore the interaction between Agile teams and roles outside the teams in coordinating expertise [194].

A simple theory with a small number of categories and relationships is deemed to be parsimonious [225]. We argue that our study has produced a parsimonious theory since the emergent theory consists of six categories: *locating and recognizing expertise, accessing expertise, coordinating outside ex-*
pertise, self-selecting teams, reforming performance appraisal, and embracing an expertise sharing culture. The number of our categories is no more than seven, which is in line with the ‘small number’ suggested by Miller [141]. The parsimonious theory, however, should capture the richness of our focal phenomena, which is described in detail in Chapters 4 to 6.

For evaluating the quality of a theory, Weber [225] suggests researchers determine the level of theory: micro-level, middle-range level, or macro-level. Our study has produced a middle-range level theory, which should model neither too narrow nor too broad a range of phenomena. This is in line with Glaser’s recommendation to build middle-range theory in Grounded Theory study [31]. Our middle-range substantive theory explains how to coordinate expertise, specific to Agile Software Development projects.

The last criteria is falsifiability, in which a high-quality theory could be falsified via empirical tests [225]. Researchers can test the theory under a variety of conditions. For instance, the emergent theory of this study could be tested under the implementation of expertise sharing in a large healthcare organization, which involves interactions and inter-dependency among healthcare practitioners, such as specialists, doctors, nurses, and dieticians.

For this study, however, the emergent theory does not need further testing. This is in line with Glaser [67], who claims that Grounded Theory study emphasizes an inductive approach and emerges from data, instead of proving an existing theory. The emergent theory acts as a working hypothesis and can be falsified through a deductive approach in other studies. Section 9.1.1.4 presents falsifiable hypotheses from our theory.
This chapter summarizes the contributions of this study to the theory and practices of Agile Software Development. The next section discusses the limitations of this study and of the emergent theory. In order to cope with the defined limitations, the last section then presents several suggestions for future work.

### 9.1 Research Contributions

The contributions of this study can be summarized into theoretical and practical contributions. In terms of theoretical contributions, this study contributes a theory of expertise coordination for Agile Software Development projects. This study contributes to practical Agile Software Development by the processes and strategies used to coordinate expertise. The next subsections describe the theoretical and practical contributions in detail.
9.1.1 Theoretical Contributions

This study contributes to software engineering theory regarding expertise coordination in Agile Software Development. This study introduces a theory about the expertise coordination process, coordinating outside expertise, and management support for coordinating expertise. A number of hypotheses are formulated from the emergent theory of expertise coordination and described at the end of this subsection.

9.1.1.1 Expertise Coordination Process

The thesis presents the theory of expertise coordination process, which describes how expertise is coordinated in Agile Software Development projects: locating and recognizing expertise and accessing expertise.

Locating and recognizing expertise enables Agile teams to identify the owner of expertise, quantify the level of expertise, and recognize that expertise. There is a need to facilitate identification of knowledge owners or experts in Agile teams, which is not explicitly reported in the literature [194]. Therefore, these findings address how Agile team members rely on each other in locating expertise: communicating frequently, working closely together, declaring self-identified expertise, earning certification, and using an expertise directory (see section 5.1). These findings have been presented and published in the XP2014 conference held in Rome, Italy [173].

The emergent approaches of locating and recognizing expertise are aligned with Agile values, principles, and practices. Our findings revealed that Agile values, principles, and practices provide spaces and opportunities for Agile teams to implement the emergent approaches of locating and recognizing expertise. Although, the last approach of locating and recognizing expertise, using an expertise directory, is also aligned with the first Agile value, "Individual and interactions over processes and tools" [59]. We found most Agile practitioners prefer communication instead of using an expertise directory, even though a directory would facilitate the process of
identifying and acknowledging expertise.

Locating and recognizing expertise leads to accessing expertise, where our findings revealed several approaches for accessing expertise: embracing expert-novice relationships, engaging hands-on learning, running effective meetings, establishing discussion channels, and archiving explicit knowledge (see section 5.2). These approaches are considered classifications of accessing expertise, where each approach comprises several techniques to retrieve available expertise and pull new expertise into Agile teams. These findings have been presented and published in the Agile conference held in Orlando, US [172].

Our findings indicated the existence of apprenticeships through embracing expert-novice relationships in Agile teams and how they differ from mentoring and coaching. Based on the differences, we identified several limitations of apprenticeships, which cause the minimal implementation of apprenticeships in Agile teams (see section 5.2.1.1). These findings contribute to the literature on Agile Software Development, which requires a further investigation into the proper implementation of apprenticeships in Agile Software Development [93].

The findings of the expertise coordination process contribute to the literature through two published international conferences as follows:

9.1.1.2 Coordinating Outside Expertise

This study gives new insights into the role of expertise outside Agile teams. Our theory suggests a new way of theorizing important aspects of coordinating external expertise with Agile teams. Our findings emphasize the relationships between external actors and Agile teams in coordinating external expertise through several strategies: planning ahead, understanding Agile Mindset, retaining external expertise, ensuring consistency, treating outsourcers the same as in-house staff, and keeping everyone on the same page (refer to Chapter 6). These findings fill a gap in the current research on Agile Software Development: Sharp and Robinson [194] have suggested further
investigation is needed to explore the interaction between Agile teams and roles outside the teams. We have presented and published a paper entitled "Coordinating Expertise Outside Agile Teams", to describe how Agile teams can deal with outside expertise at the XP2015 conference held in Helsinki, Finland, [172].

Coordinating outside expertise is based on the complexities or issues involved in coordinating expertise outside Agile teams: availability, Agile mindset, knowledge retention, unknown working environment, stability, and effective communication. These issues contribute to the literature by providing a new insight into factors that need to be considered when dealing with external specialists and outsourcers.

9.1.1.3 Management Support

This study contributes to the body of knowledge through the role of management in supporting expertise coordination in Agile Software Development projects. Management is responsible for supporting expertise coordination through emergent independent strategies: self-selecting team, reforming performance appraisal, and embracing expertise sharing culture (refer to Chapter 7).

Self-selecting teams are essential to supporting expertise coordination by increasing inter-dependencies between Agile team members, and ensuring a diverse range of knowledge and skills in teams. We revealed how to form self-selecting teams in supporting expertise coordination: setting up cross-functional teams, selecting the right team, and balancing teams. Through self-selecting teams, we found that several characteristics of teams, such as smaller team formation, as well as stable teams, lead to successful expertise coordination (see section 7.1). This study contributes to the body of knowledge by identifying the way self-selecting teams support expertise coordination.

Performance appraisal is vital to support expertise coordination by identifying gaps in team members’ skills and competencies, and enabling
expertise development. Moving from traditional performance appraisal to an Agile performance appraisal is needed to adapt and align to Agile values, principles, and practices. Through this study, we revealed two major changes for reforming performance appraisal: integrating individual and team performance assessment criteria, and shifting from quantitative to qualitative performance appraisal (see section 7.2). These changes contribute to the literature in boosting the implementation of Agile-compliant performance appraisals. As Agile-compliant performance appraisal tends to influence a reward system, our findings contribute to the literature, as we suggest a proper balance between individual and team rewards for successful expertise sharing.

9.1.1.4 Working Hypotheses

The theory of expertise coordination is represented by using a theoretical code that consists of relationships between emergent categories, as depicted in Figure 9.1, highlighting the formulated hypotheses. Based on the structure of relationships in that theory, we have formulated 23 hypotheses from the emergent theory of expertise coordination, as follows:

- H1: locating and recognizing expertise will have a positive influence on accessing expertise.
- H2: self-selecting teams will have a positive influence on locating and recognizing expertise.
- H3: self-selecting teams will have a positive influence on accessing expertise.
- H4: reforming performance appraisal will have a positive influence on locating and recognizing expertise.
- H5: reforming performance appraisal will have a positive influence on accessing expertise.
Figure 9.1: The Emergent Theoretical Code with Formulated Hypotheses.
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- H6: embracing an expertise sharing culture will have a positive influence on locating and recognizing expertise.

- H7: embracing an expertise sharing culture will have a positive influence on accessing expertise.

- H8: locating and recognizing expertise will have a positive influence on embracing an expertise sharing culture.

- H9: accessing expertise will have a positive influence on embracing an expertise sharing culture.

- H10: locating and recognizing expertise will have a positive influence on reforming performance appraisal.

- H11: locating and recognizing expertise will have a positive influence on self-selecting teams.

- H12: self-selecting teams will have a positive influence on embracing an expertise sharing culture.

- H13: reforming performance appraisal will have a positive influence on embracing an expertise sharing culture.

- H14: locating and recognizing expertise will have a positive influence on treating outsourcers the same as in-house staff.

- H15: accessing expertise will have a positive influence on retaining external expertise.

- H16: keeping everyone on the same page will have a positive influence on planning ahead.

- H17: keeping everyone on the same page will have a positive influence on retaining external expertise.
• H18: keeping everyone on the same page will have a positive influence on treating outsourcers the same as in-house staff.

• H19: understanding Agile mindset will have a positive influence on keeping everyone on the same page.

• H20: ensuring consistency will have a positive influence on keeping everyone on the same page.

• H21: treating outsourcers the same as in-house staff will have a positive influence on planning ahead.

• H22: self-selecting teams will have a positive influence on ensuring consistency.

• H23: embracing an expertise sharing culture will have a positive influence on keeping everyone on the same page.

These working hypotheses can be tested through a deductive approach in future studies.

9.1.2 Practical Contributions

This study makes practical contributions to Agile Software Development. We enrich the existing approaches in identifying the owner of expertise, and recognizing that particular expertise. The approaches of locating and recognizing expertise can be used by Agile practitioners when they are seeking expertise in accomplishing their tasks. The choice of approaches vary depending on practitioners’ preferences, and when the approach is suited to be applied in teams (see section 5.1).

In terms of accessing expertise, Agile practitioners can adopt the approaches for accessing expertise. We revealed commonly used approaches, as well as new insights about retrieving available expertise and pulling new expertise into Agile teams, such as apprenticeships, role meetings, and document management tools (see section 5.2).
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Agile practitioners can obtain benefits from external expertise coordination strategies (refer to Chapter 6). These strategies can be used directly by Agile practitioners when they are dealing with external actors such as external specialists and outsourcers. Adopting these strategies tends to mitigate several issues which arise when coordinating expertise outside Agile teams. This thesis provides Agile practitioners with in-depth understanding of some complexities or issues involved in coordinating expertise of external specialists and outsourcers.

This study also provides external specialists and outsourcers with important insights into how to coordinate their expertise with Agile teams. It is impossible to utilize external expertise without effective cooperation and support from external specialists and outsourcers. Therefore, external specialists and outsourcers need to ensure their availability when needed, understand the Agile Mindset, retain their expertise in Agile teams, easily adapt to a new working environment, work in accordance with a particular standard work, have been treated the same as in-house staff, and keep themselves on the same page.

This study also has implications for management in supporting expertise coordination. Management needs to emphasize self-selecting teams, rather than just selecting the available people to join in a particular software project (see section 7.3). It is vital for management to facilitate the process of self-selecting teams in order to optimize successful expertise coordination.

On the other hand, Agile practitioners can consider several factors in choosing the right team: types of work, team members, and knowledge sharing (see section 7.1.2). Agile practitioners are advised to prioritize knowledge sharing in supporting expertise coordination.

This study suggests management reform performance appraisal, in order to ensure it is aligned with Agile values, principles, and practices (see section 7.2). Management should integrate individual and team performance assessment criteria, and emphasize qualitative measurement through feedback. These changes lead to the improvement of performance
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This study also proposes management set up a reward system that is suitably designed for Agile teams. A proper balance between individual and team rewards is essential for successful expertise sharing, which influences successful expertise coordination.

9.2 Research Limitations

Although this study generates important findings of expertise coordination in the context of Agile Software Development, we acknowledge several research limitations.

The first research limitation is related to generalization. The aim of this study is not to generalize our findings to different contexts, but to discover a theory of the phenomena studied. Therefore, the emergent theory does not need further testing, but it can be falsified through a deductive approach in other studies. The theory of expertise coordination is only applicable within the Agile Software Development context, and further study is needed to ensure the applicability of our findings within other contexts.

The next research limitation is the applicability of the theory to all forms of Agile project. We recruited participants without restriction as to which Agile methods have been used in Agile projects. The theory, however, is mostly based on research evidence from Agile projects using Scrum and XP practices. Since Scrum and XP are currently the dominant Agile methods, we believe the theory represents expertise coordination from the various points of view of those Agile methods.

The applicability of the theory is not specific to co-located or distributed Agile projects. We have recruited participants without considering co-located or distributed Agile teams. Therefore, this study represents the theory of expertise coordination in a broad spectrum of Agile teams.

A further research limitation is concerned with the range of research participants. The participants were selected and recruited based on ac-
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cessibility, thus mostly based in Wellington, New Zealand, and several locations of Agile conferences and workshops. This restricted the range of participants, particularly their working practices, culture, and experiences, which must influence our findings.

The limitation of the range of participants was also caused by a small number of interviews conducted with external specialists and outsourcers. It was quite hard to recruit external specialists and outsourcers due to their limited involvement in Agile teams. Our findings, however, have been strengthened with supporting interviews with Agile team members, since we need to discover how Agile teams interact with external specialists and outsourcers in coordinating expertise outside Agile teams.

There is no customer involvement in our study, which also contributes to a limitation of the range of participants. Agile Software Development requires Agile teams to interact extensively with customers, and we believe this tends to influence expertise coordination. We attempted to recruit customers in our study, however, none were willing to participate. Since this study has recruited other Agile roles, including external specialists and outsourcers, this might not be a major limitation.

We have identified the need for interconnections between team members in Agile projects. Therefore, we had to interview more than one participant in the same Agile project in order to affirm the consistency of findings. Unfortunately, we only managed to recruit a few participants from the same project. This is also limited to the range of participants in our study.

In order to mitigate the limitations of the range of research participants, constant comparison and theoretical sampling were used to determine future data required, based on the current data analysis of this study. This is important to ensure the comprehensive nature of data.

A further research limitation is related to data triangulation. We managed to carry out observations at only one company, due to difficulties and challenges in getting Agile Software Development companies to take part in this study. We conducted six observational sessions on two different
software development projects over two months, and consequently we had limited observation data to strengthen the triangulation.

Another research limitation is related to research analysis. Member checks were solely by the researchers of this study. That is to say we relied on participants’ input for confirming data and interpretation, without appointing independent people to clarify and confirm our research data and interpretation.

The last research limitation is the researcher’s ability in conducting a Grounded Theory study. A lack of experience in Grounded Theory meant we spent more time in developing an understanding of Grounded Theory, and analyzing the collected data until the core category emerged.

Even though several research limitations have been identified, not all of them could be mitigated during the research process. However, we have tried to mitigate the limitations as much as we could. We hope further studies with other research methods could address these limitations.

9.3 Future Work

Future work is essential to confirm the theory of this study by using other research approaches, form a formal theory, and enhance the efficacy of the theory. In particular, future research should aim to verify the theory of expertise coordination by using other research approaches, either qualitative or quantitative. Through case study or action research, future researchers could generate more hypotheses of expertise coordination, which were not discovered throughout this study. These qualitative approaches and other quantitative methods also can be used to test the formulated hypotheses derived from this study (subsubsection 9.1.1.4). For instance, a survey method can be employed to verify a significant relationship between self-selecting teams and locating and recognizing expertise.

This study has generated a substantive theory, which specifically focuses on a particular phenomenon: expertise coordination of Agile Software
Development. This substantive theory can be extended to form a formal theory. The substantive theory can be replicated within different contexts of study such as non-Agile Software Development, distributed Agile Software Development, and healthcare organizations. Constant comparison could be used to compare the different substantive theories and lead to the development of a formal theory, which would explicate abstract and general expertise coordination.

There is potential for further Grounded Theory research to explore expertise coordination in Agile Software Development Projects in more depth. Further research could explore more strategies and processes involved in coordinating expertise in Agile Software Development projects. For instance, the concepts of expertise coordination process need better conceptualization since the concepts might not adequately cover the process involved.

Our study also leads to further investigation on aspects related to expertise coordination as follows:

- A further investigation on the impact of the knowledge sharing factors in self-selecting teams.
- A further investigation on the proper implementation of apprenticeships in Agile Software Development.
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Attachment A: Cover Letter for Research Participant

[Participant’s name]
[Company name]
[Employment address]

Dear [Participant’s name],

PhD Research into the Expertise Coordination for Agile Software Development Project

Thank you for your interest in being interviewed for this research.

Prior to conducting the interview, Victoria University of Wellington requires that I obtain your written informed consent. This consent is a normal part of any research project and forms one criterion of the Victoria University Human Ethics Committee Guidelines that I must meet.

Attached herewith are:

• A copy of the research document that outlines the purpose, scope & approach to the project.
• An interview guide that describes the topics that will be discussed during the interview session.
• A consent form that you need to sign and return to me [in the enclosed envelope] if you decide to participate in this research.

I would like to emphasise that you do not have to participate in this research and that you are free to withdraw from this research without explanation up to one month after the interview.

If you require any further information or if you would prefer not to be interviewed, please feel free to email me at Mawarny.Md.Rejab@ecs.vuw.ac.nz or call me on +02230034839. Alternatively you may contact either of my supervisors Prof James Noble (kjx@ecs.vuw.ac.nz or +64 4 463 6736) or Dr. George Allan (george.allan@ecs.vuw.ac.nz or +64 4 4636741)

Thank you.

Yours sincerely

Mawarny Md. Rejab
(PhD Student)
Mobile: +02230034839
E-mail:Mawarny.Md.Rejab@ecs.vuw.ac.nz
General Information
This research study contributes towards the requirements for a PhD degree at Victoria University of Wellington, New Zealand.

Research Topic: **Expertise Coordination in Agile Software Development Project**

**PhD Student:** Mawarny Md. Rejab (Mawarny.Md.Rejab@ecs.vuw.ac.nz, 0223034839)
**Supervisors:** Prof. James Noble (kjx@ecs.vuw.ac.nz, +64 4 4636736)
Dr. George Allan (george.allan@ecs.vuw.ac.nz, +64 4 463 6741)

Objectives of Research
The objective of this research is to explore and understand the current issues of expertise coordination in an Agile Software Development project. This research also aims to determine the factors which influence processes of expertise coordination in an Agile Software Development project. The core of this research is to explore and understand how expertise is coordinated in Agile Software Development which will lead to the creation of an appropriate expertise coordination framework.

Research Methodology
This research intends to use a qualitative research methodology by selecting Grounded Theory technique. The grounded theory is selected due to this research involves the exploration of human interaction in Agile Software Development project. We have sought and have been granted approval has been granted by the University’s Human Ethics Committee to conduct semi-structured interviews.

The researcher aims to gather valuable data regarding expertise coordination issues by interviewing project managers, software developers, software team leaders, business analyst, agile practitioners and consultants who are involved in Agile Software Development project. The interviews will be conducted by research with voluntary individual participant. Each interview session would take one hour and will be held at the interviewee’s workplace or any place depends on the mutual agreement between researcher and interviewee. An interview agenda has been attached to this information sheet outlining what data will be sought during the interviews.

Purpose of Data Collection
The data gathered will be analysed to derive factors and processes of expertise coordination in Agile Software Development project. Findings from the research will be published in conferences papers and referred journals for the benefit of the larger research community. The final PhD thesis will be published and can be accessed at Victoria University library of Wellington, New Zealand.
Confidentiality and Consent

The data collected will be kept in a confidential way and will be destroyed at the completion of the research. The participant’s details including company background will not be recorded during the interview. All data collected for this research will be remained confidential to the researcher, Mawarny Md. Rejab and her supervisors, Prof James Noble and Dr. George Allan.
Attachment C: Consent for Research Participant

Research Title: Expertise Coordination in Agile Software Development Teams
Researcher: Mawarny Md. Rejab

I have been given and have understood an explanation of this research project and the confidentiality conditions. I have had an opportunity to ask questions and have them answered to my satisfaction.

I agree to be interviewed by Mawarny Md. Rejab for the purpose of this research for her PhD degree and resultant theses and publications. I consent to the collection and use of my perceptions, experiences, opinions and information in this research.

I understand that I may withdraw from this research up to the one month after the interview without penalty or explanation. This can be done by contacting the researcher or on her supervisors.

Do you agree to have interviews sound-recorded?

☐ Yes ☐ No

Would you like to receive a copy of any publications that are based on these interviews?

☐ Yes ☐ No

If yes, please provide an email address, or mailing address that we can use to send a copy of the publication.

________________________________________________________________________________
________________________________________________________________________________

Name: ___________________________
Signed: __________________________
Date:___________________________
Attachment D: Interview Guide

Interview Details:

Interview Date : ____________________________________
Interview Time : __________________________ (1 hour)
Interview Venue : ____________________________________

Topic: Expertise Coordination for Agile Software Development Projects

Objectives:

• To gain in-depth understanding of the expertise issues in Agile Software Development projects.

• To understand how to manage the expertise resources and its dependencies in Agile Software Development projects.

• To understand how Agile teams rely on expertise outside Agile teams.

Agenda:

<table>
<thead>
<tr>
<th>No</th>
<th>Activities</th>
<th>Duration (minutes)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Both parties agree with the defined outcomes, agenda and rules for the interview</td>
<td>5</td>
</tr>
<tr>
<td>2</td>
<td>Interviewee defines roles, responsibilities, skills, and experiences in Agile Software Development projects.</td>
<td>10</td>
</tr>
<tr>
<td>3</td>
<td>Discuss the current Agile Software Development practices that lead to expertise coordination.</td>
<td>10</td>
</tr>
<tr>
<td>4</td>
<td>Discuss how to support expertise coordination in Agile Software Development teams.</td>
<td>10</td>
</tr>
<tr>
<td>5</td>
<td>Discuss issues or difficulties that Agile teams face in managing expertise resources and its dependencies.</td>
<td>10</td>
</tr>
<tr>
<td>6</td>
<td>Suggest improvements or recommendations to enable expertise coordination in the current Agile Software Development practices.</td>
<td>10</td>
</tr>
<tr>
<td>7</td>
<td>Wrap-up (follow up session and feedback)</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Total</td>
<td>60</td>
</tr>
</tbody>
</table>
Semi-structured Interview Questions Guidelines:

1) What are your roles and responsibilities in the Agile Software Development project?
2) Which Agile Software Development methodology has been used in the software development project?
3) Tell me about your cross-functional team?
4) Could you explain how do you improve your skills and knowledge to become as a T-shaped person in your Agile team?
5) Do your team members recognize and trust your capability and expertise? Why and why not?
6) Do you rely on other team members in developing your expertise? How?
7) How often have you been referred to by your team members when they face a problem in solving tasks during software development? What are factors that influence them to seek for your assistance?
8) What do you think about sharing your expertise with your team members? How do you share your expertise?
9) What challenges or barriers did you face during sharing your expertise with your team members? What are the strategies or actions that you took to overcome these challenges?
10) How do you identify expertise among your team members?
11) What do you think about seeking for assistance or help from your team members when you face problems in solving tasks during software development?
12) Please elaborate on the process of seeking help from other expertise in your team.
13) What challenges or barriers did you face in seeking expertise in your software development team? What are strategies or actions that you took to overcome these challenges?
14) What Agile practices and artefacts that do you think related to managing expertise and its dependency in Agile teams?
15) Do you deal with external expertise such as DBA and user experience designer in accomplishing your tasks?
16) What challenges or barriers did you face when dealing with external expertise? What are strategies or actions that you took to overcome these challenges?
17) Is there anything else that we should discuss? If yes, please elaborate more.
Human Ethics Approval for Observations

The following documents are approval from the Human Ethics Committee (HEC) of Victoria University of Wellington and supporting documents for conducting observations of this study.
Thank you for your request to amend your ethics approval. This has now been considered and the request granted.

Your application has approval until 30 June 2015. If your data collection is not completed by this date you should apply to the Human Ethics Committee for an extension to this approval.

Best wishes with your research.

Allison Kirkman
Human Ethics Committee
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5. DETAILS OF PROJECT
Briefly Outline:
(a) The objectives of the project:
The aim of this study is to build a theory of expertise coordination in Agile software development projects, which is guided by three research questions:
- How is expertise coordinated in Agile software development projects?
  This question attempts to understand the expertise coordination processes that should be carried out by Agile team members in managing expertise dependencies.
- What factors influence expertise coordination in Agile software development projects?
  This question attempts to identify factors that should be considered in coordinating expertise in Agile teams.
- What expertise coordination practices should be applied in Agile software development projects?
This question attempts to determine practices that Agile team members should apply in coordinating expertise in Agile teams.

(b) Method of data collection

This study is carried out by employing Grounded Theory. This study employs interviews as the predominant source of data collection (Ethics Approval: 19488). However, multiple sources of data will strengthen the Grounded Theory research. Therefore, the researcher intends to include participant observation in conjunction with the interview.

Participant observation provides a great opportunity to view the actual participants’ behaviour when they are engaged in the software project development. Participant observation enables the researcher to gain a deeper understanding of the participants’ settings. As a secondary data collection method, participant observation also will allow the researcher to confirm the accuracy of interviews and enhance the validity of data.

The potential participants for this study are Agile practitioners who engage in Agile software development projects. Thus, participant observation requires the researcher to identify software companies that apply Agile practices in their software development projects. Moderate participant involvement will be used during the observation by sharing work experiences together. The researcher will keep written records and take some pictures during the observation. No personal details such as participant’s name or company’s name will be collected during the interview session. All findings will be kept confidential and will be destroyed after the completion of the research.

(c) The benefits and scientific value of the project

The planned contributions of this study can be summarized into theoretical, functional, and practical contributions as follows:

- This study will contribute theories on expertise coordination in Agile software development projects. The novelty of this study lies in the demonstration of theories related to the processes of expertise coordination, factors that influence expertise coordination, and expertise coordination practices in Agile teams.
This study will provide empirical evidence that will assist Agile practitioners and researchers to gain in depth understanding of the expertise coordination in Agile Software Development projects. This evidence is important to contribute to the body of knowledge in software engineering and can serve as working hypotheses that could be tested by future researchers.

This study will provide guidelines on how to coordinate expertise in Agile software development projects. The guidelines will also assist Agile practitioners in managing expertise resources and circulating the available expertise effectively. This guideline also will assist Agile teams to coordinate expertise and rely on roles outside the teams.

Characteristics of the participants

The participants for this study are Agile practitioners who engage in Agile software development projects. Eligibility criteria should be considered in recruiting participants for this study including Agile methods used and roles in Agile teams.

- **Agile methods**
  
  There is no restriction as to which Agile methods have been used. This study is open to recruit Agile practitioners even though there is no specific Agile method is used in their software projects.

- **Agile roles**
  
  More priority is put on Agile roles since this study requires a broad range of roles. The wide variety of roles is important to enable the triangulation of findings. Different roles will provide different insights and perspectives on expertise coordination in Agile teams.

The participants of this study should take part voluntarily.

Method of recruitment

**Agile Professional Network (APN)** is a avenue to identify Agile practitioners from a different software organizations based in New Zealand. Attending Agile seminar and workshops which are organized by APN or software companies is another way to recruit more participants. Additional to APN, Agile conferences
which run around the world can be used as a platform to recruit a wide range of participants.

The potential participants will be provided with a brief outline of the intended research via email. The researcher will contact the interested software companies to develop mutually agreeable terms for their participation in the research. The researcher will elicit their participation on a voluntary basis and all collected data will be kept confidentially.

Before conducting the observation, the participants will be provided with a document that consists of the purpose and scope of this study, the time commitments expected from the participants, the processes of data collection, and other commitments expected from participants. The consent document, information sheet and observation guide are attached together to this application.

(f ) Payments that are to be made/expenses to be reimbursed to participants

None

(g ) Other assistance (e.g. meals, transport) that is to be given to participants

None

(h) Any special hazards and/or inconvenience (including deception) that participants will encounter

None

(i ) State whether consent is for (delete where not applicable):

(i) the collection of data

(ii) attribution of opinions or information

(iii) release of data to others

(iv) use for a conference report or a publication

(iv) use for a PhD thesis

Attach a copy of any questionnaire or interview schedule to the application: attached

(j ) How is informed consent to be obtained (see sections 4.1, 4.5(d) and 4.8(g) of the Human Ethics Policy)
(i) the research is strictly anonymous, an information sheet is supplied and informed consent is implied by voluntary participation in filling out a questionnaire for example (include a copy of the information sheet) Y □ N ■

(ii) the research is not anonymous but is confidential and informed consent will be obtained through a signed consent form (include a copy of the consent form and information sheet) Y ■ N □

(iii) the research is neither anonymous or confidential and informed consent will be obtained through a signed consent form (include a copy of the consent form and information sheet) Y □ N ■

(iv) informed consent will be obtained by some other method (please specify and provide details) Y □ N ■

With the exception of anonymous research as in (i), if it is proposed that written consent will not be obtained, please explain why

Not applicable

(k) If the research will not be conducted on a strictly anonymous basis state how issues of confidentiality of participants are to be ensured if this is intended. (See section 4.1(e) of the Human Ethics Policy). (E.g. who will listen to tapes, see questionnaires or have access to data). Please ensure that you distinguish clearly between anonymity and confidentiality. Indicate which of these are applicable.

(i) access to the research data will be restricted to the investigator Y □ N ■

(ii) access to the research data will be restricted to the investigator and their supervisor (student research) Y ■ N □

(iii) all opinions and data will be reported in aggregated form in such a way that individual persons or organisations are not identifiable Y ■ N □

(iv) Other (please specify) Not Applicable

Not Applicable

(l) Procedure for the storage of, access to and disposal of data, both during and at the conclusion of the research. (see section 4.12 of the Human Ethics Policy). Indicate which are applicable:

(i) all written material (questionnaires, interview notes, etc) will be kept in a locked file and access is restricted to the investigator Y ■ N □
(ii) all electronic information will be kept in a password-protected file and access will be restricted to the investigator

Y □ N ■

(iii) all questionnaires, interview notes and similar materials will be destroyed:

(a) at the conclusion of the research

Y □ N ■

(b) Four (4) years after the conclusion of the research; or

Y □ N ■

(iv) any audio or video recordings will be returned to participants and/or electronically wiped

Y □ N ■

(v) other procedures (please specify):

Access will be restricted to the investigator and supervisors

If data and material are not to be destroyed please indicate why and the procedures envisaged for ongoing storage and security

Not Applicable

(m) Feedback procedures (See section 7 of Appendix 1 of the Human Ethics Policy). You should indicate whether feedback will be provided to participants and in what form. If feedback will not be given, indicate the reasons why.

The participants will be continuously updated about the research and all essential findings, and provided with prompt feedback to confirm or review the researcher’s interpretation of given data.

(n) Reporting and publication of results. Please indicate which of the following are appropriate. The proposed form of publications should be indicated on the information sheet and/or consent form.

(i) publication in academic or professional journals

Y □ N ■

(ii) dissemination at academic or professional conferences

Y □ N ■

(iii) deposit of the research paper or thesis in the University Library (student research)

Y □ N ■

(iv) other (please specify)

None
Signature of investigators as listed on page 1 (including supervisors) and Head of School.

NB: All investigators and the Head of School must sign before an application is submitted for approval

Date……………………………

Head of School:

Date…………………………...
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APPLICATIONS FOR HUMAN ETHICS APPROVAL

CHECKLIST

- Have you read the Human Ethics Policy?
- Is ethical approval required for your project?
- Have you established whether informed consent needs to be obtained for your project?
- In the case of student projects, have you consulted your supervisor about any human ethics implications of your research?
- Has your supervisor read and signed the application?
- Have you included an information sheet for participants which explains the nature and purpose of your research, the proposed use of the material collected, who will have access to it, whether the data will be kept confidential to you, how anonymity or confidentiality is to be guaranteed?
- Have you included a written consent form?
- If not, have you explained on the application form why you do not need to get written consent?
- Are you asking participants to give consent to:
  - collect data from them
  - attribute information to them
  - release that information to others
  - use the data for particular purposes
- Have you indicated clearly to participants on the information sheet or consent form how they will be able to get feedback on the research from you (e.g. they may tick a box on the consent form indicating that they would like to be sent a summary), and how the data will be stored or disposed of at the conclusion of the research?
- Have you included a copy of any questionnaire or interview checklist you propose using?
- Has your application been seen by the head of your school or department (or the person given responsibility to consider applications on behalf of the head (see section 4.5(b) of the Human Ethics Policy).

PLEASE FORWARD YOUR COMPLETED APPLICATION FORM TO THE SECRETARY, HUMAN ETHICS COMMITTEE OR, IN THE CASE OF APPLICATIONS FROM SCHOOLS OR DEPARTMENTS WITH AN APPROVED ETHICS SUB-COMMITTEE, TO THE CONVENER OF THAT SUB-COMMITTEE
Dear [Participant’s name],

PhD Research: Expertise Coordination for Agile Software Development Projects

Thank you for your interest to participate in this research.

Prior to conducting the observation, Victoria University of Wellington requires that I obtain your written informed consent. This consent is a normal part of any research project and forms one criterion of the Victoria University Human Ethics Committee Guidelines that I must meet.

Attached herewith are:

- A copy of the research document that outlines the purpose, scope & approach to the project.
- A consent form that you need to sign and return to me [in the enclosed envelope] if you decide to participate in this research.

I would like to emphasise that you do not have to participate in this research and that you are free to withdraw from this research without explanation up to one month after the interview.

If you require any further information or if you would prefer not to be observed, please feel free to email me at Mawarny.Md.Rejab@ecs.vuw.ac.nz or call me on +02230034839. Alternatively you may contact either of my supervisors Prof James Noble (kjx@ecs.vuw.ac.nz or +64 4 463 6736) or Dr. George Allan (george.allan@ecs.vuw.ac.nz or +64 4 4636741)

Thank you.

Yours sincerely

Mawarny Md. Rejab
(PhD Student)
Mobile: +0223034839
E-mail: Mawarny.Md.Rejab@ecs.vuw.ac.nz
Attachment B: Information Sheet

General Information
This research study contributes towards the requirements for a PhD degree at Victoria University of Wellington, New Zealand.

Research Topic: Expertise Coordination for Agile Software Development Projects

PhD Student: Mawarny Md. Rejab (Mawarny.Md.Rejab@ecs.vuw.ac.nz, 0223034839)
Supervisors: Prof. James Noble (kjx@ecs.vuw.ac.nz, +64 4 4636736)
Dr. George Allan (george.allan@ecs.vuw.ac.nz, +64 4 463 6741)

Objectives of Research
The objective of this research is to explore and understand the current issues of expertise coordination in an Agile Software Development project. This research also aims to determine factors which influence processes of expertise coordination in an Agile Software Development project. This research attempts to identify expertise coordination practices that should be carried out by Agile team members to managing their expertise dependencies. The central of this research is to explore and understand how expertise is coordinated in Agile software development projects.

Research Methodology
This research employs Grounded Theory as a qualitative research. The researcher has sought and has been granted approval by the University’s Human Ethics Committee to participant observation.

The researcher aims to collect data of expertise coordination in Agile software development projects by using participant observation. The observation will be conducted in the participant’s workplace. The potential participants for this study are Agile practitioners who engage in Agile software development projects. Thus, participant observation requires the researcher to identify software companies that apply Agile practices in their software development projects. Moderate participant involvement will be used during the observation by sharing work experiences together. The researcher will keep written records and take some pictures during the observation.

Purpose of Data Collection
The collected data will be analysed to infer theories of expertise coordination for Agile software development projects. Findings from this research will be published in conference papers and referred journals for the benefit of the larger research community. The final PhD thesis will be published and can be accessed at Victoria University library of Wellington, New Zealand.
Confidentiality and Consent

The data collected will be kept confidentially and will be destroyed at the completion of the research. All identification data collected for this research will remain confidential to the researcher, Mawarny Md. Rejab and her supervisors, Prof James Noble and Dr. George Allan.
Attachment C: Consent for Research Participants

Research Title: Expertise Coordination for Agile Software Development Projects
Researcher: Mawarny Md. Rejab

I have been given and have understood an explanation of this research project and the confidentiality conditions. I have had an opportunity to ask questions and have them answered to my satisfaction.

I agree to participate in this study for Mawarny’s PhD degree and resultant theses and publications. I consent to the collection and use of my perceptions, experiences, opinions and information in this research.

I understand that I may withdraw from this research up to the one month after the observation without penalty or explanation. This can be done by contacting the researcher or her supervisors.

Do you agree to being observed?

□ Yes □ No

Would you like to receive a copy of any publications that are based on the observation results?

□ Yes □ No

If yes, please provide an email address, or mailing address that we can use to send a copy of the publication.

________________________________________________________________________________
________________________________________________________________________________

Name: ___________________________
Signed: __________________________
Date: ___________________________
Human Ethics Approval for Document Analysis

The following documents are approval from the Human Ethics Committee (HEC) of Victoria University of Wellington and supporting documents for undertaking document analysis of this study.
Thank you for your request to amend your ethics approval. This has now been considered and the request granted.

Your application has approval until 30 June 2015. If your data collection is not completed by this date you should apply to the Human Ethics Committee for an extension to this approval.

Best wishes with your research.

Allison Kirkman
Human Ethics Committee
Appendix D

HUMAN ETHICS COMMITTEE

Application for Approval of Research Projects

Please write legibly or type if possible. Applications must be signed by supervisor (for student projects) and Head of School

Note: The Human Ethics Committee attempts to have all applications approved within three weeks but a longer period may be necessary if applications require substantial revision.

1. NATURE OF PROPOSED RESEARCH:

a. Staff Research/ Student Research (delete one)

b. If Student Research .......... Degree : PhD (Software Engineering)
   Course Code : SWEN690

c. Project Title: Expertise Coordination for Agile Software Development Projects

2. INVESTIGATORS:

(a) Principal Investigator

   Name : Mawarny Md. Rejab
   Email address : Mawarny.Md.Rejab@ecs.vuw.ac.nz
   School/Dept/Group : Engineering & Computer Science/ Software Engineering

(b) Other Researchers

   Name Position

   None

(c) Supervisor (in the case of student research projects)

   Prof James Noble
   Dr Stuart Marshall
3. DURATION OF RESEARCH:

(a) Proposed starting date for data collection: 30 September 2013

(Note: that NO part of the research requiring ethical approval may commence prior to approval being given)

(b) Proposed date of completion of project as a whole: 30 June 2015

4. PROPOSED SOURCE/S OF FUNDING AND OTHER ETHICAL CONSIDERATIONS

(a) Sources of funding for the project
Please indicate any ethical issues or conflicts of interest that may arise because of sources of funding e.g. restrictions on publication of results

None

(b) Is any professional code of ethics to be followed: Y □ N ■

If yes, name

(c) Is ethical approval required from any other body Y □ N ■

If yes, name and indicate when/if approval will be given

5. DETAILS OF PROJECT

Briefly Outline:

(a) The objectives of the project:

The aim of this study is to build a theory of expertise coordination in Agile software development projects, which is guided by three research questions:

- How is expertise coordinated in Agile software development projects? This question attempts to understand the expertise coordination processes that should be carried out by Agile team members in managing expertise dependencies.

- What factors influence expertise coordination in Agile software development projects? This question attempts to identify factors that should be considered in coordinating expertise in Agile teams.

- What expertise coordination practices should be applied in Agile software development projects?
This question attempts to determine practices that Agile team members should apply in coordinating expertise in Agile teams.

(b) Method of data collection

This study is carried out by employing Grounded Theory, which using interviews as the predominant source of data collection and also observation (Ethics Approval: 19488). Multiple sources of data however will strengthen the Grounded Theory research. Therefore, the researcher intends to include document analysis in conjunction with the interviews and observation.

The potential participants for this study are Agile practitioners who engage in Agile software development projects. Thus, this study requires the researcher to identify software companies that apply Agile practices in their software development projects. Document analysis is based on the Agile artefacts that have been produced by Agile software development teams. The document analysis will provide proofs in strengthening the other data collection methods. It also tends to provide more information about the study of the phenomena. It will assist researchers to collect more information for the next interviews.

No personal details such as participant's name or company's name will be collected during the interview session. All findings will be kept confidential and will be destroyed after the completion of the research.

(c) The benefits and scientific value of the project

- This study will contribute theories on expertise coordination in Agile software development projects. The novelty of this study lies in the demonstration of theories related to the processes of expertise coordination, factors that influence expertise coordination, and expertise coordination practices in Agile teams.

- This study will provide empirical evidence that will assist Agile practitioners and researchers to gain in depth understanding of the expertise coordination in Agile Software Development projects. This evidence is important to contribute to the body of knowledge in software engineering and can serve as working hypotheses that could be tested by future researchers.
• This study will provide guidelines on how to coordinate expertise in Agile software development projects. The guidelines will also assist Agile practitioners in managing expertise resources and circulating the available expertise effectively. This guideline also will assist Agile teams to coordinate expertise and rely on roles outside the teams.

(d ) Characteristics of the participants
The participants for this study are Agile practitioners who engage in Agile software development projects. Eligibility criteria should be considered in recruiting participants for this study including Agile methods used and roles in Agile teams.

• Agile methods

There is no restriction as to which Agile methods have been used. This study is open to recruit Agile practitioners even though there is no specific Agile method is used in their software projects.

• Agile roles

More priority is put on Agile roles since this study requires a broad range of roles. The wide variety of roles is important to enable the triangulation of findings. Different roles will provide different insights and perspectives on expertise coordination in Agile teams.

The participants of this study should take part voluntarily.

(e ) Method of recruitment

Agile Professional Network (APN) is a avenue to identify Agile practitioners from a different software organizations based in New Zealand. Attending Agile seminar and workshops which are organized by APN or software companies is another way to recruit more participants. Additional to APN, Agile conferences which run around the world can be used as a platform to recruit a wide range of participants.

The potential participants will be provided with a brief outline of the intended research via email. The researcher will contact the interested software companies to develop mutually agreeable terms for their participation in the research. The researcher will elicit their participation on a voluntary basis and all collected data will be kept confidentially.
The participants will be provided with a document that consists of the purpose and scope of this study, the time commitments expected from the participants, the processes of data collection, and other commitments expected from participants. The consent document, and information sheet are attached together to this application.

(f) Payments that are to be made/expenses to be reimbursed to participants

None

(g) Other assistance (e.g. meals, transport) that is to be given to participants

None

(n) Any special hazards and/or inconvenience (including deception) that participants will encounter

None

(i) State whether consent is for (delete where not applicable):
   (i) the collection of data
   (ii) attribution of opinions or information
   (iii) release of data to others
   (iv) use for a conference report or a publication
   (iv) use for a PhD thesis

Attach a copy of any questionnaire or interview schedule to the application: attached

(j) How is informed consent to be obtained (see sections 4.1, 4.5(d) and 4.8(g) of the Human Ethics Policy)
   (i) the research is strictly anonymous, an information sheet is supplied and informed consent is implied by voluntary participation in filling out a questionnaire for example (include a copy of the information sheet)

   (ii) the research is not anonymous but is confidential and informed consent will be obtained through a signed consent form (include a copy of the consent form and information sheet)

   (iii) the research is neither anonymous or confidential and informed consent will be obtained through a signed consent form (include a copy of the consent form and information sheet)
(iv) informed consent will be obtained by some other method (please specify and provide details)

With the exception of anonymous research as in (i), if it is proposed that written consent will not be obtained, please explain why

**Not applicable**

(k) If the research will not be conducted on a strictly anonymous basis state how issues of confidentiality of participants are to be ensured if this is intended. (See section 4.1(e) of the Human Ethics Policy). (E.g. who will listen to tapes, see questionnaires or have access to data). Please ensure that you distinguish clearly between anonymity and confidentiality. Indicate which of these are applicable.

(i) access to the research data will be restricted to the investigator

(ii) access to the research data will be restricted to the investigator and their supervisor (student research)

(iii) all opinions and data will be reported in aggregated form in such a way that individual persons or organisations are not identifiable

(iv) Other (please specify)

**Not Applicable**

(l) Procedure for the storage of, access to and disposal of data, both during and at the conclusion of the research. (see section 4.12 of the Human Ethics Policy). Indicate which are applicable:

(i) all written material (questionnaires, interview notes, etc) will be kept in a locked file and access is restricted to the investigator

(ii) all electronic information will be kept in a password-protected file and access will be restricted to the investigator

(iii) all questionnaires, interview notes and similar materials will be destroyed:

(a) at the conclusion of the research

(b) Four (4) years after the conclusion of the research; or

(iv) any audio or video recordings will be returned to participants and/or electronically wiped

(v) other procedures (please specify):
Access will be restricted to the investigator and supervisors

If data and material are not to be destroyed please indicate why and the procedures envisaged for ongoing storage and security

Not Applicable

(m) Feedback procedures (See section 7 of Appendix 1 of the Human Ethics Policy). You should indicate whether feedback will be provided to participants and in what form. If feedback will not be given, indicate the reasons why.

The participants will be continuously updated about the research and all essential findings, and provided with prompt feedback to confirm or review the researcher's interpretation of given data.

(n) Reporting and publication of results. Please indicate which of the following are appropriate. The proposed form of publications should be indicated on the information sheet and/or consent form.

(i) publication in academic or professional journals  Y  □  N  □

(ii) dissemination at academic or professional conferences  Y  □  N  □

(iii) deposit of the research paper or thesis in the University Library (student research)  Y  □  N  □

(iv) other (please specify)

None

Signature of investigators as listed on page 1 (including supervisors) and Head of School.

NB: All investigators and the Head of School must sign before an application is submitted for approval.

........................................
Date: ____________________________

........................................
Date: ____________________________
Human Ethics Policy

Date: 19 Sept 2014

Head of S

Date: 23/9/14

Research Policy Group
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APPLICATIONS FOR HUMAN ETHICS APPROVAL

CHECKLIST

- Have you read the Human Ethics Policy?
- Is ethical approval required for your project?
- Have you established whether informed consent needs to be obtained for your project?
- In the case of student projects, have you consulted your supervisor about any human ethics implications of your research?
- Has your supervisor read and signed the application?
- Have you included an information sheet for participants which explains the nature and purpose of your research, the proposed use of the material collected, who will have access to it, whether the data will be kept confidential to you, how anonymity or confidentiality is to be guaranteed?
- Have you included a written consent form?
- If not, have you explained on the application form why you do not need to get written consent?
- Are you asking participants to give consent to:
  - collect data from them
  - attribute information to them
  - release that information to others
  - use the data for particular purposes
- Have you indicated clearly to participants on the information sheet or consent form how they will be able to get feedback on the research from you (e.g. they may tick a box on the consent form indicating that they would like to be sent a summary), and how the data will be stored or disposed of at the conclusion of the research?
- Have you included a copy of any questionnaire or interview checklist you propose using?
- Has your application been seen by the head of your school or department (or the person given responsibility to consider applications on behalf of the head (see section 4.5(b) of the Human Ethics Policy).

PLEASE FORWARD YOUR COMPLETED APPLICATION FORM TO THE SECRETARY, HUMAN ETHICS COMMITTEE OR, IN THE CASE OF APPLICATIONS FROM SCHOOLS OR DEPARTMENTS WITH AN APPROVED ETHICS SUB-COMMITTEE, TO THE
Attachment A: Cover Letter for Research Participant

[Participant’s name]  
[Company name]  
[Employment address]

Dear [Participant’s name],  

PhD Research: Expertise Coordination for Agile Software Development Projects  

Thank you for your interest to participate in this research.  

Prior to conducting the document analysis, Victoria University of Wellington requires that I obtain your written informed consent. This consent is a normal part of any research project and forms one criterion of the Victoria University Human Ethics Committee Guidelines that I must meet.  

Attached herewith are:  

- A copy of the research document that outlines the purpose, scope & approach to the project.  
- A consent form that you need to sign and return to me [in the enclosed envelope] if you decide to participate in this research.  

If you require any further information, please feel free to email me at Mawarny.Md.Rejab@ecs.vuw.ac.nz or call me on +0223034839. Alternatively you may contact either of my supervisors Prof James Noble (kix@ecs.vuw.ac.nz or +64 4 463 6736) or Dr. George Allan (george.allan@ecs.vuw.ac.nz or +64 4 4636741)  

Thank you.  

Yours sincerely  

Mawarny Md. Rejab  
(PhD Student)  
Mobile: +0223034839  
E-mail:Mawarny.Md.Rejab@ecs.vuw.ac.nz
Attachment B: Information Sheet

General Information
This research study contributes towards the requirements for a PhD degree at Victoria University of Wellington, New Zealand.

Research Topic: Expertise Coordination for Agile Software Development Projects

PhD Student: Mawarny Md. Rejab (Mawarny.Md.Rejab@ecs.vuw.ac.nz, 0223034839)
Supervisors: Prof. James Noble (kjx@ecs.vuw.ac.nz, +64 4 4636736)
Dr. George Allan (george.allan@ecs.vuw.ac.nz, +64 4 463 6741)

Objectives of Research
The objective of this research is to explore and understand the current issues of expertise coordination in an Agile Software Development project. This research also aims to determine factors which influence processes of expertise coordination in an Agile Software Development project. This research attempts to identify expertise coordination practices that should be carried out by Agile team members to managing their expertise dependencies. The central of this research is to explore and understand how expertise is coordinated in Agile software development projects.

Research Methodology
This research employs Grounded Theory as a qualitative research. The researcher has sought and has been granted approval by the University’s Human Ethics Committee to participant observation.

The researcher aims to collect data of expertise coordination in Agile software development projects by using document analysis, with conjunction of interviews and observations. The document analysis is based on the Agile artefacts that have been produced by Agile teams involved. The document analysis will provide proofs and more information about the study of the phenomena. The Agile artefacts will be collected during interviews and observations.

Purpose of Data Collection
The collected data will be analysed to infer theories of expertise coordination for Agile software development projects. Findings from this research will be published in conference papers and referred journals for the benefit of the larger research community. The final PhD thesis will be published and can be accessed at Victoria University library of Wellington, New Zealand.
Confidentiality and Consent

The data collected will be kept confidentially and will be destroyed at the completion of the research. All identification data collected for this research will remain confidential to the researcher, Mawarny Md. Rejab and her supervisors, Prof James Noble and Dr. George Allan.
Attachment C: Consent for Research Participants

Research Title: Expertise Coordination for Agile Software Development Projects
Researcher: Mawarny Md. Rejab

I have been given and have understood an explanation of this research project and the confidentiality conditions. I have had an opportunity to ask questions and have them answered to my satisfaction.

I agree to participate in this study for Mawarny’s PhD degree and resultant theses and publications. I consent to the collection and use of documents, diagrams, screens, pictures, and other artefacts in this research.

I understand that I may withdraw from this research up to one months without penalty or explanation by contacting the researcher or her supervisors.

Do you agree to being observed?

☐ Yes  ☐ No

Would you like to receive a copy of any publications that are based on the documents analysis results?

☐ Yes  ☐ No

If yes, please provide an email address, or mailing address that we can use to send a copy of the publication.

________________________________________________________________________________

Name: ___________________________
Signed: _________________________
Date: ___________________________